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**Introducción a la obra**

***Requisitos previos recomendados***

En principio, para entender con facilidad esta obra es recomendable estar familiarizado con los conceptos básicos de programación orientada a objetos, en particular con los lenguajes de programación C++ o Java, de los que C# deriva.

Sin embargo, estos no son requisitos fundamentales para entenderla ya que cada vez que en ella se introduce algún elemento del lenguaje se definen y explican los conceptos básicos que permiten entenderlo. Aún así, sigue siendo recomendable disponer de los requisitos antes mencionados para poder moverse con mayor soltura por el libro y aprovecharlo al máximo.

***Estructura de la obra***

Básicamente el eje central de la obra es el lenguaje de programación C#, del que no sólo se describe su sintaxis sino que también se intenta explicar cuáles son las razones que justifican las decisiones tomadas en su diseño y cuáles son los errores más difíciles de detectar que pueden producirse al desarrollar de aplicaciones con él. Sin embargo, los 20 temas utilizados para ello pueden descomponerse en tres grandes bloques:

* **Bloque 1: Introducción a C# y .NET**: Antes de empezar a describir el lenguaje es obligatorio explicar el porqué de su existencia, y para ello es necesario antes introducir la plataforma .NET de Microsoft con la que está muy ligado. Ese es el objetivo de los temas 1 y 2, donde se explican las características y conceptos básicos de C# y .NET, las novedosas aportaciones de ambos y se introduce la programación y compilación de aplicaciones en C# con el típico ¡Hola Mundo!
* **Bloque 2: Descripción del lenguaje:** Este bloque constituye el grueso de la obra y está formado por los temas comprendidos entre el 3 y el 19. En ellos se describen pormenorizadamente los aspectos del lenguaje mostrando ejemplos de su uso, explicando su porqué y avisando de cuáles son los problemas más difíciles de detectar que pueden surgir al utilizarlos y cómo evitarlos.
* **Bloque 3: Descripción del compilador**: Este último bloque, formado solamente por el tema 20, describe cómo se utiliza el compilador de C# tanto desde la ventana de consola como desde la herramienta Visual Studio.NET. Como al describir el lenguaje, también se intenta dar una explicación lo más exhaustiva, útil y fácil de entender posible del significado, porqué y aplicabilidad de las opciones de compilación que ofrece.

***Convenios de notación***

Para ayudar a resaltar la información clave se utilizan diferentes convenciones respecto a los tipos de letra usados para representar cada tipo de contenido:

* El texto correspondiente a explicaciones se ha escrito usando la fuente Times New Roman de 12 puntos de tamaño, como es el caso de este párrafo.
* Los fragmentos de código fuente se han escrito usando la fuente Arial de 10 puntos de tamaño tal y como se muestra a continuación:

class HolaMundo

{

static void Main()

{

System.Console.WriteLine(“¡Hola Mundo!”);

}

}

Esta misma fuente es la que se usará desde las explicaciones cada vez que se haga referencia a algún elemento del código fuente. Si además dicho elemento es una palabra reservada del lenguaje o viene predefinido en la librería de .NET, su nombre se escribirá en negrita para así resaltar el carácter especial del mismo

* Las referencias a textos de la interfaz del sistema operativo (nombres de ficheros y directorios, texto de la línea de comandos, etc. ) se han escrito usando la fuente Courier New de 10 puntos de tamaño. Por ejemplo:

csc HolaMundo.cs

Cuando además este tipo de texto se utilice para hacer referencia a elementos predefinidos tales como extensiones de ficheros recomendadas o nombres de aplicaciones incluidas en el SDK, se escribirá en negrita.

* Al describirse la sintaxis de definición de los elementos del lenguaje se usará fuente Arial de 10 puntos de tamaño y se representarán en cursiva los elementos opcionales en la misma, en negrita los que deban escribirse tal cual, y sin negrita y entre símbolos < y > los que representen de texto que deba colocarse en su lugar. Por ejemplo, cuando se dice que una clase ha de definirse así:

**class** <nombreClase>

**{**

*<miembros>*

**}**

Lo que se está diciendo es que ha de escribirse la palabra reservada class, seguida de texto que represente el nombre de la clase a definir, seguido de una llave de apertura ({), seguido opcionalmente de texto que se corresponda con definiciones de miembros y seguido de una llave de cierre (})

* Si lo que se define es la sintaxis de llamada a alguna aplicación concreta, entonces la notación que se usará es similar a la anterior sólo que en vez de fuente Arial se utilizará fuente Courier New de 10 puntos de tamaño.

**TEMA 1: Introducción a Microsoft.NET**

***Microsoft.NET***

Microsoft.NET es el conjunto de nuevas tecnologías en las que Microsoft ha estado trabajando durante los últimos años con el objetivo de obtener una plataforma sencilla y potente para distribuir el software en forma de servicios que puedan ser suministrados remotamente y que puedan comunicarse y combinarse unos con otros de manera totalmente independiente de la plataforma, lenguaje de programación y modelo de componentes con los que hayan sido desarrollados. Ésta es la llamada **plataforma .NET**, y a los servicios antes comentados se les denomina **servicios Web**.

Para crear aplicaciones para la plataforma .NET, tanto servicios Web como aplicaciones tradicionales (aplicaciones de consola, aplicaciones de ventanas, servicios de Windows NT, etc.), Microsoft ha publicado el denominado kit de desarrollo de software conocido como **.NET Framework SDK**, que incluye las herramientas necesarias tanto para su desarrollo como para su distribución y ejecución y **Visual Studio.NET**, que permite hacer todo la anterior desde una interfaz visual basada en ventanas. Ambas herramientas pueden descargarse gratuitamente desde <http://www.msdn.microsoft.com/net>, aunque la última sólo está disponible para subscriptores MSDN Universal (los no subscriptores pueden pedirlo desde dicha dirección y se les enviará gratis por correo ordinario)

El concepto de Microsoft.NET también incluye al conjunto de nuevas aplicaciones que Microsoft y terceros han (o están) desarrollando para ser utilizadas en la plataforma .NET. Entre ellas podemos destacar aplicaciones desarrolladas por Microsoft tales como Windows.NET, Hailstorm, Visual Studio.NET, MSN.NET, Office.NET, y los nuevos servidores para empresas de Microsoft (SQL Server.NET, Exchange.NET, etc.)

***Common Language Runtime (CLR)***

El **Common Language Runtime** (**CLR**) es el núcleo de la plataforma .NET. Es el motor encargado de gestionar la ejecución de las aplicaciones para ella desarrolladas y a las que ofrece numerosos servicios que simplifican su desarrollo y favorecen su fiabilidad y seguridad. Las principales características y servicios que ofrece el CLR son:

* **Modelo de programación consistente:** A todos los servicios y facilidades ofrecidos por el CLR se accede de la misma forma: a través de un modelo de programación orientado a objetos. Esto es una diferencia importante respecto al modo de acceso a los servicios ofrecidos por los algunos sistemas operativos actuales (por ejemplo, los de la familia Windows), en los que a algunos servicios se les accede a través de llamadas a funciones globales definidas en DLLs y a otros a través de objetos (objetos COM en el caso de la familia Windows)
* **Modelo de programación sencillo:** Con el CLR desaparecen muchos elementos complejos incluidos en los sistemas operativos actuales (registro de Windows, GUIDs, HRESULTS, IUnknown, etc.) El CLR no es que abstraiga al programador de estos conceptos, sino que son conceptos que no existen en la plataforma .NET
* **Eliminación del “infierno de las DLLs”:** En la plataforma .NET desaparece el problema conocido como “infierno de las DLLs” que se da en los sistemas operativos actuales de la familia Windows, problema que consiste en que al sustituirse versiones viejas de DLLs compartidas por versiones nuevas puede que aplicaciones que fueron diseñadas para ser ejecutadas usando las viejas dejen de funcionar si las nuevas no son 100% compatibles con las anteriores. En la plataforma .NET las versiones nuevas de las DLLs pueden coexistir con las viejas, de modo que las aplicaciones diseñadas para ejecutarse usando las viejas podrán seguir usándolas tras instalación de las nuevas. Esto, obviamente, simplifica mucho la instalación y desinstalación de software.
* **Ejecución multiplataforma:** El CLR actúa como una máquina virtual, encargándose de ejecutar las aplicaciones diseñadas para la plataforma .NET. Es decir, cualquier plataforma para la que exista una versión del CLR podrá ejecutar cualquier aplicación .NET. Microsoft ha desarrollado versiones del CLR para la mayoría de las versiones de Windows: Windows 95, Windows 98, Windows ME, Windows NT 4.0, Windows 2000, Windows XP y Windows CE (que puede ser usado en CPUs que no sean de la familia x86) Por otro lado Microsoft ha firmado un acuerdo con Corel para portar el CLR a Linux y también hay terceros que están desarrollando de manera independiente versiones de libre distribución del CLR para Linux. Asimismo, dado que la arquitectura del CLR está totalmente abierta, es posible que en el futuro se diseñen versiones del mismo para otros sistemas operativos.
* **Integración de lenguajes:** Desde cualquier lenguaje para el que exista un compilador que genere código para la plataforma .NET es posible utilizar código generado para la misma usando cualquier otro lenguaje tal y como si de código escrito usando el primero se tratase. Microsoft ha desarrollado un compilador de C# que genera código de este tipo, así como versiones de sus compiladores de Visual Basic (Visual Basic.NET) y C++ (C++ con extensiones gestionadas) que también lo generan y una versión del intérprete de JScript (JScript.NET) que puede interpretarlo. La integración de lenguajes es tal que es posible escribir una clase en C# que herede de otra escrita en Visual Basic.NET que, a su vez, herede de otra escrita en C++ con extensiones gestionadas.
* **Gestión de memoria:** El CLR incluye un **recolector de basura** que evita que el programador tenga que tener en cuenta cuándo ha de destruir los objetos que dejen de serle útiles. Este recolector es una aplicación que se activa cuando se quiere crear algún objeto nuevo y se detecta que no queda memoria libre para hacerlo, caso en que el recolector recorre la memoria dinámica asociada a la aplicación, detecta qué objetos hay en ella que no puedan ser accedidos por el código de la aplicación, y los elimina para limpiar la memoria de “objetos basura” y permitir la creación de otros nuevos. Gracias a este recolector se evitan errores de programación muy comunes como intentos de borrado de objetos ya borrados, agotamiento de memoria por olvido de eliminación de objetos inútiles o solicitud de acceso a miembros de objetos ya destruidos.
* **Seguridad de tipos:** El CLR facilita la detección de errores de programación difíciles de localizar comprobando que toda conversión de tipos que se realice durante la ejecución de una aplicación .NET se haga de modo que los tipos origen y destino sean compatibles.
* **Aislamiento de procesos:** El CLR asegura que desde código perteneciente a un determinado proceso no se pueda acceder a código o datos pertenecientes a otro, lo que evita errores de programación muy frecuentes e impide que unos procesos puedan atacar a otros. Esto se consigue gracias al sistema de seguridad de tipos antes comentado, pues evita que se pueda convertir un objeto a un tipo de mayor tamaño que el suyo propio, ya que al tratarlo como un objeto de mayor tamaño podría accederse a espacios en memoria ajenos a él que podrían pertenecer a otro proceso. También se consigue gracias a que no se permite acceder a posiciones arbitrarias de memoria.
* **Tratamiento de excepciones:** En el CLR todo los errores que se puedan producir durante la ejecución de una aplicación se propagan de igual manera: mediante excepciones. Esto es muy diferente a como se venía haciendo en los sistemas Windows hasta la aparición de la plataforma .NET, donde ciertos errores se transmitían mediante códigos de error en formato Win32, otros mediante HRESULTs y otros mediante excepciones.

El CLR permite que excepciones lanzadas desde código para .NET escrito en un cierto lenguaje se puedan capturar en código escrito usando otro lenguaje, e incluye mecanismos de depuración que pueden saltar desde código escrito para .NET en un determinado lenguaje a código escrito en cualquier otro. Por ejemplo, se puede recorrer la pila de llamadas de una excepción aunque ésta incluya métodos definidos en otros módulos usando otros lenguajes.

* **Soporte multihilo:** El CLR es capaz de trabajar con aplicaciones divididas en múltiples hilos de ejecución que pueden ir evolucionando por separado en paralelo o intercalándose, según el número de procesadores de la máquina sobre la que se ejecuten. Las aplicaciones pueden lanzar nuevos hilos, destruirlos, suspenderlos por un tiempo o hasta que les llegue una notificación, enviarles notificaciones, sincronizarlos, etc.
* **Distribución transparente:** El CLR ofrece la infraestructura necesaria para crear objetos remotos y acceder a ellos de manera completamente transparente a su localización real, tal y como si se encontrasen en la máquina que los utiliza.
* **Seguridad avanzada:** El CLR proporciona mecanismos para restringir la ejecución de ciertos códigos o los permisos asignados a los mismos según su procedendecia o el usuario que los ejecute. Es decir, puede no darse el mismo nivel de confianza a código procedente de Internet que a código instalado localmente o procedente de una red local; puede no darse los mismos permisos a código procedente de un determinado fabricante que a código de otro; y puede no darse los mismos permisos a un mismo códigos según el usuario que lo esté ejecutando o según el rol que éste desempeñe. Esto permite asegurar al administrador de un sistema que el código que se esté ejecutando no pueda poner en peligro la integridad de sus archivos, la del registro de Windows, etc.
* **Interoperabilidad con código antiguo:** El CLR incorpora los mecanismos necesarios para poder acceder desde código escrito para la plataforma .NET a código escrito previamente a la aparición de la misma y, por tanto, no preparado para ser ejecutando dentro de ella. Estos mecanismos permiten tanto el acceso a objetos COM como el acceso a funciones sueltas de DLLs preexistentes (como la API Win32)

Como se puede deducir de las características comentadas, el CLR lo que hace es gestionar la ejecución de las aplicaciones diseñadas para la plataforma .NET. Por esta razón, al código de estas aplicaciones se le suele llamar **código** **gestionado**, y al código no escrito para ser ejecutado directamente en la plataforma .NET se le suele llamar **código no gestionado**.

***Microsoft Intermediate Language (MSIL)***

Ninguno de los compiladores que generan código para la plataforma .NET produce código máquina para CPUs x86 ni para ningún otro tipo de CPU concreta, sino que generan código escrito en el lenguaje intermedio conocido como **Microsoft Intermediate Lenguage** (**MSIL**) El CLR da a las aplicaciones la sensación de que se están ejecutando sobre una máquina virtual, y precisamente MSIL es el código máquina de esa máquina virtual. Es decir, MSIL es el único código que es capaz de interpretar el CLR, y por tanto cuando se dice que un compilador genera código para la plataforma .NET lo que se está diciendo es que genera MSIL.

MSIL ha sido creado por Microsoft tras consultar a numerosos especialistas en la escritura de compiladores y lenguajes tanto del mundo académico como empresarial. Es un lenguaje de un nivel de abstracción mucho más alto que el de la mayoría de los códigos máquina de las CPUs existentes, e incluye instrucciones que permiten trabajar directamente con objetos (crearlos, destruirlos, inicializarlos, llamar a métodos virtuales, etc.), tablas y excepciones (lanzarlas, capturarlas y tratarlas)

Ya se comentó que el compilador de C# compila directamente el código fuente a MSIL, que Microsoft ha desarrollado nuevas versiones de sus lenguajes Visual Basic (Visual Basic.NET) y C++ (C++ con extensiones gestionadas) cuyos compiladores generan MSIL, y que ha desarrollado un intérprete de JScript (JScript.NET) que genera código MSIL. Pues bien, también hay numerosos terceros que han anunciado estar realizando versiones para la plataforma .NET de otros lenguajes como APL, CAML, Cobol, Eiffel, Fortran, Haskell, Java (J#), Mercury, ML, Mondrian, Oberon, Oz, Pascal, Perl, Python, RPG, Scheme y Smalltalk.

La principal ventaja del MSIL es que facilita la ejecución multiplataforma y la integración entre lenguajes al ser independiente de la CPU y proporcionar un formato común para el código máquina generado por todos los compiladores que generen código para .NET. Sin embargo, dado que las CPUs no pueden ejecutar directamente MSIL, antes de ejecutarlo habrá que convertirlo al código nativo de la CPU sobre la que se vaya a ejecutar. De esto se encarga un componente del CLR conocido como compilador JIT (Just-In-Time) o jitter que va convirtiendo dinámicamente el código MSIL a ejecutar en código nativo según sea necesario. Este jitter se distribuye en tres versiones:

* **jitter normal:** Es el que se suele usar por defecto, y sólo compila el código MSIL a código nativo a medida que va siendo necesario, pues así se ahorra tiempo y memoria al evitarse tener que compilar innecesariamente código que nunca se ejecute. Para conseguir esto, el cargador de clases del CLR sustituye inicialmente las llamadas a métodos de las nuevas clases que vaya cargando por llamadas a funciones auxiliares (stubs) que se encarguen de compilar el verdadero código del método. Una vez compilado, la llamada al stub es sustituida por una llamada directa al código ya compilado, con lo que posteriores llamadas al mismo no necesitarán compilación.
* **jitter económico:** Funciona de forma similar al jitter normal solo que no realiza ninguna optimización de código al compilar sino que traduce cada instrucción MSIL por su equivalente en el código máquina sobre la que se ejecute. Esta especialmente pensado para ser usado en dispositivos empotrados que dispongan de poca potencia de CPU y poca memoria, pues aunque genere código más ineficiente es menor el tiempo y memoria que necesita para compilar. Es más, para ahorrar memoria este jitter puede descargar código ya compilado que lleve cierto tiempo sin ejecutarse y sustituirlo de nuevo por el stub apropiado. Por estas razones, este es el jitter usado por defecto en Windows CE, sistema operativo que se suele incluir en los dispositivos empotrados antes mencionados.

Otra utilidad del jitter económico es que facilita la adaptación de la plataforma .NET a nuevos sistemas porque es mucho más sencillo de implementar que el normal. De este modo, gracias a él es posible desarrollar rápidamente una versión del CLR que pueda ejecutar aplicaciones gestionadas aunque sea de una forma poco eficiente, y una vez desarrollada es posible centrarse en desarrollar el jitter normal para optimizar la ejecución de las mismas.

* **prejitter:** Se distribuye como una aplicación en línea de comandos llamada **ngen.exe** mediante la que es posible compilar completamente cualquier ejecutable o librería (cualquier ensamblado en general, aunque este concepto se verá más adelante) que contenga código gestionado y convertirlo a código nativo, de modo que posteriores ejecuciones del mismo se harán usando esta versión ya compilada y no se perderá tiempo en hacer la compilación dinámica.

La actuación de un jitter durante la ejecución de una aplicación gestionada puede dar la sensación de hacer que ésta se ejecute más lentamente debido a que ha de invertirse tiempo en las compilaciones dinámicas. Esto es cierto, pero hay que tener en cuenta que es una solución mucho más eficiente que la usada en otras plataformas como Java, ya que en .NET cada código no es interpretado cada vez que se ejecuta sino que sólo es compilado la primera vez que se llama al método al que pertenece. Es más, el hecho de que la compilación se realice dinámicamente permite que el jitter tenga acceso a mucha más información sobre la máquina en que se ejecutará la aplicación del que tendría cualquier compilador tradicional, con lo que puede optimizar el código para ella generado (por ejemplo, usando las instrucciones especiales del Pentium III si la máquina las admite, usando registros extra, incluyendo código *inline*, etc.) Además, como el recolector de basura de .NET mantiene siempre compactada la memoria dinámica las reservas de memoria se harán más rápido, sobre todo en aplicaciones que no agoten la memoria y, por tanto, no necesiten de una recolección de basura. Por estas razones, los ingenieros de Microsoft piensan que futuras versiones de sus jitters podrán incluso conseguir que el código gestionado se ejecute más rápido que el no gestionado.

***Metadatos***

En la plataforma .NET se distinguen dos tipos de **módulos** de código compilado: **ejecutables** (extensión **.exe**) y **librerías de enlace dinámico** (extensión **.dll** generalmente) Ambos son ficheros que contienen definiciones de tipos de datos, y la diferencia entre ellos es que sólo los primeros disponen de un método especial que sirve de punto de entrada a partir del que es posible ejecutar el código que contienen haciendo una llamada desde la línea de comandos del sistema operativo. A ambos tipos de módulos se les suele llamar **ejecutables portables** (PE), ya que su código puede ejecutarse en cualquiera de los diferentes sistemas operativos de la familia Windows para los que existe alguna versión del CLR.

El contenido de un módulo no es sólo MSIL, sino que también consta de otras dos áreas muy importantes: la cabecera de CLR y los metadatos:

* La **cabecera de CLR** es un pequeño bloque de información que indica que se trata de un módulo gestionado e indica es la versión del CLR que necesita, cuál es su firma digital, cuál es su punto de entrada (si es un ejecutable), etc.
* Los **metadatos** son un conjunto de datos organizados en forma de tablas que almacenan información sobre los tipos definidos en el módulo, los miembros de éstos y sobre cuáles son los tipos externos al módulo a los que se les referencia en el módulo. Los metadatos de cada modulo los genera automáticamente el compilador al crearlo, y entre sus tablas se incluyen[[1]](#footnote-0):

|  |  |
| --- | --- |
| **Tabla** | **Descripción** |
| ModuleDef | Define las características del módulo. Consta de un único elemento que almacena un identificador de versión de módulo (GUID creado por el compilador) y el nombre de fichero que se dio al módulo al compilarlo (así este nombre siempre estará disponible, aunque se renombre el fichero) |
| TypeDef | Define las características de los tipos definidos en el módulo. De cada tipo se almacena su nombre, su tipo padre, sus modificadores de acceso y referencias a los elementos de las tablas de miembros correspondientes a sus miembros. |
| MethodDef | Define las características de los métodos definidos en el módulo. De cada método se guarda su nombre, signatura (por cada parámetro se incluye una referencia al elemento apropiado en la tabla ParamDef), modificadores y posición del módulo donde comienza el código MSIL de su cuerpo. |
| ParamDef | Define las características de los parámetros definidos en el módulo. De cada parámetro se guarda su nombre y modificadores. |
| FieldDef | Define las características de los campos definidos en el módulo. De cada uno se almacena información sobre cuál es su nombre, tipo y modificadores. |
| PropertyDef | Define las características de las propiedades definidas en el módulo. De cada una se indica su nombre, tipo, modificadores y referencias a los elementos de la tabla MethodDef correspondientes a sus métodos set/get. |
| EventDef | Define las características de los eventos definidos en el módulo. De cada uno se indica su nombre, tipo, modificadores. y referencias a los elementos de la tabla MethodDef correspondientes a sus métodos add/remove. |
| AssemblyRef | Indica cuáles son los ensamblados externos a los que se referencia en el módulo. De cada uno se indica cuál es su nombre de fichero (sin extensión), versión, idioma y marca de clave pública. |
| ModuleRef | Indica cuáles son los otros módulos del mismo ensamblado a los que referencia el módulo. De cada uno se indica cuál es su nombre de fichero. |
| TypeRef | Indica cuáles son los tipos externos a los que se referencia en el módulo. De cada uno se indica cuál es su nombre y, según donde estén definidos, una referencia a la posición adecuada en la tabla AssemblyRef o en la tabla ModuleRef. |
| MemberRef | Indican cuáles son los miembros definidos externamente a los que se referencia en el módulo. Estos miembros pueden ser campos, métodos, propiedades o eventos; y de cada uno de ellos se almacena información sobre su nombre y signatura, así como una referencia a la posición de la tabla TypeRef donde se almacena información relativa al tipo del que es miembro. |

**Tabla 1:** Principales tablas de metadatos

Nótese que el significado de los metadatos es similar al de otras tecnologías previas a la plataforma .NET como lo son los ficheros IDL. Sin embargo, los metadatos tienen dos ventajas importantes sobre éstas: contiene más información y siempre se almacenan incrustados en el módulo al que describen, haciendo imposible la separación entre ambos. Además, como se verá más adelante, es posible tanto consultar los metadatos de cualquier módulo a través de las clases del espacio de nombres **System.Reflection** de la BCL como añadirles información adicional mediante **atributos** (se verá más adelante)

***Ensamblados***

Un **ensamblado** es una agrupación lógica de uno o más módulos o ficheros de recursos (ficheros .GIF, .HTML, etc.) que se engloban bajo un nombre común. Un programa puede acceder a información o código almacenados en un ensamblado sin tener que conocer cuál es el fichero en concreto donde se encuentran, por lo que los ensamblados nos permiten abstraernos de la ubicación física del código que ejecutemos o de los recursos que usemos. Por ejemplo, podemos incluir todos los tipos de una aplicación en un mismo ensamblado pero colocando los más frecuentemente usados en un cierto módulo y los menos usados en otro, de modo que sólo se descarguen de Internet los últimos si es que se van a usar.

Todo ensamblado contiene un **manifiesto**, que son metadatos con información sobre las características del ensamblado. Este manifiesto puede almacenarse en cualquiera de los módulos que formen el ensamblado o en uno específicamente creado para ello, siendo lo último necesario cuando sólo contiene recursos (**ensamblado satélite**)

Las principales tablas incluidas en los manifiestos son las siguientes:

|  |  |
| --- | --- |
| **Tabla** | **Descripción** |
| AssemblyDef | Define las características del ensamblado. Consta de un único elemento que almacena el nombre del ensamblado sin extensión, versión, idioma, clave pública y tipo de algoritmo de dispersión usado para hallar los valores de dispersión de la tabla FileDef. |
| FileDef | Define cuáles son los archivos que forman el ensamblado. De cada uno se da su nombre y valor de dispersión. Nótese que sólo el módulo que contiene el manifiesto sabrá qué ficheros que forman el ensamblado, pero el resto de ficheros del mismo no sabrán si pertenecen o no a un ensamblado (no contienen metadatos que les indique si pertenecen a un ensamblado) |
| ManifestResourceDef | Define las características de los recursos incluidos en el módulo. De cada uno se indica su nombre y modificadores de acceso. Si es un recurso incrustado se indica dónde empieza dentro del PE que lo contiene, y si es un fichero independiente se indica cuál es el elemento de la tabla FileDef correspondiente a dicho fichero. |
| ExportedTypesDef | Indica cuáles son los tipos definidos en el ensamblado y accesibles desde fuera del mismo. Para ahorrar espacio sólo recogen los que no pertenezcan al módulo donde se incluye el manifiesto, y de cada uno se indica su nombre, la posición en la tabla FileDef del fichero donde se ha implementado y la posición en la tabla TypeDef correspondiente a su definición. |
| AssemblyProccesorDef | Indica en qué procesadores se puede ejecutar el ensamblado, lo que puede ser útil saberlo si el ensamblado contiene módulos con código nativo (podría hacerse usando C++ con extensiones gestionadas) Suele estar vacía, lo que indica que se puede ejecutar en cualquier procesador; pero si estuviese llena, cada elemento indicaría un tipo de procesador admitido según el formato de identificadores de procesador del fichero WinNT.h incluido con Visual Studio.NET (por ejemplo, 586 = Pentium, 2200 = Arquitectura IA64, etc.) |
| AssemblyOSDef | Indica bajo qué sistemas operativos se puede ejecutar el ensamblado, lo que puede ser útil si contiene módulos con tipos o métodos disponibles sólo en ciertos sistemas. Suele estar vacía, lo que indica que se puede ejecutar en cualquier procesador; pero si estuviese llena, indicaría el identificador de cada uno de los sistemas admitidos siguiendo el formato del WinNT.h de Visual Studio.NET (por ejemplo, 0 = familia Windows 9X, 1 = familia Windows NT, etc.) y el número de la versión del mismo a partir de la que se admite. |

**Tabla 2:** Principales tablas de un manifiesto

Para asegurar que no se haya alterado la información de ningún ensamblado se usa el criptosistema de clave pública RSA. Lo que se hace es calcular el código de dispersión SHA-1 del módulo que contenga el manifiesto e incluir tanto este valor cifrado con RSA (**firma digital**) como la clave pública necesaria para descifrarlo en algún lugar del módulo que se indicará en la cabecera de CLR. Cada vez que se vaya a cargar en memoria el ensamblado se calculará su valor de dispersión de nuevo y se comprobará que es igual al resultado de descifrar el original usando su clave pública. Si no fuese así se detectaría que se ha adulterado su contenido.

Para asegurar también que los contenidos del resto de ficheros que formen un ensamblado no hayan sido alterados lo que se hace es calcular el código de dispersión de éstos antes de cifrar el ensamblado y guardarlo en el elemento correspondiente a cada fichero en la tabla FileDef del manifiesto. El algoritmo de cifrado usado por defecto es SHA-1, aunque en este caso también se da la posibilidad de usar MD5. En ambos casos, cada vez que se accede al fichero para acceder a un tipo o recurso se calculará de nuevo su valor de dispersión y se comprobará que coincida con el almacenado en FileDef.

Dado que las claves públicas son valores que ocupan muchos bytes (2048 bits), lo que se hace para evitar que los metadatos sean excesivamente grandes es no incluir en las referencias a ensamblados externos de la tabla AssemblyRef las claves públicas de dichos ensamblados, sino sólo los 64 últimos bits resultantes de aplicar un algoritmo de dispersión a dichas claves. A este valor recortado se le llama **marca de clave pública**.

Hay dos tipos de ensamblados: **ensamblados privados** y **ensamblados compartidos**. Los privados se almacenan en el mismo directorio que la aplicación que los usa y sólo puede usarlos ésta, mientras que los compartidos se almacenan en un **caché de ensamblado global** (GAC) y pueden usarlos cualquiera que haya sido compilada referenciándolos.

Los compartidos han de cifrase con RSA ya que lo que los identifica es en el GAC es su nombre (sin extensión) más su clave pública, lo que permite que en el GAC puedan instalarse varios ensamblados con el mismo nombre y diferentes claves públicas. Es decir, es como si la clave pública formase parte del nombre del ensamblado, razón por la que a los ensamblados así cifrados se les llama **ensamblados de nombre fuerte**. Esta política permite resolver los conflictos derivados de que se intente instalar en un mismo equipo varios ensamblados compartidos con el mismo nombre pero procedentes de distintas empresas, pues éstas tendrán distintas claves públicas.

También para evitar problemas, en el GAC se pueden mantener múltiples versiones de un mismo ensamblado. Así, si una aplicación fue compilada usando una cierta versión de un determinado ensamblado compartido, cuando se ejecute sólo podrá hacer uso de esa versión del ensamblado y no de alguna otra más moderna que se hubiese instalado en el GAC. De esta forma se soluciona el problema del **infierno de las DLL** comentado al principio del tema.

En realidad es posible modificar tanto las políticas de búsqueda de ensamblados (por ejemplo, para buscar ensamblados privados fuera del directorio de la aplicación) como la política de aceptación de ensamblados compartidos (por ejemplo, para que se haga automáticamente uso de las nuevas versiones que se instalen de DLLs compartidas) incluyendo en el directorio de instalación de la aplicación un fichero de configuración en formato XML con las nuevas reglas para las mismas. Este fichero ha de llamarse igual que el ejecutable de la aplicación pero ha de tener extensión **.cfg**.

***Librería de clase base (BCL)***

La Librería de Clase Base (BCL) es una librería incluida en el *.NET Framework* formada por cientos de tipos de datos que permiten acceder a los servicios ofrecidos por el CLR y a las funcionalidades más frecuentemente usadas a la hora de escribir programas. Además, a partir de estas clases prefabricadas el programador puede crear nuevas clases que mediante herencia extiendan su funcionalidad y se integren a la perfección con el resto de clases de la BCL. Por ejemplo, implementando ciertos interfaces podemos crear nuevos tipos de colecciones que serán tratadas exactamente igual que cualquiera de las colecciones incluidas en la BCL.

Esta librería está escrita en MSIL, por lo que puede usarse desde cualquier lenguaje cuyo compilador genere MSIL. A través de las clases suministradas en ella es posible desarrollar cualquier tipo de aplicación, desde las tradicionales aplicaciones de ventanas, consola o servicio de Windows NT hasta los novedosos servicios Web y páginas ASP.NET. Es tal la riqueza de servicios que ofrece que incluso es posible crear lenguajes que carezcan de librería de clases propia y sólo se basen en la BCL -como C#.

Dada la amplitud de la BCL, ha sido necesario organizar las clases en ella incluida en **espacios de nombres** que agrupen clases con funcionalidades similares. Por ejemplo, los espacios de nombres más usados son:

|  |  |
| --- | --- |
| **Espacio de nombres** | **Utilidad de los tipos de datos que contiene** |
| **System** | Tipos muy frecuentemente usados, como los los tipos básicos, tablas, excepciones, fechas, números aleatorios, recolector de basura, entrada/salida en consola, etc. |
| **System.Collections** | Colecciones de datos de uso común como pilas, colas, listas, diccionarios, etc. |
| **System.Data** | Manipulación de bases de datos. Forman la denominada arquitectura **ADO.NET**. |
| **System.IO** | Manipulación de ficheros y otros flujos de datos. |
| **System.Net** | Realización de comunicaciones en red. |
| **System.Reflection** | Acceso a los metadatos que acompañan a los módulos de código. |
| **System.Runtime.Remoting** | Acceso a objetos remotos. |
| **System.Security** | Acceso a la política de seguridad en que se basa el CLR. |
| **System.Threading** | Manipulación de hilos. |
| **System.Web.UI.WebControls** | Creación de interfaces de usuario basadas en ventanas para aplicaciones Web. |
| **System.Windows.Forms** | Creación de interfaces de usuario basadas en ventanas para aplicaciones estándar. |
| **System.XML** | Acceso a datos en formato XML. |

**Tabla 3:** Espacios de nombres de la BCL más usados

***Common Type System (CTS)***

El **Common Type System** (CTS) o Sistema de Tipo Común es el conjunto de reglas que han de seguir las definiciones de tipos de datos para que el CLR las acepte. Es decir, aunque cada lenguaje gestionado disponga de su propia sintaxis para definir tipos de datos, en el MSIL resultante de la compilación de sus códigos fuente se han de cumplir las reglas del CTS. Algunos ejemplos de estas reglas son:

* Cada tipo de dato puede constar de cero o más miembros. Cada uno de estos miembros puede ser un campo, un método, una propiedad o un evento.
* No puede haber herencia múltiple, y todo tipo de dato ha de heredar directa o indirectamente de **System.Object**.
* Los modificadores de acceso admitidos son:

|  |  |
| --- | --- |
| **Modificador** | **Código desde el que es accesible el miembro** |
| **public** | Cualquier código |
| **private** | Código del mismo tipo de dato |
| **family** | Código del mismo tipo de dato o de hijos de éste. |
| **assembly** | Código del mismo ensamblado |
| **family and assembly** | Código del mismo tipo o de hijos de éste ubicado en el mismo ensamblado |
| **family or assembly** | Código del mismo tipo o de hijos de éste, o código ubicado en el mismo ensamblado |

**Tabla 4:** Modificadores de acceso a miembros admitidos por el CTS

***Common Language Specification (CLS)***

El **Common Language Specification** (CLS) o Especificación del Lenguaje Común es un conjunto de reglas que han de seguir las definiciones de tipos que se hagan usando un determinado lenguaje gestionado si se desea que sean accesibles desde cualquier otro lenguaje gestionado. Obviamente, sólo es necesario seguir estas reglas en las definiciones de tipos y miembros que sean accesibles externamente, y no la en las de los privados. Además, si no importa la interoperabilidad entre lenguajes tampoco es necesario seguirlas. A continuación se listan algunas de reglas significativas del CLS:

* Los tipos de datos básicos admitidos son **bool**, **char**, **byte**, **short**, **int**, **long**, **float**, **double**, **string** y **object** Nótese pues que no todos los lenguajes tienen porqué admitir los tipos básicos enteros sin signo o el tipo **decimal** como lo hace C#.
* Las tablas han de tener una o más dimensiones, y el número de dimensiones de cada tabla ha de ser fijo. Además, han de indexarse empezando a contar desde 0.
* Se pueden definir tipos abstractos y tipos sellados. Los tipos sellados no pueden tener miembros abstractos.
* Las excepciones han de derivar de **System.Exception**, los delegados de **System.Delegate**, las enumeraciones de **System.Enum**, y los tipos por valor que no sean enumeraciones de **System.ValueType**.
* Los métodos de acceso a propiedades en que se traduzcan las definiciones get/set de éstas han de llamarse de la forma **get\_X** y **set\_X** respectivamente, donde X es el nombre de la propiedad; los de acceso a indizadores han de traducirse en métodos **get\_Item** y **set\_Item**; y en el caso de los eventos, sus definiciones add/remove han de traducirse en métodos **add\_X** y **remove\_X**.
* En las definiciones de atributos sólo pueden usarse enumeraciones o datos de los siguientes tipos: **System.Type**, **string**, **char**, **bool**, **byte**, **short**, **int**, **long**, **float**, **double** y **object**.
* En un mismo ámbito no se pueden definir varios identificadores cuyos nombres sólo difieran en la capitalización usada. De este modo se evitan problemas al acceder a ellos usando lenguajes no sensibles a mayúsculas.
* Las enumeraciones no pueden implementar interfaces, y todos sus campos han de ser estáticos y del mismo tipo. El tipo de los campos de una enumeración sólo puede ser uno de estos cuatro tipos básicos: **byte**, **short**, **int** o **long**.

**Tema 2: Introducción a C#**

***Origen y necesidad de un nuevo lenguaje***

**C#** (leído en inglés “C Sharp” y en español “C Almohadilla”) es el nuevo lenguaje de propósito general diseñado por Microsoft para su plataforma .NET. Sus principales creadores son Scott Wiltamuth y Anders Hejlsberg, éste último también conocido por haber sido el diseñador del lenguaje Turbo Pascal y la herramienta RAD Delphi.

Aunque es posible escribir código para la plataforma .NET en muchos otros lenguajes, C# es el único que ha sido diseñado específicamente para ser utilizado en ella, por lo que programarla usando C# es mucho más sencillo e intuitivo que hacerlo con cualquiera de los otros lenguajes ya que C# carece de elementos heredados innecesarios en .NET. Por esta razón, se suele decir que C# es el **lenguaje nativo de .NET**

La sintaxis y estructuración de C# es muy parecida a la de C++ o Java, puesto que la intención de Microsoft es facilitar la migración de códigos escritos en estos lenguajes a C# y facilitar su aprendizaje a los desarrolladores habituados a ellos. Sin embargo, su sencillez y el alto nivel de productividad son comparables con los de Visual Basic.

Un lenguaje que hubiese sido ideal utilizar para estos menesteres es Java, pero debido a problemas con la empresa creadora del mismo -Sun-, Microsoft ha tenido que desarrollar un nuevo lenguaje que añadiese a las ya probadas virtudes de Java las modificaciones que Microsoft tenía pensado añadirle para mejorarlo aún más y hacerlo un lenguaje orientado al desarrollo de componentes.

En resumen, C# es un lenguaje de programación que toma las mejores características de lenguajes preexistentes como Visual Basic, Java o C++ y las combina en uno solo. El hecho de ser relativamente reciente no implica que sea inmaduro, pues Microsoft ha escrito la mayor parte de la BCL usándolo, por lo que su compilador es el más depurado y optimizado de los incluidos en el *.NET Framework SDK*

***Características de C#***

Con la idea de que los programadores más experimentados puedan obtener una visión general del lenguaje, a continuación se recoge de manera resumida las principales características de C# Alguna de las características aquí señaladas no son exactamente propias del lenguaje sino de la plataforma .NET en general, y si aquí se comentan es porque tienen una repercusión directa en el lenguaje:

* **Sencillez:** C# elimina muchos elementos que otros lenguajes incluyen y que son innecesarios en .NET. Por ejemplo:
  + El código escrito en C# es **autocontenido**, lo que significa que no necesita de ficheros adicionales al propio fuente tales como ficheros de cabecera o ficheros IDL
  + El tamaño de los tipos de datos básicos es fijo e independiente del compilador, sistema operativo o máquina para quienes se compile (no como en C++), lo que facilita la portabilidad del código.
  + No se incluyen elementos poco útiles de lenguajes como C++ tales como macros, herencia múltiple o la necesidad de un operador diferente del punto (**.**) acceder a miembros de espacios de nombres (**::**)
* **Modernidad:** C# incorpora en el propio lenguaje elementos que a lo largo de los años ha ido demostrándose son muy útiles para el desarrollo de aplicaciones y que en otros lenguajes como Java o C++ hay que simular, como un tipo básico **decimal** que permita realizar operaciones de alta precisión con reales de 128 bits (muy útil en el mundo financiero), la inclusión de una instrucción **foreach** que permita recorrer colecciones con facilidad y es ampliable a tipos definidos por el usuario, la inclusión de un tipo básico **string** para representar cadenas o la distinción de un tipo **bool** específico para representar valores lógicos.
* **Orientación a objetos:** Como todo lenguaje de programación de propósito general actual, C# es un lenguaje orientado a objetos, aunque eso es más bien una característica del CTS que de C#. Una diferencia de este enfoque orientado a objetos respecto al de otros lenguajes como C++ es que el de C# es más puro en tanto que no admiten ni funciones ni variables globales sino que todo el código y datos han de definirse dentro de definiciones de tipos de datos, lo que reduce problemas por conflictos de nombres y facilita la legibilidad del código.

C# soporta todas las características propias del paradigma de programación orientada a objetos: **encapsulación**, **herencia** y **polimorfismo**.

En lo referente a la encapsulación es importante señalar que aparte de los típicos modificadores **public**, **private** y **protected**, C# añade un cuarto modificador llamado **internal**, que puede combinarse con **protected** e indica que al elemento a cuya definición precede sólo puede accederse desde su mismo ensamblado.

Respecto a la herencia -a diferencia de C++ y al igual que Java- C# sólo admite herencia simple de clases ya que la múltiple provoca más quebraderos de cabeza que facilidades y en la mayoría de los casos su utilidad puede ser simulada con facilidad mediante herencia múltiple de interfaces. De todos modos, esto vuelve a ser más bien una característica propia del CTS que de C#.

Por otro lado y a diferencia de Java, en C# se ha optado por hacer que todos los métodos sean por defecto sellados y que los redefinibles hayan de marcarse con el modificador **virtual** (como en C++), lo que permite evitar errores derivados de redefiniciones accidentales. Además, un efecto secundario de esto es que las llamadas a los métodos serán más eficientes por defecto al no tenerse que buscar en la tabla de funciones virtuales la implementación de los mismos a la que se ha de llamar. Otro efecto secundario es que permite que las llamadas a los métodos virtuales se puedan hacer más eficientemente al contribuir a que el tamaño de dicha tabla se reduzca.

* **Orientación a componentes:** La propia sintaxis de C# incluye elementos propios del diseño de componentes que otros lenguajes tienen que simular mediante construcciones más o menos complejas. Es decir, la sintaxis de C# permite definir cómodamente **propiedades** (similares a campos de acceso controlado), **eventos** (asociación controlada de funciones de respuesta a notificaciones) o **atributos** (información sobre un tipo o sus miembros)
* **Gestión automática de memoria:** Como ya se comentó, todo lenguaje de .NET tiene a su disposición el recolector de basura del CLR. Esto tiene el efecto en el lenguaje de que no es necesario incluir instrucciones de destrucción de objetos. Sin embargo, dado que la destrucción de los objetos a través del recolector de basura es indeterminista y sólo se realiza cuando éste se active –ya sea por falta de memoria, finalización de la aplicación o solicitud explícita en el fuente-, C# también proporciona un mecanismo de liberación de recursos determinista a través de la instrucción **using**.
* **Seguridad de tipos:** C# incluye mecanismos que permiten asegurar que los accesos a tipos de datos siempre se realicen correctamente, lo que permite evita que se produzcan errores difíciles de detectar por acceso a memoria no perteneciente a ningún objeto y es especialmente necesario en un entorno gestionado por un recolector de basura. Para ello se toman medidas del tipo:
  + Sólo se admiten **conversiones entre tipos compatibles**. Esto es, entre un tipo y antecesores suyos, entre tipos para los que explícitamente se haya definido un operador de conversión, y entre un tipo y un tipo hijo suyo del que un objeto del primero almacenase una referencia del segundo (**downcasting**) Obviamente, lo último sólo puede comprobarlo en tiempo de ejecución el CLR y no el compilador, por lo que en realidad el CLR y el compilador colaboran para asegurar la corrección de las conversiones.
  + No se pueden usar **variables no inicializadas**. El compilador da a los campos un valor por defecto consistente en ponerlos a cero y controla mediante análisis del flujo de control del fuente que no se lea ninguna variable local sin que se le haya asignado previamente algún valor.
  + Se comprueba que todo **acceso a los elementos de una tabla** se realice con índices que se encuentren dentro del rango de la misma.
  + Se puede controlar la **producción de desbordamientos** en operaciones aritméticas, informándose de ello con una excepción cuando ocurra. Sin embargo, para conseguirse un mayor rendimiento en la aritmética estas comprobaciones no se hacen por defecto al operar con variables sino sólo con constantes (se pueden detectar en tiempo de compilación)
  + A diferencia de Java, C# incluye **delegados**, que son similares a los punteros a funciones de C++ pero siguen un enfoque orientado a objetos, pueden almacenar referencias a varios métodos simultáneamente, y se comprueba que los métodos a los que apunten tengan parámetros y valor de retorno del tipo indicado al definirlos.
  + Pueden definirse métodos que admitan un número indefinido de parámetros de un cierto tipo, y a diferencia lenguajes como C/C++, en C# siempre se comprueba que los valores que se les pasen en cada llamada sean de los tipos apropiados.
* **Instrucciones seguras:** Para evitar errores muy comunes, en C# se han impuesto una serie de restricciones en el uso de las instrucciones de control más comunes. Por ejemplo, la guarda de toda condición ha de ser una expresión condicional y no aritmética, con lo que se evitan errores por confusión del operador de igualdad (**==**) con el de asignación (**=**); y todo caso de un **switch** ha de terminar en un **break** o **goto** que indique cuál es la siguiente acción a realizar, lo que evita la ejecución accidental de casos y facilita su reordenación.
* **Sistema de tipos unificado:** A diferencia de C++, en C# todos los tipos de datos que se definan siempre derivarán, aunque sea de manera implícita, de una clase base común llamada **System.Object**, por lo que dispondrán de todos los miembros definidos en ésta clase (es decir, serán “objetos”)

A diferencia de Java, en C# esto también es aplicable a los tipos de datos básicos Además, para conseguir que ello no tenga una repercusión negativa en su nivel de rendimiento, se ha incluido un mecanismo transparente de **boxing** y **unboxing** con el que se consigue que sólo sean tratados como objetos cuando la situación lo requiera, y mientras tanto puede aplicárseles optimizaciones específicas.

El hecho de que todos los tipos del lenguaje deriven de una clase común facilita enormemente el diseño de colecciones genéricas que puedan almacenar objetos de cualquier tipo.

* **Extensibilidad de tipos básicos:** C# permite definir, a través de **estructuras**, tipos de datos para los que se apliquen las mismas optimizaciones que para los tipos de datos básicos. Es decir, que se puedan almacenar directamente en pila (luego su creación, destrucción y acceso serán más rápidos) y se asignen por valor y no por referencia. Para conseguir que lo último no tenga efectos negativos al pasar estructuras como parámetros de métodos, se da la posibilidad de pasar referencias a pila a través del modificador de parámetro **ref**.
* **Extensibilidad de operadores:** Para facilitar la legibilidad del código y conseguir que los nuevos tipos de datos básicos que se definan a través de las estructuras estén al mismo nivel que los básicos predefinidos en el lenguaje, al igual que C++ y a diferencia de Java, C# permite redefinir el significado de la mayoría de los operadores -incluidos los de conversión, tanto para conversiones implícitas como explícitas- cuando se apliquen a diferentes tipos de objetos.

Las redefiniciones de operadores se hacen de manera inteligente, de modo que a partir de una única definición de los operadores **++** y **--** el compilador puede deducir automáticamente como ejecutarlos de manera prefijas y postifja; y definiendo operadores simples (como **+**), el compilador deduce cómo aplicar su versión de asignación compuesta (+=) Además, para asegurar la consistencia, el compilador vigila que los operadores con opuesto siempre se redefinan por parejas (por ejemplo, si se redefine **==**, también hay que redefinir **!=**)

También se da la posibilidad, a través del concepto de **indizador**, de redefinir el significado del operador **[]** para los tipos de dato definidos por el usuario, con lo que se consigue que se pueda acceder al mismo como si fuese una tabla. Esto es muy útil para trabajar con tipos que actúen como colecciones de objetos.

* **Extensibilidad de modificadores:** C# ofrece, a través del concepto de **atributos**, la posibilidad de añadir a los metadatos del módulo resultante de la compilación de cualquier fuente información adicional a la generada por el compilador que luego podrá ser consultada en tiempo ejecución a través de la librería de reflexión de .NET . Esto, que más bien es una característica propia de la plataforma .NET y no de C#, puede usarse como un mecanismo para definir nuevos modificadores.
* **Versionable:** C# incluye una **política de versionado** que permite crear nuevas versiones de tipos sin temor a que la introducción de nuevos miembros provoquen errores difíciles de detectar en tipos hijos previamente desarrollados y ya extendidos con miembros de igual nombre a los recién introducidos.

Si una clase introduce un nuevo método cuyas redefiniciones deban seguir la regla de llamar a la versión de su padre en algún punto de su código, difícilmente seguirían esta regla miembros de su misma signatura definidos en clases hijas previamente a la definición del mismo en la clase padre; o si introduce un nuevo campo con el mismo nombre que algún método de una clase hija, la clase hija dejará de funcionar. Para evitar que esto ocurra, en C# se toman dos medidas:

* + Se obliga a que toda redefinición deba incluir el modificador **override**, con lo que la versión de la clase hija nunca sería considerada como una redefinición de la versión de miembro en la clase padre ya que no incluiría **override**. Para evitar que por accidente un programador incluya este modificador, sólo se permite incluirlo en miembros que tengan la misma signatura que miembros marcados como redefinibles mediante el modificador **virtual**. Así además se evita el error tan frecuente en Java de creerse haber redefinido un miembro, pues si el miembro con **override** no existe en la clase padre se producirá un error de compilación.
  + Si no se considera redefinición, entonces se considera que lo que se desea es ocultar el método de la clase padre, de modo que para la clase hija sea como si nunca hubiese existido. El compilador avisará de esta decisión a través de un mensaje de aviso que puede suprimirse incluyendo el modificador **new** en la definición del miembro en la clase hija para así indicarle explícitamente la intención de ocultación.
* **Eficiente:** En principio, en C# todo el código incluye numerosas restricciones para asegurar su seguridad y no permite el uso de punteros. Sin embargo, y a diferencia de Java, en C# es posible saltarse dichas restricciones manipulando objetos a través de punteros. Para ello basta marcar regiones de código como inseguras (modificador **unsafe**) y podrán usarse en ellas punteros de forma similar a cómo se hace en C++, lo que puede resultar vital para situaciones donde se necesite una eficiencia y velocidad procesamiento muy grandes.
* **Compatible:** Para facilitar la migración de programadores, C# no sólo mantiene una sintaxis muy similar a C, C++ o Java que permite incluir directamente en código escrito en C# fragmentos de código escrito en estos lenguajes, sino que el CLR también ofrece, a través de los llamados **Platform Invocation Services** (**PInvoke**), la posibilidad de acceder a código nativo escrito como funciones sueltas no orientadas a objetos tales como las DLLs de la API Win32. Nótese que la capacidad de usar punteros en código inseguro permite que se pueda acceder con facilidad a este tipo de funciones, ya que éstas muchas veces esperan recibir o devuelven punteros.

También es posible acceder desde código escrito en C# a objetos COM. Para facilitar esto, el *.NET Framework SDK* incluye una herramientas llamadas **tlbimp** y **regasm** mediante las que es posible generar automáticamente clases proxy que permitan, respectivamente, usar objetos COM desde .NET como si de objetos .NET se tratase y registrar objetos .NET para su uso desde COM.

Finalmente, también se da la posibilidad de usar controles ActiveX desde código .NET y viceversa. Para lo primero se utiliza la utilidad **aximp**, mientras que para lo segundo se usa la ya mencionada **regasm**.

***Escritura de aplicaciones***

**Aplicación básica ¡Hola Mundo!**

Básicamente una aplicación en C# puede verse como un conjunto de uno o más ficheros de código fuente con las instrucciones necesarias para que la aplicación funcione como se desea y que son pasados al compilador para que genere un ejecutable. Cada uno de estos ficheros no es más que un fichero de texto plano escrito usando caracteres Unicode y siguiendo la sintaxis propia de C#.

Como primer contacto con el lenguaje, nada mejor que el típico programa de iniciación “¡Hola Mundo!” que lo único que hace al ejecutarse es mostrar por pantalla el mensaje ¡Hola Mundo! Su código es:[[2]](#footnote-1)

1: class HolaMundo

2: {

3: static void Main()

4: {

5: System.Console.WriteLine(“¡Hola Mundo!”);

6: }

7: }

Todo el código escrito en C# se ha de escribir dentro de una definición de clase, y lo que en la línea **1:** se dice es que se va a definir una clase (**class**) de nombre HolaMundo1 cuya definición estará comprendida entre la llave de apertura de la línea **2:** y su correspondiente llave de cierre en la línea línea **7:**

Dentro de la definición de la clase (línea **3:**) se define un método de nombre Main cuyo código es el indicado entre la llave de apertura de la línea **4:** y su respectiva llave de cierre (línea **6:**) Un método no es más que un conjunto de instrucciones a las que se les asocia un nombre, de modo que para posteriormente ejecutarlas baste referenciarlas por su nombre en vez de tener que rescribirlas.

La partícula que antecede al nombre del método indica cuál es el tipo de valor que se devuelve tras la ejecución del método, y en este caso es **void** que significa que no se devuelve nada. Por su parte, los paréntesis colocados tras el nombre del método indican cuáles son los parámetros que éste toma, y el que estén vacíos significa que el método no toma ninguno. Los parámetros de un método permiten modificar el resultado de su ejecución en función de los valores que se les dé en cada llamada.

La palabra **static** que antecede a la declaración del tipo de valor devuelto es un **modificador** del significado de la declaración de método que indica que el método está asociado a la clase dentro de la que se define y no a los objetos que se creen a partir de ella. Main() es lo que se denomina el **punto de entrada** de la aplicación, que no es más que el método por el que comenzará su ejecución. Necesita del modificador **static** para evitar que para llamarlo haya que crear algún objeto de la clase donde se haya definido.

Finalmente, la línea **5:** contiene la instrucción con el código a ejecutar, que lo que se hace es solicitar la ejecución del método **WriteLine()** de la clase **Console** definida en el espacio de nombres **System** pasándole como parámetro la cadena de texto con el contenido ¡Hola Mundo! Nótese que las cadenas de textos son secuencias de caracteres delimitadas por comillas dobles aunque dichas comillas no forman parte de la cadena. Por su parte, un espacio de nombres puede considerarse que es para las clases algo similar a lo que un directorio es para los ficheros: una forma de agruparlas.

El método **WriteLine()** se usará muy a menudo en los próximos temas, por lo que es conveniente señalar ahora que una forma de llamarlo que se utilizará en repetidas ocasiones consiste en pasarle un número indefinido de otros parámetros de cualquier tipo e incluir en el primero subcadenas de la forma {i}. Con ello se consigue que se muestre por la ventana de consola la cadena que se le pasa como primer parámetro pero sustituyéndole las subcadenas {i} por el valor convertido en cadena de texto del parámetro que ocupe la posición i+2 en la llamada a **WriteLine()**. Por ejemplo, la siguiente instrucción mostraría Tengo 5 años por pantalla si x valiese 5:

System.Console.WriteLine(“Tengo {0} años”, x);

Para indicar cómo convertir cada objeto en un cadena de texto basta redefinir su método **ToString()**, aunque esto es algo que no se verá hasta el *Tema 5: Clases*.

Antes de seguir es importante resaltar que C# es sensible a las mayúsculas, los que significa que no da igual la capitalización con la que se escriban los identificadores. Es decir, no es lo mismo escribir Console que COnsole o CONSOLE, y si se hace de alguna de las dos últimas formas el compilador producirá un error debido a que en el espacio de nombres **System** no existe ninguna clase con dichos nombres. En este sentido, cabe señalar que un error común entre programadores acostumbrados a Java es llamar al punto de entrada main en vez de Main, lo que provoca un error al compilar ejecutables en tanto que el compilador no detectará ninguna definición de punto de entrada.

**Puntos de entrada**

Ya se ha dicho que el **punto de entrada** de una aplicación es un método de nombre Main que contendrá el código por donde se ha de iniciar la ejecución de la misma. Hasta ahora sólo se ha visto una versión de Main() que no toma parámetros y tiene como tipo de retorno **void**, pero en realidad todas sus posibles versiones son:

**static void Main()**

**static int Main()**

**static int Main(string[]** args**)**

**static void Main(string[]** args**)**

Como se ve, hay versiones de Main() que devuelven un valor de tipo **int**. Un **int** no es más que un tipo de datos capaz de almacenar valor enteros comprendidos entre –2.1471483.648 y 2.1471483.647, y el número devuelto por Main() sería interpretado como código de retorno de la aplicación. Éste valor suele usarse para indicar si la aplicación a terminado con éxito (generalmente valor 0) o no (valor según la causa de la terminación anormal), y en el *Tema 8: Métodos* se explicará como devolver valores.

También hay versiones de Main() que toman un parámetro donde se almacenará la lista de argumentos con los que se llamó a la aplicación, por lo que sólo es útil usar estas versiones del punto de entrada si la aplicación va a utilizar dichos argumentos para algo. El tipo de este parámetro es **string[]**, lo que significa que es una tabla de cadenas de texto (en el *Tema 5: Claes* se explicará detenidamente qué son las tablas y las cadenas), y su nombre -que es el que habrá de usarse dentro del código de Main() para hacerle referencia- es args en el ejemplo, aunque podría dársele cualquier otro

**Compilación en línea de comandos**

Una vez escrito el código anterior con algún editor de textos –como el **Bloc de Notas** de Windows- y almacenado en formato de texto plano en un fichero HolaMundo.cs[[3]](#footnote-2), para compilarlo basta abrir una ventana de consola (MS-DOS en Windows), colocarse en el directorio donde se encuentre y pasárselo como parámetro al compilador así:

csc HolaMundo.cs

**csc.exe** es el compilador de C# incluido en el .NET Framework SDK para Windows de Microsoft. Aunque en principio el programa de instalación del SDK lo añade automáticamente al path para poder llamarlo sin problemas desde cualquier directorio, si lo ha instalado a través de VS.NET esto no ocurrirá y deberá configurárselo ya sea manualmente, o bien ejecutando el fichero por lotes **Common7\Tools\vsvars32.bat** que VS.NET incluye bajo su directorio de instalación, o abriendo la ventana de consola desde el icono **Herramientas de Visual Studio.NET → Símbolo del sistema de Visual Studio.NET** correspondiente al grupo de programas de VS.NET en el menú Inicio de Windows que no hace más que abrir la ventana de consola y llamar automáticamente a **vsvars32.bat**. En cualquier caso, si usa otros compiladores de C# puede que varie la forma de realizar la compilación, por lo que lo que aquí se explica en principio sólo será válido para los compiladores de C# de Microsoft para Windows.

Tras la compilación se obtendría un ejecutable llamado HolaMundo.exe cuya ejecución produciría la siguiente salida por la ventana de consola:

¡Hola Mundo!

Si la aplicación que se vaya a compilar no utilizase la ventana de consola para mostrar su salida sino una interfaz gráfica de ventanas, entonces habría que compilarla pasando al compilador la opción **/t** con el valor **winexe** antes del nombre del fichero a compilar. Si no se hiciese así se abríría la ventana de consola cada vez que ejecutase la aplicación de ventanas, lo que suele ser indeseable en este tipo de aplicaciones. Así, para compilar Ventanas.cs como ejecutable de ventanas sería conveniente escribir:

csc /t:winexe Ventanas.cs

Nótese que aunque el nombre **winexe** dé la sensación de que este valor para la opción **/t** sólo permite generar ejecutables de ventanas, en realidad lo que permite es generar ejecutables sin ventana de consola asociada. Por tanto, también puede usarse para generar ejecutables que no tengan ninguna interfaz asociada, ni de consola ni gráfica.

Si en lugar de un ejecutable -ya sea de consola o de ventanas- se desea obtener una librería, entonces al compilar hay que pasar al compilador la opción **/t** con el valor **library**. Por ejemplo, siguiendo con el ejemplo inicial habría que escribir:

csc /t:library HolaMundo.cs

En este caso se generaría un fichero HolaMundo.dll cuyos tipos de datos podrían utilizarse desde otros fuentes pasando al compilador una referencia a los mismos mediante la opción **/r**. Por ejemplo, para compilar como ejecutable un fuente A.cs que use la clase HolaMundo de la librería HolaMundo.dll se escribiría:

csc /r:HolaMundo.dll A.cs

En general **/r** permite referenciar a tipos definidos en cualquier ensamblado, por lo que el valor que se le indique también puede ser el nombre de un ejecutable. Además, en cada compilación es posible referenciar múltiples ensamblados ya sea incluiyendo la opción **/r** una vez por cada uno o incluiyendo múltiples referencias en una única opción **/r** usando comas o puntos y comas como separadores. Por ejemplo, las siguientes tres llamadas al compilador son equivalentes:

csc /r:HolaMundo.dll;Otro.dll;OtroMás.exe A.cs

csc /r:HolaMundo.dll,Otro.dll,OtroMás.exe A.cs

csc /t:HolaMundo.dll /r:Otro.dll /r:OtroMás.exe A.cs

Hay que señalar que aunque no se indique nada, en toda compilación siempre se referencia por defecto a la librería **mscorlib.dll** de la BCL, que incluye los tipos de uso más frecuente. Si se usan tipos de la BCL no incluidos en ella habrá que incluir al compilar referencias a las librerías donde estén definidos (en la documentación del SDK sobre cada tipo de la BCL puede encontrar información sobre donde se definió)

Tanto las librerías como los ejecutables son ensamblados. Para generar un módulo de código que no forme parte de ningún ensamblado sino que contenga definiciones de tipos que puedan añadirse a ensamblados que se compilen posteriormente, el valor que ha de darse al compilar a la opción **/t** es **module**. Por ejemplo:

csc /t:module HolaMundo.cs

Con la instrucción anterior se generaría un módulo llamado HolaMundo.netmodule que podría ser añadido a compilaciones de ensamblados incluyéndolo como valor de la opción **/addmodule**. Por ejemplo, para añadir el módulo anterior a la compilación del fuente librería Lib.cs como librería se escribiría:

csc /t:library /addmodule:HolaMundo.netmodule Lib.cs

Aunque hasta ahora todas las compilaciones de ejemplo se han realizado utilizando un único fichero de código fuente, en realidad nada impide que se puedan utilizar más. Por ejemplo, para compilar los ficheros A.cs y B.cs en una librería A.dll se ejecutaría:

csc /t:library A.cs B.cs

Nótese que el nombre que por defecto se dé al ejecutable generado siempre es igual al del primer fuente especificado pero con la extensión propia del tipo de compilación realizada (**.exe** para ejecutables, **.dll** para librerías y **.netmodule** para módulos) Sin embargo, puede especificárse como valor en la opción **/out** del compilador cualquier otro tal y como muestra el siguiente ejemplo que compila el fichero A.cs como una librería de nombre Lib.exe:

csc /t:library /out:Lib.exe A.cs

Véase que aunque se haya dado un nombre terminado en **.exe** al fichero resultante, éste sigue siendo una librería y no un ejecutable e intentar ejecutarlo produciría un mensaje de error. Obviamente no tiene mucho sentido darle esa extensión, y sólo se le ha dado en este ejemplo para demostrar que, aunque recomendable, la extensión del fichero no tiene porqué corresponderse realmente con el tipo de fichero del que se trate.

A la hora de especificar ficheros a compilar también se pueden utilizar los caracteres de comodín típicos del sistema operativo. Por ejemplo, para compilar todos los ficheros con extensión .cs del directorio actual en una librería llamada Varios.dll se haría:

csc /t:library /out:varios.dll \*.cs

Con lo que hay que tener cuidado, y en especial al compilar varios fuentes, es con que no se compilen a la vez más de un tipo de dato con punto de entrada, pues entonces el compilador no sabría cuál usar como inicio de la aplicación. Para orientarlo, puede especificarse como valor de la opción **/main** el nombre del tipo que contenga el Main() ha usar como punto de entrada. Así, para compilar los ficheros A.cs y B.cs en un ejecutable cuyo punto de entrada sea el definido en el tipo Principal, habría que escribir:

csc /main:Principal A.cs B.cs

Lógicamente, para que esto funcione A.cs o B.cs tiene que contener alguna definición de algún tipo llamado Principal con un único método válido como punto de entrada (obviamente, si contiene varios se volvería a tener el problema de no saber cuál utilizar)

**Compilación con Visual Studio.NET**

Para compilar una aplicación en Visual Studio.NET primero hay que incluirla dentro de algún proyecto. Para ello basta pulsar el botón **New Project** en la página de inicio que se muestra nada más arrancar dicha herramienta, tras lo que se obtendrá una pantalla con el aspecto mostrado en la **Ilustración 1**.

En el recuadro de la ventana mostrada etiquetado como **Project Types** se ha de seleccionar el tipo de proyecto a crear. Obviamente, si se va a trabajar en C# la opción que habrá que escoger en la misma será siempre Visual C# Projects.

En el recuadro **Templates** se ha de seleccionar la plantilla correspondiente al subtipo de proyecto dentro del tipo indicado en **Project Types** que se va a realizar. Para realizar un ejecutable de consola, como es nuestro caso, hay que seleccionar el icono etiquetado como Console Application. Si se quisiese realizar una librería habría que seleccionar Class Library, y si se quisies realizar un ejecutable de ventanas habría que seleccionar Windows Application. Nótese que no se ofrece ninguna plantilla para realizar módulos, lo que se debe a que desde Visual Studio.NET no pueden crearse.

Por último, en el recuadro de texto **Name**se ha de escribir el nombre a dar al proyecto y en **Location**el del directorio base asociado al mismo. Nótese que bajo de **Location** aparecerá un mensaje informando sobre cual será el directorio donde finalmente se almacenarán los archivos del proyecto, que será el resultante de concatenar la ruta especificada para el directorio base y el nombre del proyecto.
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**Ilustración 1:** Ventana de creación de nuevo proyecto en Visual Studio.NET

Una vez configuradas todas estas opciones, al pulsar botón **OK** Visual Studio creará toda la infraestructura adecuada para empezar a trabajar cómodamente en el proyecto. Como puede apreciarse en la **Ilustración 2**, esta infraestructura consistirá en la generación de un fuente que servirá de plantilla para la realización de proyectos del tipo elegido (en nuestro caso, aplicaciones de consola en C#):
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**Ilustración 2:** Plantilla para aplicaciones de consola generada por Visual Studio.NET

A partir de esta plantilla, escribir el código de la aplicación de ejemplo es tan sencillo con simplemente teclear System.Console.WriteLine(“¡Hola Mundo!”) dentro de la definición del método Main() creada por Visual Studio.NET. Claro está, otra posibilidad es borrar toda la plantilla y sustituirla por el código para HolaMundo mostrado anteriormente.

Sea haga como se haga, para compilar y ejecutar tras ello la aplicación sólo hay que pulsar **CTRL+F5** o seleccionar **Debug → Start Without Debugging** en el menú principal de Visual Studio.NET. Para sólo compilar el proyecto, entonces hay que seleccionar **Build → Rebuild All**. De todas formas, en ambos casos el ejecutable generado se almacenará en el subdirectorio Bin\Debug del directorio del proyecto.

En el extremo derecho de la ventana principal de Visual Studio.NET puede encontrar el denominado **Solution Explorer** (si no lo encuentra, seleccione **View → Solution Explorer**), que es una herramienta que permite consultar cuáles son los archivos que forman el proyecto. Si selecciona en él el icono correspondiente al proyecto en que estamos trabajando y pulsa **View → Property Pages** obtendrá una hoja de propiedades del proyecto con el aspecto mostrado en la **Ilustración 3**:
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**Ilustración 3:** Hoja de propiedades del proyecto en Visual Studio.NET

Esta ventana permite configurar de manera visual la mayoría de opciones con las que se llamará al compilador en línea de comandos. Por ejemplo, para cambiar el nombre del fichero de salida (opción **/out**) se indica su nuevo nombre en el cuadro de texto **Common Properties → General → Assembly Name**, para cambiar el tipo de proyecto a generar (opción **/t**) se utiliza **Common Properties → General → Output Type** (como verá si intenta cambiarlo, no es posible generar módulos desde Visual Studio.NET), y el tipo que contiene el punto de entrada a utilizar (opción **/main**) se indica en **Common Properties → General → Startup Object**

Finalemente, para añadir al proyecto referencias a ensamblados externos (opción **/r**) basta seleccionar **Project → Add Reference** en el menú principal de VS.NET.

**TEMA 3: EL PREPROCESADOR**

***Concepto de preprocesador***

El **preprocesado** es un paso previo[[4]](#footnote-3) a la compilación mediante el que es posible controlar la forma en que se realizará ésta. El **preprocesador** es el módulo auxiliar que utiliza el compilador para realizar estas tareas, y lo que finalmente el compilador compila es el resultado de aplicar el preprocesador al fichero de texto fuente, resultado que también es un fichero de texto. Nótese pues, que mientras que el compilador hace una traducción de texto a binario, lo que el preprocesador hace es una traducción de texto a texto.

Aquellos que tengan experiencia en el uso del preprocesador en lenguajes como C++ y conozcan los problemas que implica el uso del mismo pueden respirar tranquilos, ya que en C# se han eliminado la mayoría de características de éste que provocaban errores difíciles de detectar (macros, directivas de inclusión, etc.) y prácticamente sólo se usa para permitir realizar compilaciones condicionales de código.

***Directivas de preprocesado***

**Concepto de directiva. Sintaxis**

El preprocesador no interpreta de ninguna manera el código fuente del fichero, sino que sólo interpreta de dicho fichero lo que se denominan **directivas de preprocesado**. Estas directivas son líneas de texto del fichero fuente que se caracterizan porque en ellas el primer carácter no blanco que aparece es una almohadilla (carácter **#**) Por ejemplo:

#define TEST

#error Ha habido un error fatal

No se preocupe ahora si no entiendo el significado de estas directivas, ya que se explicarán más adelante. Lo único debe saber es que el nombre que se indica tras el símbolo # es el nombre de la directiva, y el texto que se incluye tras él (no todas las directivas tienen porqué incluirlo) es el valor que se le da. Por tanto, la sintaxis de una directiva es:

**#**<nombreDirectiva> *<valorDirectiva>*

Es posible incluir comentarios en la misma línea en que se declara una directiva, aunque estos sólo pueden ser comentarios de una línea que empiecen con **//** Por ejemplo, el siguiente comentario es válido:

#define TEST // Ha habido algún error durante el preprocesado

Pero este otro no, pues aunque ocupa una línea tiene la sintaxis de los comentarios que pueden ocupar varias líneas:

#define TEST /\* Ha habido algún error durante el preprocesado \*/

**Definición de identificadores de preprocesado**

Como ya se ha comentado, la principal utilidad del preprocesador en C# es la de permitir determinar cuáles regiones de código de un fichero fuente se han de compilar. Para ello, lo que se hace es encerrar las secciones de código opcionales dentro de directivas de compilación condicional, de modo que sólo se compilarán si determinados identificadores de preprocesado están definidos. Para definir un identificador de este tipo la directiva que se usa sigue esta sintaxis:

**#define** <nombreIdentificador>

Esta directiva define un identificador de preprocesado <nombreIdentificador>. Aunque más adelante estudiaremos detalladamente cuáles son los nombres válidos como identificadores en C#, por ahora podemos considerar que son válidos aquellos formados por uno o más caracteres alfanuméricos tales que no sean ni **true** ni **false** y no empiecen con un numero. Por ejemplo, para definir un identificador de preprocesado de nombre PRUEBA se haría:

#define PRUEBA

Por convenio se da a estos identificadores nombres en los que todas las letras se escriben en mayúsculas, como en el ejemplo anterior. Aunque es sólo un convenio y nada obliga a usarlo, ésta será la nomenclatura que usaremos en el presente documento ya que es la que sigue Microsoft en sus códigos de ejemplo. Conviene familiarizarse con ella porque hay mucho código escrito que la usa y porque emplearla facilitará a los demás la lectura de nuestro código ya que es la notación que esperarán encontrar.

Es importante señalar que cualquier definición de identificador ha de preceder a cualquier aparición de código en el fichero fuente. Por ejemplo, el siguiente código no es válido puesto que en él antes del **#define** se ha incluido código fuente (el class A):

class A

#define PRUEBA

{}

Sin embargo, aunque no pueda haber código antes de un #define sí que existe total libertad para precederlo de otras directivas de preprocesado.

Existe una forma alternativa de definir un identificador de preprocesado y que además permite que dicha definición sólo sea válida en una compilación en concreto. Esta forma consiste en pasarle al compilador en su llamada la opción /d:<nombreIdentificador> (forma abreviada de /define:<nombreIdentificador>), caso en que durante la compilación se considerará que al principio de todos los ficheros fuente a compilar se encuentra definido el identificador indicado. Las siguientes tres formas de llamar al compilador son equivalentes y definen identificadores de preprocesado de nombres PRUEBA y TRAZA durante la compilación de un fichero fuente de nombre ejemplo.cs:

csc /d:PRUEBA /d:TRAZA ejemplo.cs

csc /d:PRUEBA,TRAZA ejemplo.cs

csc /d:PRUEBA;TRAZA ejemplo.cs

Nótese en el ejemplo que si queremos definir más de un identificador usando esta técnica tenemos dos alternativas: incluir varias opciones **/d** en la llamada al compilador o definir varios de estos identificadores en una misma opción **/d** separándolos mediante caracteres de coma (**,**) o punto y coma (**;**)

Si se trabaja con Visual Studio.NET en lugar de directamente con el compilador en línea de comandos, entonces puede conseguir mismo efecto a través de **View → Property Pages → Configuration Options → Build → Conditional Compilation Constants**, donde nuevamente usado el punto y coma (**;**) o la coma (**,**) como separadores, puede definir varias constantes. Para que todo funcione bien, antes de seleccionar **View** ha de seleccionar en el **Solution Explorer** (se abre con **View → Solution Explorer**) el proyecto al que aplicar la definición de las constantes.

Finalmente, respecto al uso de **#define** sólo queda comentar que es posible definir varias veces una misma directiva sin que ello provoque ningún tipo de error en el compilador, lo que permite que podamos pasar tantos valores a la opción **/d** del compilador como queramos sin temor a que entren en conflicto con identificadores de preprocesado ya incluidos en los fuentes a compilar.

**Eliminación de identificadores de preprocesado**

Del mismo modo que es posible definir identificadores de preprocesado, también es posible eliminar definiciones de este tipo de identificadores previamente realizadas. Para ello la directiva que se usa tiene la siguiente sintaxis:

**#undef** <nombreIdentificador>

En caso de que se intente eliminar con esta directiva un identificador que no haya sido definido o cuya definición ya haya sido eliminada no se producirá error alguno, sino que simplemente la directiva de eliminación será ignorada. El siguiente ejemplo muestra un ejemplo de esto en el que el segundo **#undef** es ignorado:

#define VERSION1

#undef VERSION1

#undef VERSION1

Al igual que ocurría con las directivas **#define**, no se puede incluir código fuente antes de las directivas **#undef**, sino que, todo lo más, lo único que podrían incluirse antes que ellas serían directivas de preprocesado.

**Compilación condicional**

Como se ha repetido varias veces a lo largo del tema, la principal utilidad del preprocesador en C# es la de permitir la compilación de código condicional, lo que consiste en sólo permitir que se compile determinadas regiones de código fuente si las variables de preprocesado definidas cumplen alguna condición determinada. Para conseguir esto se utiliza el siguiente juego de directivas:

**#if** <condición1>

<código1>

***#elif*** *<condición2>*

*<código2>*

*...*

***#else***

*<códigoElse>*

**#endif**

El significado de una estructura como esta es que si se cumple <condición1> entonces se pasa al compilador el <código1>, si no ocurre esto pero se cumple <condición2> entonces lo que se pasaría al compilador sería <código2>, y así continuamente hasta que se llegue a una rama **#elif** cuya condición se cumpla. Si no se cumple ninguna pero hay una rama **#else** se pasará al compilador el <códigoElse>, pero si dicha rama no existiese entonces no se le pasaría código alguno y se continuaría preprocesando el código siguiente al **#endif** en el fuente original.

Aunque las ramas **#else** y **#eldif** son opcionales, hay que tener cuidado y no mezclarlas, ya que la rama **#else** sólo puede aparecer como última rama del bloque **#if**...**#endif**.

Es posible anidar varias estructuras **#if**...**#endif**, como muestra el siguiente código:

#define PRUEBA

using System;

class A

{

public static void Main()

{

#if PRUEBA

Console.Write (“Esto es una prueba”);

#if TRAZA

Console.Write(“ con traza”);

#elif !TRAZA

Console.Write(“ sin traza”);

#endif

#endif

}

}

Como se ve en el ejemplo, las condiciones especificadas son nombres de identificadores de preprocesado, considerándose que cada condición sólo se cumple si el identificador que se indica en ella está definido. O lo que es lo mismo: un identificador de preprocesado vale cierto (**true** en C#) si está definido y falso (**false** en C#) si no.

El símbolo **!** incluido en junto al valor de la directiva **#elif** es el símbolo de “no” lógico, y el **#elif** en el que se usa lo que nos permite es indicar que en caso de que no se encuentre definido el identificador de preprocesado TRAZA se han de pasar al compilador las instrucciones a continuación indicadas (o sea, el Console.Write(“sin traza”);)

El código fuente que el preprocesador pasará al compilador en caso de que compilemos sin especificar ninguna opción **/d** en la llamada al compilador será:

using System;

class A

{

public static void Main()

{

Console.Write(“Esto es una prueba”);

Console.Write(“ sin traza”);

}

}

Nótese como en el código que se pasa al compilador ya no aparece ninguna directiva de preprocesado, pues lo que el preprocesador le pasa es el código resultante de aplicar al original las directivas de preprocesado que contuviese.

Asimismo, si compilásemos el código fuente original llamando al compilador con /d:TRAZA, lo que el preprocesador pasaría al compilador sería:

using System;

class A

{

public static void Main()

{

Console.Write (“Esto es una prueba”);

Console.Write(“ sin traza”);

}

}

Hasta ahora solo hemos visto que la condición de un **#if** o **#elif** puede ser un identificador de preprocesado, y que éste valdrá true o false según esté o no definido. Pues bien, éstos no son el único tipo de condiciones válidas en C#, sino que también es posible incluir condiciones que contengan expresiones lógicas formadas por identificadores de preprocesado, operadores lógicos (**!** para “not”, **&&** para “and” y **||** para “or”), operadores relacionales de igualdad (**==**) y desigualdad (**!=**), paréntesis (**(** y **)**) y los identificadores especiales **true** y **false**. Por ejemplo:

#if TRAZA // Se cumple si TRAZA esta definido.

#if TRAZA==true // Ídem al ejemplo anterior aunque con una sintaxis menos cómoda

#if !TRAZA // Sólo se cumple si TRAZA no está definido.

#if TRAZA==false // Ídem a al ejemplo anterior aunque con una sintaxis menos cómoda

#if TRAZA == PRUEBA // Solo se cumple si tanto TRAZA como PRUEBA están // definidos o si no ninguno lo está.

#if TRAZA != PRUEBA // Solo se cumple si TRAZA esta definido y PRUEBA no o // viceversa

#if TRAZA && PRUEBA // Solo se cumple si están definidos TRAZA y PRUEBA.

#if TRAZA || PRUEBA // Solo se cumple si están definidos TRAZA o PRUEBA.

#if false // Nunca se cumple (por lo que es absurdo ponerlo)

#if true // Siempre se cumple (por lo que es absurdo ponerlo)

Es fácil ver que la causa de la restricción antes comentada de que no es válido dar un como nombre **true** o **false** a un identificador de preprocesado se debe al significado especial que éstos tienen en las condiciones de los **#if** y **#elif**

**Generación de avisos y errores**

El preprocesador de C# también ofrece directivas que permiten generar avisos y errores durante el proceso de preprocesado en caso de llegar a ser interpretadas por el preprocesador. Estas directivas tienen la siguiente sintaxis:

**#warning** <mensajeAviso>

**#error** <mensajeError>

La directiva **#warning** lo que hace al ser procesada es provocar que el compilador produzca un mensaje de aviso que siga el formato estándar usado por éste para ello y cuyo texto descriptivo tenga el contenido indicado en <mensajeAviso>; y **#error** hace lo mismo pero provocando un mensaje de error en vez de uno de aviso.

Usando directivas de compilación condicional se puede controlar cuando se han de producir estos mensajes, cuando se han de procesar estas directivas. De hecho la principal utilidad de estas directivas es permitir controlar errores de asignación de valores a los diferentes identificadores de preprocesado de un código, y un ejemplo de ello es el siguiente:

#warning Código aun no revisado

#define PRUEBA

#if PRUEBA && FINAL

#error Un código no puede ser simultáneamente de prueba y versión final

#endif

class A

{}

En este código siempre se producirá el mensaje de aviso, pero el **#if** indica que sólo se producirá el mensaje de error si se han definido simultáneamente los identificadores de preprocesado PRUEBA y FINAL

Como puede deducirse del ejemplo, el preprocesador de C# considera que los mensajes asociados a directivas **#warning** o **#error** son todo el texto que se encuentra tras el nombre de dichas directivas y hasta el final de la línea donde éstas aparecen. Por tanto, todo comentario que se incluya en una línea de este tipo será considerado como parte del mensaje a mostrar, y no como comentario como tal. Por ejemplo, ante la directiva:

#error La compilación ha fallado // Error

Lo que se mostrará en pantalla es un mensaje de la siguiente forma:

Fichero.cs(3,5): error CS1029: La compilación ha fallado // Error

**Cambios en la numeración de líneas**

Por defecto el compilador enumera las líneas de cada fichero fuente según el orden normal en que estas aparecen en el mismo, y este orden es el que sigue a la hora de informar de errores o de avisos durante la compilación. Sin embargo, hay situaciones en las que interesa cambiar esta numeración, y para ello se ofrece una directiva con la siguiente sintaxis:

**#line** <número> ***“****<nombreFichero>****”***

Esta directiva indica al preprocesador que ha de considerar que la siguiente línea del fichero fuente en que aparece es la línea cuyo número se le indica, independientemente del valor que tuviese según la numeración usada en ese momento. El valor indicado en ***“****<nombreFichero>****”*** es opcional, y en caso de aparecer indica el nombre que se ha de considerar que tiene el fichero a la hora de dar mensajes de error. Un ejemplo:

#line 127 “csmace.cs”

Este uso de **#line** indica que el compilador ha de considerar que la línea siguiente es la línea 127 del fichero csmace.cs. A partir de ella se seguirá usando el sistema de numeración normal (la siguiente a esa será la 128 de csmace.cs, la próxima la 129, etc.) salvo que más adelante se vuelva a cambiar la numeración con otra directiva **#line**.

Aunque en principio puede parecer que esta directiva es de escasa utilidad, lo cierto es que suele venir bastante bien para la escritura de compiladores y otras herramientas que generen código en C# a partir de código escrito en otros lenguajes.

**Marcado de regiones de código**

Es posible marcar regiones de código y asociarles un nombre usando el juego de directivas **#region** y **#endregion**. Estas directivas se usan así:

**#region** <nombreRegión>

<código>

**#endregion**

La utilidad que se dé a estas marcaciones depende de cada herramienta, pero en el momento de escribir estas líneas la única herramienta disponible que hacía uso de ellas era Visual Studio.NET, donde se usa para marcar código de modo que desde la ventana de código podamos expandirlo y contraerlo con una única pulsación de ratón. En concreto, en la ventana de código de Visual Studio aparecerá un símbolo [-] junto a las regiones de código así marcadas de manera que pulsando sobre él todo el código contenido en la región se comprimirá y será sustituido por el nombre dado en <nombreRegión>. Tras ello, el [-] se convertirá en un [+] y si volvemos a pulsarlo el código contraído se expandirá y recuperará su aspecto original. A continuación se muestra un ejemplo de cada caso:
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**Ilustración 4:** Código de región expandido
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**Ilustración 5:** Código de región contraído

Hay que tener cuidado al anidar regiones con directivas de compilación condicional, ya que todo bloque **#if**...**#endif** que comience dentro de una región ha de terminar también dentro de ella. Por tanto, el siguiente uso de la directiva **#region** no es valido ya que RegiónErrónea termina estando el bloque **#if**...**#endif** abierto:

#region RegiónErrónea

#if A

#endregion

#endif

**TEMA 4: ASPECTOS LÉXICOS**

***Comentarios***

Un **comentario** es texto que se incluye en el código fuente para facilitar su lectura a los programadores y cuyo contenido es, por defecto, completamente ignorado por el compilador. Suelen usarse para incluir información sobre el autor del código, para aclarar el significado o el porqué de determinadas secciones de código, para describir el funcionamiento de los métodos de las clases, etc.

En C# hay dos formas de escribir comentarios. La primera consiste en encerrar todo el texto que se desee comentar entre caracteres **/\*** y **\*/** siguiendo la siguiente sintaxis:

**/\***<texto>**\*/**

Estos comentarios pueden abarcar tantas líneas como sea necesario. Por ejemplo:

/\* Esto es un comentario

que ejemplifica cómo se escribe comentarios que ocupen varias líneas \*/

Ahora bien, hay que tener cuidado con el hecho de que no es posible anidar comentarios de este tipo. Es decir, no vale escribir comentarios como el siguiente:

/\* Comentario contenedor /\* Comentario contenido \*/ \*/

Esto se debe a que como el compilador ignora todo el texto contenido en un comentario y sólo busca la secuencia **\*/** que marca su final, ignorará el segundo **/\*** y cuando llegue al primer **\*/** considerará que ha acabado el comentario abierto con el primer **/\*** (no el abierto con el segundo) y pasará a buscar código. Como el **\*/** sólo lo admite si ha detectado antes algún comentario abierto y aún no cerrado (no mientras busca código), cuando llegue al segundo **\*/** considerará que ha habido un error ya que encontrará el **\*/** donde esperaba encontrar código

Dado que muchas veces los comentarios que se escriben son muy cortos y no suelen ocupar más de una línea, C# ofrece una sintaxis alternativa más compacta para la escritura este tipo de comentarios en las que se considera como indicador del comienzo del comentario la pareja de caracteres **//** y como indicador de su final el fin de línea. Por tanto, la sintaxis que siguen estos comentarios es:

// <texto>

Y un ejemplo de su uso es:

// Este comentario ejemplifica como escribir comentarios abreviados de una sola línea

Estos comentarios de una sola línea sí que pueden anidarse sin ningún problema. Por ejemplo, el siguiente comentario es perfectamente válido:

// Comentario contenedor // Comentario contenido

***Identificadores***

Al igual que en cualquier lenguaje de programación, en C# un **identificador** no es más que, como su propio nombre indica, un nombre con el que identificaremos algún elemento de nuestro código, ya sea una clase, una variable, un método, etc.

Típicamente el nombre de un identificador será una secuencia de cualquier número de caracteres alfanuméricos –incluidas vocales acentuadas y eñes- tales que el primero de ellos no sea un número. Por ejemplo, identificadores válidos serían: Arriba, caña, C3P0, áëÎò, etc; pero no lo serían 3com, 127, etc.

Sin embargo, y aunque por motivos de legibilidad del código no se recomienda, C# también permite incluir dentro de un identificador caracteres especiales imprimibles tales como símbolos de diéresis, subrayados, etc. siempre y cuando estos no tengan un significado especial dentro del lenguaje. Por ejemplo, también serían identificadores válidos, \_barco*\_*,c¨k y A·B; pero no C# (**#** indica inicio de directiva de preprocesado) o a!b (**!** indica operación lógica “not”)

Finalmente, C# da la posibilidad de poder escribir identificadores que incluyan caracteres Unicode que no se puedan imprimir usando el teclado de la máquina del programador o que no sean directamente válidos debido a que tengan un significado especial en el lenguaje. Para ello, lo que permite es escribir estos caracteres usando **secuencias de escape**, que no son más que secuencias de caracteres con las sintaxis:

**\u**<dígito><dígito><dígito><dígito>

ó **\U**<dígito><dígito><dígito><dígito><dígito><dígito><dígito><dígito>

Estos dígitos indican es el código Unicode del carácter que se desea incluir como parte del identificador, y cada uno de ellos ha de ser un dígito hexadecimal válido. (0-9, a-f ó A-F) Hay que señalar que el carácter **u** ha de escribise en minúscula cuando se indiquen caracteres Unicode con 4 dígitos y en mayúscula cuando se indiquen con caracteres de ocho. Ejemplos de identificadores válidos son C\u0064 (equivale a C#, pues 64 es el código de **#** en Unicode) ó a\U00000033b (equivale a a!b)

***Palabras reservadas***

Aunque antes se han dado una serie de restricciones sobre cuáles son los nombres válidos que se pueden dar en C# a los identificadores, falta todavía por dar una: los siguientes nombres no son válidos como identificadores ya que tienen un significado especial en el lenguaje:

abstract, as, base, bool, break, byte, case, catch, char, checked, class, const, continue, decimal, default, delegate, do, double, else, enum, event, explicit, extern, false, finally, fixed, float, for, foreach, goto, if, implicit, in, int, interface, internal, lock, is, long, namespace, new, null, object, operator, out, override, params, private, protected, public, readonly, ref, return, sbyte, sealed, short, sizeof, stackalloc, static, string, struct, switch, this, throw, true, try, typeof, uint, ulong, unchecked, unsafe, ushort, using, virtual, void, while

Aparte de estas palabras reservadas, si en futuras implementaciones del lenguaje se decidiese incluir nuevas palabras reservadas, Microsoft dice que dichas palabras habrían de incluir al menos dos símbolos de subrayado consecutivos (\_\_) Por tanto, para evitar posibles conflictos futuros no se recomienda dar a nuestros identificadores nombres que contengan dicha secuencia de símbolos.

Aunque directamente no podemos dar estos nombres a nuestros identificadores, C# proporciona un mecanismo para hacerlo indirectamente y de una forma mucho más legible que usando secuencias de escape. Este mecanismo consiste en usar el carácter **@** para prefijar el nombre coincidente con el de una palabra reservada que queramos dar a nuestra variable. Por ejemplo, el siguiente código es válido:

class @class

{

    static void @static(bool @bool)

{

       if (@bool)

          Console.WriteLine("cierto");

       else

          Console.WriteLine("falso");

    }

}

Lo que se ha hecho en el código anterior ha sido usar **@** para declarar una clase de nombre class con un método de nombre static que toma un parámetro de nombre bool, aún cuando todos estos nombres son palabras reservadas en C#.

Hay que precisar que aunque el nombre que nosotros escribamos sea por ejemplo @class, el nombre con el que el compilador va a tratar internamente al identificador es solamente class. De hecho, si desde código escrito en otro lenguaje adaptado a .NET distinto a C# hacemos referencia a éste identificador y en ese lenguaje su nombre no es una palabra reservada, el nombre con el que deberemos referenciarlo es class, y no @class (si también fuese en ese lenguaje palabra reservada habría que referenciarlo con el mecanismo que el lenguaje incluyese para ello, que quizás también podría consistir en usar **@** como en C#)

En realidad, el uso de @ no se tiene porqué limitar a preceder palabras reservadas en C#, sino que podemos preceder cualquier nombre con él. Sin embargo, hacer esto no se recomienda, pues es considerado como un mal hábito de programación y puede provocar errores muy sutiles como el que muestra el siguiente ejemplo:

class A

{

int a; // (1)

int @a; // (2)

public static void Main()

{}

}

Si intentamos compilar este código se producirá un error que nos informará de que el campo de nombre a ha sido declarado múltiples veces en la clase A. Esto se debe a que como **@** no forma parte en realidad del nombre del identificador al que precede, las declaraciones marcadas con comentarios como (1) y (2) son equivalentes.

Hay que señalar por último una cosa respecto al carácter **@**: sólo puede preceder al nombre de un identificador, pero no puede estar contenido dentro del mismo. Es decir, identificadores como i5322@fie.us.es no son válidos.

***Literales***

Un **literal** es la representación explícita de los valores que pueden tomar los tipos básicos del lenguaje. A continuación se explica cuál es la sintaxis con que se escriben los literales en C# desglosándolos según el tipo de valores que representan:

* **Literales enteros:** Un número entero se puede representar en C# tanto en formato decimal como hexadecimal. En el primer caso basta escribir los dígitos decimales (0-9) del número unos tras otros, mientras que en el segundo hay que preceder los dígitos hexadecimales (0-9, a-f, A-F) con el prefijo **0x**. En ambos casos es posible preceder el número de los operadores **+** ó **–** para indicar si es positivo o negativo, aunque si no se pone nada se considerará que es positivo. Ejemplos de literales enteros son 0, 5, +15, -23, 0x1A, -0x1a, etc

En realidad, la sintaxis completa para la escritura de literales enteros también puede incluir un sufijo que indique el tipo de dato entero al que ha de pertenecer el literal. Esto no lo veremos hasta el *Tema 7: Variables y tipos de datos*.

* **Literales reales:** Los números reales se escriben de forma similar a los enteros, aunque sólo se pueden escribir en forma decimal y para separar la parte entera de la real usan el tradicional punto decimal (carácter **.**) También es posible representar los reales en formato científico, usándose para indicar el exponente los caracteres **e** ó **E**. Ejemplos de literales reales son 0.0, 5.1, -5.1, +15.21, 3.02e10, 2.02e-2, 98.8E+1, etc.

Al igual que ocurría con los literales enteros, los literales reales también pueden incluir sufijos que indiquen el tipo de dato real al que pertenecen, aunque nuevamente no los veremos hasta el *Tema 7: Variables y tipos de datos*

* **Literales lógicos:** Los únicos literales lógicos válidos son **true** y **false**, que respectivamente representan los valores lógicos cierto y falso.
* **Literales de carácter:**  Prácticamente cualquier carácter se puede representar encerrándolo entre comillas simples. Por ejemplo, 'a' (letra a), ' ' (carácter de espacio), '?' (símbolo de interrogación), etc. Las únicas excepciones a esto son los caracteres que se muestran en la **Tabla 4.1**, que han de representarse con secuencias de escape que indiquen su valor como código Unicode o mediante un formato especial tal y como se indica a continuación:

|  |  |  |
| --- | --- | --- |
| **Carácter** | **Código de escape Unicode** | **Código de**  **escape especial** |
| Comilla simple | \u0027 | \' |
| Comilla doble | \u0022 | \″ |
| Carácter nulo | \u0000 | \0 |
| Alarma | \u0007 | \a |
| Retroceso | \u0008 | \b |
| Salto de página | \u000C | \f |
| Nueva línea | \u000A | \n |
| Retorno de carro | \u000D | \r |
| Tabulación horizontal | \u0009 | \t |
| Tabulación vertical | \u000B | \v |
| Barra invertida | \u005C | \\ |

**Tabla 4.1:** Códigos de escape especiales

En realidad, de la tabla anterior hay que matizar que el carácter de comilla doble también puede aparecer dentro de un literal de cadena directamente, sin necesidad de usar secuencias de escape. Por tanto, otros ejemplos de literales de carácter válidos serán '\″', '″', '\f', '\u0000', '\\', '\'', etc.

Aparte de para representar los caracteres de la tabla anterior, también es posible usar los códigos de escape Unicode para representar cualquier código Unicode, lo que suele usarse para representar literales de caracteres no incluidos en los teclados estándares.

Junto al formato de representación de códigos de escape Unicode ya visto, C# incluye un formato abreviado para representar estos códigos en los literales de carácter si necesidad de escribir siempre cuatro dígitos aún cuando el código a representar tenga muchos ceros en su parte izquierda. Este formato consiste en preceder el código de **\x** en vez de **\u**. De este modo, los literales de carácter ‘\U00000008’, '\u0008', '\x0008', '\x008', '\x08' y '\x8' son todos equivalentes. Hay que tener en cuenta que este formato abreviado sólo es válido en los literales de carácter, y no a la hora de dar nombres a los identificadores.

* **Literales de cadena:** Una **cadena** no es más que una secuencia de caracteres encerrados entre comillas dobles. Por ejemplo ″Hola, mundo″, ″camión″, etc. El texto contenido dentro estos literales puede estar formado por cualquier número de literales de carácter concatenados y sin las comillas simples, aunque si incluye comillas dobles éstas han de escribirse usando secuencias de escape porque si no el compilador las interpretaría como el final de la cadena.

Aparte del formato de escritura de literales de cadenas antes comentado, que es el comúnmente utilizado en la mayoría de lenguajes de programación, C# también admite uno nuevo consistente en precederlos de un símbolo **@**, caso en que todo el contenido de la cadena sería interpretado tal cual, sin considerar la existencia de secuencias de escape. A este tipo de literales se les conoce como **literales de** **cadena planos** o **literales** **verbatim** y pueden incluso ocupar varias líneas. La siguiente tabla recoge algunos ejemplos de cómo se interpretan:

|  |  |
| --- | --- |
| **Literal de cadena** | **Interpretado como...** |
| ″Hola\tMundo″ | Hola Mundo |
| @”Hola\tMundo″ | Hola\tMundo |
| @″Hola  Mundo″ | Hola  Mundo |
| @”””Hola Mundo””″ | “Hola Mundo” |

**Tabla 4.2:** Ejemplos de literales de cadena planos

El último ejemplo de la tabla se ha aprovechado para mostrar que si dentro de un literal de cadena plano se desea incluir caracteres de comilla doble sin que sean confundidos con el final de la cadena basta duplicarlos.

* **Literal nulo:** El **literal nulo** es un valor especial que se representa en C# con la palabra reservada **null** y se usa como valor de las variables de objeto no inicializadas para así indicar que contienen referencias nulas.

***Operadores***

Un **operador** en C# es un símbolo formado por uno o más caracteres que permite realizar una determinada operación entre uno o más datos y produce un resultado.

A continuación se describen cuáles son los operadores incluidos en el lenguaje clasificados según el tipo de operaciones que permiten realizar, aunque hay que tener en cuenta que C# permite la redefinición del significado de la mayoría de los operadores según el tipo de dato sobre el que se apliquen, por lo que lo que aquí se cuenta se corresponde con los usos más comunes de los mismos:

* **Operaciones aritméticas**: Los operadores aritméticos incluidos en C# son los típicos de suma (**+**), resta (**-**), producto (**\***), división (**/**) y módulo (**%**) También se incluyen operadores de “menos unario” (**–**) y “más unario” (**+**)

Relacionados con las operaciones aritméticas se encuentran un par de operadores llamados **checked** y **unchecked** que permiten controlar si se desea detectar los desbordamientos que puedan producirse si al realizar este tipo de operaciones el resultado es superior a la capacidad del tipo de datos de sus operandos. Estos operadores se usan así:

**checked (**<expresiónAritmética>**)**

**unchecked(**<expresiónAritmética>**)**

Ambos operadores calculan el resultado de <expresiónAritmética> y lo devuelven si durante el cálculo no se produce ningún desbordamiento. Sin embargo, en caso de que haya desbordamiento cada uno actúa de una forma distinta: **checked** provoca un error de compilación si <expresiónAritmética> es una expresión constante y una excepción **System.OverflowException** si no lo es, mientras que **unchecked** devuelve el resultado de la expresión aritmética truncado para que quepa en el tamaño esperado.

Por defecto, en ausencia de los operadores **checked** y **unchecked** lo que se hace es evaluar las operaciones aritméticas entre datos constantes como si se les aplicase **checked** y las operaciones entre datos no constantes como si se les hubiese aplicado **unchecked**.

* **Operaciones lógicas:** Se incluyen operadores que permiten realizar las operaciones lógicas típicas: “and” (**&&** y **&**), “or” (**||** y **|**), “not” (**!**) y “xor” (**^**)

Los operadores **&&** y **||** se diferencia de **&** y **|** en que los primeros realizan evaluación perezosa y los segundos no. La evaluación perezosa consiste en que si el resultado de evaluar el primer operando permite deducir el resultado de la operación, entonces no se evalúa el segundo y se devuelve dicho resultado directamente, mientras que la evaluación no perezosa consiste en evaluar siempre ambos operandos. Es decir, si el primer operando de una operación **&&** es falso se devuelve **false** directamente, sin evaluar el segundo; y si el primer operando de una **||** es cierto se devuelve **true** directamente, sin evaluar el otro.

* **Operaciones relacionales:** Se han incluido los tradicionales operadores de igualdad (**==**), desigualdad (**!=**), “mayor que” (**>**), “menor que” (**<**), “mayor o igual que” (**>=**) y “menor o igual que” (<=)
* **Operaciones de manipulación de bits**: Se han incluido operadores que permiten realizar a nivel de bits operaciones “and” (**&**), “or” (**|**), “not” (**~**), “xor” (**^**), desplazamiento a izquierda (**<<**) y desplazamiento a derecha (**>>**) El operador **<<** desplaza a izquierda rellenando con ceros, mientras que el tipo de relleno realizado por **>>** depende del tipo de dato sobre el que se aplica: si es un dato con signo mantiene el signo, y en caso contrario rellena con ceros.
* **Operaciones de asignación:** Para realizar asignaciones se usa en C# el operador **=**, operador que además de realizar la asignación que se le solicita devuelve el valor asignado. Por ejemplo, la expresión a = b asigna a la variable a el valor de la variable b y devuelve dicho valor, mientras que la expresión c = a = b asigna a las variables c y a el valor de b (el operador **=** es asociativo por la derecha)

También se han incluido operadores de asignación compuestos que permiten ahorrar tecleo a la hora de realizar asignaciones tan comunes como:

temperatura = temperatura + 15; // Sin usar asignación compuesta

temperatura += 15; // Usando asignación compuesta

Las dos líneas anteriores son equivalentes, pues el operador compuesto **+=** asigna a su primer operando el valor que tenía más el de su segundo operando (o sea, le suma el segundo operando) Como se ve, permite compactar bastante el código.

Aparte del operador de asignación compuesto **+=**, también se ofrecen operadores de asignación compuestos para la mayoría de los operadores binarios ya vistos. Estos son: **+=**, **-=**, **\*=**, **/=**, **%=**, **&=**, **|=**, **^=**, **<<=** y **>>=**. Nótese que no hay versiones compuestas para los operadores binarios **&&** y **||**.

Otros dos operadores de asignación incluidos son los de incremento(**++**) y decremento (**--**) Estos operadores permiten, respectivamente, aumentar y disminuir en una unidad el valor de la variable sobre el que se aplican. Así, estas líneas de código son equivalentes:

temperatura = temperatura + 1; // Sin usar asignación compuesta ni incremento temperatura += 1; // Usando asignación compuesta

temperatura++; // Usando incremento

Si el operador **++** se coloca tras el nombre de la variable (como en el ejemplo) devuelve el valor de la variable antes de incrementarla, mientras que si se coloca antes, devuelve el valor de ésta tras incrementarla; y lo mismo ocurre con el operador **--**. Por ejemplo:

c = b++; // Se asigna a c el valor de b y luego se incrementa b

c = ++b; // Se incrementa el valor de b y luego se asigna a c

La ventaja de usar los operadores **++** y **--** es que en muchas máquinas son más eficientes que el resto de formas de realizar sumas o restas de una unidad, pues el compilador puede traducirlos en una única instrucción en código máquina[[5]](#footnote-4).

* **Operaciones con cadenas:** Para realizar operaciones de concatenación de cadenas se puede usar el mismo operador que para realizar sumas, ya que en C# se ha redefinido su significado para que cuando se aplique entre operandos que sean cadenas o que sean una cadena y un carácter lo que haga sea concatenarlos. Por ejemplo, ″Hola″+″ mundo″ devuelve ″Hola mundo″, y ″Hola mund″ + ′o′ también.
* **Operaciones de acceso a tablas:** Una **tabla** es un conjunto de ordenado de objetos de tamaño fijo. Para acceder a cualquier elemento de este conjunto se aplica el operador postfijo **[]** sobre la tabla para indicar entre corchetes la posición que ocupa el objeto al que se desea acceder dentro del conjunto. Es decir, este operador se usa así:

**[<**posiciónElemento>**]**

Un ejemplo de su uso en el que se asigna al elemento que ocupa la posición 3 en una tabla de nombre tablaPrueba el valor del elemento que ocupa la posición 18 de dicha tabla es el siguiente:

tablaPrueba[3] = tablaPrueba[18];

Las tablas se estudian detenidamente en el *Tema 7: Variables y tipos de datos*

* **Operador condicional:** Es el único operador incluido en C# que toma 3 operandos, y se usa así:

<condición> **?** <expresión1> **:** <expresión2>

El significado del operando es el siguiente: se evalúa <condición> Si es cierta se devuelve el resultado de evaluar <expresión1>, y si es falsa se devuelve el resultado de evaluar <condición2>. Un ejemplo de su uso es:

b = (a>0)? a : 0; // Suponemos a y b de tipos enteros

En este ejemplo, si el valor de la variable a es superior a 0 se asignará a b el valor de a, mientras que en caso contrario el valor que se le asignará será 0.

Hay que tener en cuenta que este operador es asociativo por la derecha, por lo que una expresión como a?b:c?d:e es equivalente a a?b:(c?d:e)

No hay que confundir este operador con la instrucción condicional **if** que se tratará en el *Tema 8:Instrucciones*, pues aunque su utilidad es similar al de ésta, **?** devuelve un valor e **if** no.

* **Operaciones de delegados:** Un **delegado** es un objeto que puede almacenar en referencias a uno o más métodos y a través del cual es posible llamar a estos métodos. Para añadir objetos a un delegado se usan los operadores **+** y **+=**, mientras que para quitárselos se usan los operadores **–** y **-=**. Estos conceptos se estudiarán detalladamente en el *Tema 13: Eventos y delegados*
* **Operaciones de acceso a objetos:** Para acceder a los miembros de un objeto se usa el operador **.**, cuya sintaxis es:

<objeto>**.**<miembro>

Si a es un objeto, ejemplos de cómo llamar a diferentes miembros suyos son:

a.b = 2; // Asignamos a su propiedad a el valor 2

a.f(); // Llamamos a su método f()

a.g(2); // Llamamos a su método g() pasándole como parámetro el valor entero 2

No se preocupe si no conoce los conceptos de métodos, propiedades, eventos y delegados en los que se basa este ejemplo, pues se explican detalladamente en temas posteriores.

* **Operaciones con punteros:** Un **puntero** es una variable que almacena una referencia a una dirección de memoria. Para obtener la dirección de memoria de un objeto se usa el operador **&**, para acceder al contenido de la dirección de memoria almacenada en un puntero se usa el operador **\***, para acceder a un miembro de un objeto cuya dirección se almacena en un puntero se usa **->**, y para referenciar una dirección de memoria de forma relativa a un puntero se le aplica el operador **[]** de la forma puntero[desplazamiento]. Todos estos conceptos se explicarán más a fondo en el *Tema 18: Código inseguro*.
* **Operaciones de obtención de información sobre tipos:** De todos los operadores que nos permiten obtener información sobre tipos de datos el más importante es **typeof**, cuya forma de uso es:

**typeof(**<nombreTipo>**)**

Este operador devuelve un objeto de tipo **System.Type** con información sobre el tipo de nombre <nombreTipo> que podremos consultar a través de los miembros ofrecidos por dicho objeto. Esta información incluye detalles tales como cuáles son sus miembros, cuál es su tipo padre o a qué espacio de nombres pertenece.

Si lo que queremos es determinar si una determinada expresión es de un tipo u otro, entonces el operador a usar es **is**, cuya sintaxis es la siguiente:

<expresión> **is** <nombreTipo>

El significado de este operador es el siguiente: se evalúa <expresión>. Si el resultado de ésta es del tipo cuyo nombre se indica en <nombreTipo>se devuelve **true**; y si no, se devuelve **false**. Como se verá en el *Tema 5: Clases*, este operador suele usarse en métodos polimórficos.

Finalmente, C# incorpora un tercer operador que permite obtener información sobre un tipo de dato: **sizeof** Este operador permite obtener el número de bytes que ocuparán en memoria los objetos de un tipo, y se usa así:

**sizeof(**<nombreTipo>**)**

**sizeof** sólo puede usarse dentro de código inseguro, que por ahora basta considerar que son zonas de código donde es posible usar punteros. No será hasta el *Tema 18: Código inseguro* cuando lo trataremos en profundidad.

Además, **sizeof** sólo se puede aplicar sobre nombres de tipos de datos cuyos objetos se puedan almacenar directamente en pila. Es decir, que sean estructuras (se verán en el *Tema 13*) o tipos enumerados (se verán en el *Tema 14*)

* **Operaciones de creación de objetos**: El operador más típicamente usado para crear objetos es **new**, que se usa así:

**new** <nombreTipo>**(***<parametros>***)**

Este operador crea un objeto de <nombreTipo> pasándole a su método constructor los parámetros indicados en <parámetros> y devuelve una referencia al mismo. En función del tipo y número de estos parámetros se llamará a uno u otro de los constructores del objeto. Así, suponiendo que a1 y a2 sean variables de tipo Avión, ejemplos de uso del operador **new** son:

Avión a1 = new Avión(); // Se llama al constructor sin parámetros de Avión

Avión a2 = new Avión(“Caza”); // Se llama al constructor de Avión que toma // como parámetro una cadena

En caso de que el tipo del que se haya solicitado la creación del objeto sea una clase, éste se creará en memoria dinámica, y lo que **new** devolverá será una referencia a la dirección de pila donde se almacena una referencia a la dirección del objeto en memoria dinámica. Sin embargo, si el objeto a crear pertenece a una estructura o a un tipo enumerado, entonces éste se creará directamente en la pila y la referencia devuelta por el **new** se referirá directamente al objeto creado. Por estas razones, a las clases se les conoce como **tipos referencia** ya que de sus objetos en pila sólo se almacena una referencia a la dirección de memoria dinámica donde verdaderamente se encuentran; mientras que a las estructuras y tipos enumerados se les conoce como **tipos valor** ya sus objetos se almacenan directamente en pila.

C# proporciona otro operador que también nos permite crear objetos. Éste es **stackalloc**, y se usa así:

**stackalloc** <nombreTipo>**[**<nElementos>**]**

Este operador lo que hace es crear en pila una tabla de tantos elementos de tipo <nombreTipo> como indique <nElementos> y devolver la dirección de memoria en que ésta ha sido creada. Por ejemplo:

int \* p = stackalloc[100]; // p apunta a una tabla de 100 enteros.

**stackalloc** sólo puede usarse para inicializar punteros a objetos de tipos valor declarados como variables locales.

* **Operaciones de conversión:** Para convertir unos objetos en otros se utiliza el operador de conversión, que no consiste más que en preceder la expresión a convertir del nombre entre paréntesis del tipo al que se desea convertir el resultado de evaluarla. Por ejemplo, si l es una variable de tipo **long** y se desea almacenar su valor dentro de una variable de tipo **int** llamada i, habría que convertir previamente su valor a tipo **int** así:

i = (int) l; // Asignamos a i el resultado de convertir el valor de l a tipo int

Los tipos **int** y **long** están predefinidos en C# y permite almacenar valores enteros con signo. La capacidad de **int** es de 32 bits, mientras que la de **long** es de 64 bits. Por tanto, a no ser que hagamos uso del operador de conversión, el compilador no nos dejará hacer la asignación, ya que al ser mayor la capacidad de los **long**, no todo valor que se pueda almacenar en un **long** tiene porqué poderse almacenar en un **int**. Es decir, no es válido:

i = l; //ERROR: El valor de l no tiene porqué caber en i

Esta restricción en la asignación la impone el compilador debido a que sin ella podrían producirse errores muy difíciles de detectar ante truncamientos no esperados debido al que el valor de la variable fuente es superior a la capacidad de la variable destino.

Existe otro operador que permite realizar operaciones de conversión de forma muy similar al ya visto. Éste es el operador **as**, que se usa así:

<expresión> **as** <tipoDestino>

Lo que hace es devolver el resultado de convertir el resultado de evaluar <expresión> al tipo indicado en <tipoDestino> Por ejemplo, para almacenar en una variable p el resultado de convertir un objeto t a tipo tipo Persona se haría:

p = t as Persona;

Las únicas diferencias entre usar uno u otro operador de conversión son:

* **as** sólo es aplicable a tipos referencia y sólo a aquellos casos en que existan conversiones predefinidas en el lenguaje. Como se verá más adelante, esto sólo incluye conversiones entre un tipo y tipos padres suyos y entre un tipo y tipos hijos suyos.

Una consecuencia de esto es que el programador puede definir cómo hacer conversiones de tipos por él definidos y otros mediante el operador **()**, pero no mediante **as**.Esto se debe a que **as** únicamente indica que se desea que una referencia a un objeto en memoria dinámica se trate como si el objeto fuese de otro tipo, pero no implica conversión ninguna. Sin embargo, **()** sí que implica conversión si el <tipoDestino> no es compatible con el tipo del objeto referenciado. Obviamente, el operador se aplicará mucho más rápido en los casos donde no sea necesario convertir.

* En caso de que se solicite hacer una conversión inválida **as** devuelve **null** mientras que **()** produce una excepción **System.InvalidCastException**.

**TEMA 5: Clases**

***Definición de clases***

**Conceptos de clase y objeto**

C# es un lenguaje orientado a objetos puro[[6]](#footnote-5), lo que significa que todo con lo que vamos a trabajar en este lenguaje son objetos. Un **objeto** es un agregado de datos y de métodos que permiten manipular dichos datos, y un programa en C# no es más que un conjunto de objetos que interaccionan unos con otros a través de sus métodos.

Una **clase** es la definición de las características concretas de un determinado tipo de objetos. Es decir, de cuáles son los datos y los métodos de los que van a disponer todos los objetos de ese tipo. Por esta razón, se suele decir que el **tipo de dato** de un objeto es la clase que define las características del mismo[[7]](#footnote-6).

**Sintaxis de definición de clases**

La sintaxis básica para definir una clase es la que a continuación se muestra:

**class** <nombreClase>

**{**

*<miembros>*

**}**

De este modo se definiría una clase de nombre <nombreClase> cuyos miembros son los definidos en <miembros>. Los **miembros** de una clase son los datos y métodos de los que van a disponer todos los objetos de la misma. Un ejemplo de cómo declarar una clase de nombre A que no tenga ningún miembro es la siguiente:

class A

{}

Una clase así declarada no dispondrá de ningún miembro a excepción de los implícitamente definidos de manera común para todos los objetos que creemos en C#. Estos miembros los veremos dentro de poco en este mismo tema bajo el epígrafe *La clase primegina: System.Object*.

Aunque en C# hay muchos tipos de miembros distintos, por ahora vamos a considerar que éstos únicamente pueden ser campos o métodos y vamos a hablar un poco acerca de ellos y de cómo se definen:

* **Campos:** Un **campo** es un dato común a todos los objetos de una determinada clase. Para definir cuáles son los campos de los que una clase dispone se usa la siguiente sintaxis dentro de la zona señalada como <miembros> en la definición de la misma:

<tipoCampo> <nombreCampo>**;**

El nombre que demos al campo puede ser cualquier identificador que queramos siempre y cuando siga las reglas descritas en el *Tema 4: Aspectos Léxicos* para la escritura de identificadores y no coincida con el nombre de ningún otro miembro previamente definido en la definición de clase.

Los campos de un objeto son a su vez objetos, y en <tipoCampo> hemos de indicar cuál es el tipo de dato del objeto que vamos a crear. Éste tipo puede corresponderse con cualquiera que los predefinidos en la BCL o con cualquier otro que nosotros hallamos definido siguiendo la sintaxis arriba mostrada. A continuación se muestra un ejemplo de definición de una clase de nombre Persona que dispone de tres campos:

class Persona

{

string Nombre; // Campo de cada objeto Persona que almacena su nombre

int Edad; // Campo de cada objeto Persona que almacena su edad

string NIF; // Campo de cada objeto Persona que almacena su NIF

}

Según esta definición, todos los objetos de clase Persona incorporarán campos que almacenarán cuál es el nombre de la persona que cada objeto representa, cuál es su edad y cuál es su NIF. El tipo **int** incluido en la definición del campo Edad es un tipo predefinido en la BCL cuyos objetos son capaces de almacenar números enteros con signo comprendidos entre -2.147.483.648 y 2.147.483.647 (32 bits), mientras que **string** es un tipo predefinido que permite almacenar cadenas de texto que sigan el formato de los literales de cadena visto en el *Tema 4: Aspectos Léxicos*

Para acceder a un campo de un determinado objeto se usa la sintaxis:

<objeto>**.**<campo>

Por ejemplo, para acceder al campo Edad de un objeto Persona llamado p y cambiar su valor por 20 se haría:

p.Edad = 20;

En realidad lo marcado como <objeto> no tiene porqué ser necesariamente el nombre de algún objeto, sino que puede ser cualquier expresión que produzca como resultado una referencia no nula a un objeto (si produjese **null** se lanzaría una excepción del tipo predefinido **System.NullPointerException**)

* **Métodos:** Un **método** es un conjunto de instrucciones a las que se les asocia un nombre de modo que si se desea ejecutarlas basta referenciarlas a través de dicho nombre en vez de tener que escribirlas. Dentro de estas instrucciones es posible acceder con total libertad a la información almacenada en los campos pertenecientes a la clase dentro de la que el método se ha definido, por lo que como al principio del tema se indicó, los métodos permiten manipular los datos almacenados en los objetos.

La sintaxis que se usa en C# para definir los métodos es la siguiente:

<tipoDevuelto> <nombreMétodo> **(***<parametros>***)**

**{**

*<instrucciones>*

**}**

Todo método puede devolver un objeto como resultado de la ejecución de las instrucciones que lo forman, y el tipo de dato al que pertenece este objeto es lo que se indica en <tipoDevuelto>. Si no devuelve nada se indica **void**, y si devuelve algo es obligatorio finalizar la ejecución de sus instrucciones con alguna instrucción **return** <objeto>**;** que indique qué objeto ha de devolverse.

Opcionalmente todo método puede recibir en cada llamada una lista de objetos a los que podrá acceder durante la ejecución de sus instrucciones. En *<parametros>* se indica es cuáles son los tipos de dato de estos objetos y cuál es el nombre con el que harán referencia las instrucciones del método a cada uno de ellos. Aunque los objetos que puede recibir el método pueden ser diferentes cada vez que se solicite su ejecución, siempre han de ser de los mismos tipos y han de seguir el orden establecido en *<parametros>*.

Un ejemplo de cómo declarar un método de nombre Cumpleaños es la siguiente modificación de la definición de la clase Persona usada antes como ejemplo:

class Persona

{

string Nombre; // Campo de cada objeto Persona que almacena su nombre

int Edad; // Campo de cada objeto Persona que almacena su edad

string NIF; // Campo de cada objeto Persona que almacena su NIF

void Cumpleaños() // Incrementa en uno de la edad del objeto Persona

{

Edad++;

}

}

La sintaxis usada para llamar a los métodos de un objeto es la misma que la usada para llamar a sus campos, sólo que ahora tras el nombre del método al que se desea llamar hay que indicar entre paréntesis cuáles son los valores que se desea dar a los parámetros del método al hacer la llamada. O sea, se escribe:

<objeto>**.**<método>**(***<parámetros>***)**

Como es lógico, si el método no tomase parámetros se dejarían vacíos los parámetros en la llamada al mismo. Por ejemplo, para llamar al método Cumpleaños() de un objeto Persona llamado p se haría:

p.Cumpleaños(); // El método no toma parámetros, luego no le pasamos ninguno

Es importante señalar que en una misma clase pueden definirse varios métodos con el mismo nombre siempre y cuando tomen diferente número o tipo de parámetros. A esto se le conoce como **sobrecarga de métodos**, y es posible ya que el compilador sabrá a cual llamar a partir de los *<parámetros>* especificados.

Sin embargo, lo que no se permite es definir varios métodos que únicamente se diferencien en su valor de retorno, ya que como éste no se tiene porqué indicar al llamarlos no podría diferenciarse a que método en concreto se hace referencia en cada llamada. Por ejemplo, a partir de la llamada:

p.Cumpleaños();

Si además de la versión de Cumpleaños() que no retorna nada hubiese otra que retornase un **int**, ¿cómo sabría entonces el compilador a cuál llamar?

Antes de continuar es preciso señalar que en C# todo, incluido los literales, son objetos del tipo de cada literal y por tanto pueden contar con miembros a los que se accedería tal y como se ha explicado. Para entender esto no hay nada mejor que un ejemplo:

string s = 12.ToString();

Este código almacena el literal de cadena “12” en la variable s, pues 12 es un objeto de tipo **int** (tipo que representa enteros) y cuenta cuenta con el método común a todos los **int**s llamado **ToString()** que lo que hace es devolver una cadena cuyos caracteres son los dígitos que forman el entero representado por el **int** sobre el que se aplica; y como la variable s es de tipo **string** (tipo que representa cadenas) es perfectamente posible almacenar dicha cadena en ella, que es lo que se hace en el código anterior.

***Creación de objetos***

**Operador new**

Ahora que ya sabemos cómo definir las clases de objetos que podremos usar en nuestras aplicaciones ha llegado el momento de explicar cómo crear objetos de una determinada clase. Algo de ello ya se introdujo en el *Tema 4: Aspectos Léxicos* cuando se comentó la utilidad del operador **new**, que precisamente es crear objetos y cuya sintaxis es:

**new** <nombreTipo>**(***<parametros>***)**

Este operador crea un nuevo objeto del tipo cuyo nombre se le indica y llama durante su proceso de creación al constructor del mismo apropiado según los valores que se le pasen en <parametros>, devolviendo una referencia al objeto recién creado. Hay que resaltar el hecho de que **new** no devuelve el propio objeto creado, sino una referencia a la dirección de memoria dinámica donde en realidad se ha creado.

El antes comentado **constructor** de un objeto no es más que un método definido en la definición de su tipo que tiene el mismo nombre que la clase a la que pertenece el objeto y no tiene valor de retorno. Como **new** siempre devuelve una referencia a la dirección de memoria donde se cree el objeto y los constructores sólo pueden usarse como operandos de **new**, no tiene sentido que un constructor devuelva objetos, por lo que no tiene sentido incluir en su definición un campo <tipoDevuelto> y el compilador considera erróneo hacerlo (aunque se indique **void**)

El constructor recibe ese nombre debido a que su código suele usarse precisamente para construir el objeto, para inicializar sus miembros. Por ejemplo, a nuestra clase de ejemplo Persona le podríamos añadir un constructor dejándola así:

class Persona

{

string Nombre; // Campo de cada objeto Persona que almacena su nombre

int Edad; // Campo de cada objeto Persona que almacena su edad

string NIF; // Campo de cada objeto Persona que almacena su NIF

void Cumpleaños() // Incrementa en uno la edad del objeto Persona

{

Edad++;

}

Persona (string nombre, int edad, string nif) // Constructor

{

Nombre = nombre;

Edad = edad;

NIF = nif;

}

}

Como se ve en el código, el constructor toma como parámetros los valores con los que deseemos inicializar el objeto a crear. Gracias a él, podemos crear un objeto Persona de nombre José, de 22 años de edad y NIF 12344321-A así:

new Persona(“José”, 22, “12344321-A”)

Nótese que la forma en que se pasan parámetros al constructor consiste en indicar los valores que se ha de dar a cada uno de los parámetros indicados en la definición del mismo separándolos por comas. Obviamente, si un parámetro se definió como de tipo **string** habrá que pasarle una cadena, si se definió de tipo **int** habrá que pasarle un entero y, en general, a todo parámetro habrá que pasarle un valor de su mismo tipo (o de alguno convertible al mismo), produciéndose un error al compilar si no se hace así.

En realidad un objeto puede tener múltiples constructores, aunque para diferenciar a unos de otros es obligatorio que se diferencien en el número u orden de los parámetros que aceptan, ya que el nombre de todos ellos ha de coincidir con el nombre de la clase de la que son miembros. De ese modo, cuando creemos el objeto el compilador podrá inteligentemente determinar cuál de los constructores ha de ejecutarse en función de los valores que le pasemos al **new**.

Una vez creado un objeto lo más normal es almacenar la dirección devuelta por **new** en una variable del tipo apropiado para el objeto creado. El siguiente ejemplo -que como es lógico irá dentro de la definición de algún método- muestra cómo crear una variable de tipo Persona llamada p y cómo almacenar en ella la dirección del objeto que devolvería la anterior aplicación del operador **new**:

Persona p; // Creamos variable p

p = new Persona(“Jose”, 22, “12344321-A”); // Almacenamos en p el objeto creado con new

A partir de este momento la variable p contendrá una referencia a un objeto de clase Persona que representará a una persona llamada José de 22 años y NIF 12344321-A. O lo que prácticamente es lo mismo y suele ser la forma comúnmente usada para decirlo: la variable p representa a una persona llamada José de 22 años y NIF 12344321-A.

Como lo más normal suele ser crear variables donde almacenar referencias a objetos que creemos, las instrucciones anteriores pueden compactarse en una sola así:

Persona p = new Persona(“José”, 22, “12344321-A”);

De hecho, una sintaxis más general para la definición de variables es la siguiente:

<tipoDato> <nombreVariable> ***=*** *<valorInicial>***;**

La parte = <valorInicial> de esta sintaxis es en realidad opcional, y si no se incluye la variable declarada pasará a almacenar una referencia nula (contendrá el literal **null**)

**Constructor por defecto**

No es obligatorio definir un constructor para cada clase, y en caso de que no definamos ninguno el compilador creará uno por nosotros sin parámetros ni instrucciones. Es decir, como si se hubiese definido de esta forma:

<nombreTipo>()  
 {

}

Gracias a este constructor introducido automáticamente por el compilador, si Coche es una clase en cuya definición no se ha incluido ningún constructor, siempre será posible crear uno nuevo usando el operador **new** así:

Coche c = new Coche(); // Crea coche c llamando al constructor por defecto de Coche

Hay que tener en cuenta una cosa: el constructor por defecto es sólo incluido por el compilador si no hemos definido ningún otro constructor. Por tanto, si tenemos una clase en la que hayamos definido algún constructor con parámetros pero ninguno sin parámetros no será válido crear objetos de la misma llamando al constructor sin parámetros, pues el compilador no lo habrá definido automáticamente. Por ejemplo, con la última versión de la clase de ejemplo Persona es inválido hacer:

Persona p = new Persona(); // ERROR: El único constructor de Persona toma 3 parámetros

**Referencia al objeto actual con this**

Dentro del código de cualquier método de un objeto siempre es posible hacer referencia al propio objeto usando la palabra reservada **this**.Esto puede venir bien a la hora de escribir constructores de objetos debido a que permite que los nombres que demos a los parámetros del constructor puedan coincidir nombres de los campos del objeto sin que haya ningún problema. Por ejemplo, el constructor de la clase Persona escrito anteriormente se puede rescribir así usando **this**:

Persona (string Nombre, int Edad, string NIF)

{

this.Nombre = Nombre;

this.Edad = Edad;

this.NIF = NIF;

}

Es decir, dentro de un método con parámetros cuyos nombres coincidan con campos, se da preferencia a los parámetros y para hacer referencia a los campos hay que prefijarlos con el **this** tal y como se muestra en el ejemplo.

El ejemplo anterior puede que no resulte muy interesante debido a que para evitar tener que usar **this** podría haberse escrito el constructor tal y como se mostró en la primera versión del mismo: dando nombres que empiecen en minúscula a los parámetros y nombres que empiecen con mayúsculas a los campos. De hecho, ese es el convenio que Microsoft recomienda usar. Sin embargo, como más adelante se verá sí que puede ser útil **this** cuando los campos a inicializar a sean privados, ya que el convenio de escritura de identificadores para campos privados recomendado por Microsoft coincide con el usado para dar identificadores a parámetros (obviamente otra solución sería dar cualquier otro nombre a los parámetros del constructor o los campos afectados, aunque así el código perdería algo legibilidad)

Un uso más frecuente de **this** en C# es el de permitir realizar llamadas a un método de un objeto desde código ubicado en métodos del mismo objeto. Es decir, en C# siempre es necesario que cuando llamemos a algún método de un objeto precedamos al operador **.** de alguna expresión que indique cuál es el objeto a cuyo método se desea llamar, y si éste método pertenece al mismo objeto que hace la llamada la única forma de conseguir indicarlo en C# es usando **this**.

Finalmente, una tercera utilidad de **this** es permitir escribir métodos que puedan devolver como objeto el propio objeto sobre el que el método es aplicado. Para ello bastaría usar una instrucción **return this;** al indicar el objeto a devolver.

***Herencia y métodos virtuales***

**Concepto de herencia**

El mecanismo de **herencia** es uno de los pilares fundamentales en los que se basa la programación orientada a objetos. Es un mecanismo que permite definir nuevas clases a partir de otras ya definidas de modo que si en la definición de una clase indicamos que ésta deriva de otra, entonces la primera -a la que se le suele llamar **clase hija**- será tratada por el compilador automáticamente como si su definición incluyese la definición de la segunda –a la que se le suele llamar **clase padre** o **clase base**. Las clases que derivan de otras se definen usando la siguiente sintaxis:

**class** <nombreHija>**:**<nombrePadre>

**{**

<miembrosHija>

**}**

A los miembros definidos en <miembrosHijas> se le añadirán los que hubiésemos definido en la clase padre. Por ejemplo, a partir de la clase Persona puede crearse una clase Trabajador así:

class Trabajador:Persona

{

public int Sueldo;

public Trabajador(string nombre, int edad, string nif, int sueldo):

base(nombre, edad, nif)

{

Sueldo = sueldo;

}

}

Los objetos de esta clase Trabajador contarán con los mismos miembros que los objetos Persona y además incorporarán un nuevo campo llamado Sueldo que almacenará el dinero que cada trabajador gane. Nótese además que a la hora de escribir el constructor de esta clase ha sido necesario escribirlo con una sintaxis especial consistente en preceder la llave de apertura del cuerpo del método de una estructura de la forma:

**: base(**<parametrosBase>**)**

A esta estructura se le llama **inicializador base** y se utiliza para indicar cómo deseamos inicializar los campos heredados de la clase padre. No es más que una llamada al constructor de la misma con los parámetros adecuados, y si no se incluye el compilador consideraría por defecto que vale **:base()**, lo que sería incorrecto en este ejemplo debido a que Persona carece de constructor sin parámetros.

Un ejemplo que pone de manifiesto cómo funciona la herencia es el siguiente:

using System;

class Persona

{

public string Nombre; // Campo de cada objeto Persona que almacena su nombre

public int Edad; // Campo de cada objeto Persona que almacena su edad

public string NIF; // Campo de cada objeto Persona que almacena su NIF

void Cumpleaños() // Incrementa en uno de edad del objeto Persona

{

Edad++;

}

public Persona (string nombre, int edad, string nif) // Constructor de Persona

{

Nombre = nombre;

Edad = edad;

NIF = nif;

}

}

class Trabajador: Persona

{

public int Sueldo; // Campo de cada objeto Trabajador que almacena cuánto gana

Trabajador(string nombre, int edad, string nif, int sueldo): base(nombre, edad, nif)

{ // Inicializamos cada Trabajador en base al constructor de Persona

Sueldo = sueldo;

}

public static void Main()

{

Trabajador p = new Trabajador("Josan", 22, "77588260-Z", 100000);

Console.WriteLine ("Nombre="+p.Nombre);

Console.WriteLine ("Edad="+p.Edad);

Console.WriteLine ("NIF="+p.NIF);

Console.WriteLine ("Sueldo="+p.Sueldo);

}

}

Nótese que ha sido necesario prefijar la definición de los miembros de Persona del palabra reservada **public**. Esto se debe a que por defecto los miembros de una tipo sólo son accesibles desde código incluido dentro de la definición de dicho tipo, e incluyendo **public** conseguimos que sean accesibles desde cualquier código, como el método Main() definido en Trabajador. **public** es lo que se denomina un **modificador de acceso**, concepto que se tratará más adelante en este mismo tema bajo el epígrafe titulado *Modificadores de acceso*.

**Llamadas por defecto al constructor base**

Si en la definición del constructor de alguna clase que derive de otra no incluimos inicializador base el compilador considerará que éste es **:base()** Por ello hay que estar seguros de que si no se incluye **base** en la definición de algún constructor, el tipo padre del tipo al que pertenezca disponga de constructor sin parámetros.

Es especialmente significativo reseñar el caso de que no demos la definición de ningún constructor en la clase hija, ya que en estos casos la definición del constructor que por defecto introducirá el compilador será en realidad de la forma:

<nombreClase>()**: base()**

**{}**

Es decir, este constructor siempre llama al constructor sin parámetros del padre del tipo que estemos definiendo, y si ése no dispone de alguno se producirá un error al compilar.

**Métodos virtuales**

Ya hemos visto que es posible definir tipos cuyos métodos se hereden de definiciones de otros tipos. Lo que ahora vamos a ver es que además es posible cambiar dichar definición en la clase hija, para lo que habría que haber precedido con la palabra reservada **virtual** la definición de dicho método en la clase padre. A este tipo de métodos se les llama **métodos virtuales**, y la sintaxis que se usa para definirlos es la siguiente:

**virtual** <tipoDevuelto> <nombreMétodo>**(***<parámetros>***)**

**{**

*<código>*

**}**

Si en alguna clase hija quisiésemos dar una nueva definición del *<código>* del método, simplemente lo volveríamos a definir en la misma pero sustituyendo en su definición la palabra reservada **virtual** por **override**. Es decir, usaríamos esta sintaxis:

**override** <tipoDevuelto> <nombreMétodo>**(***<parámetros>***)**

**{**

*<nuevoCódigo>*

**}**

Nótese que esta posibilidad de cambiar el código de un método en su clase hija sólo se da si en la clase padre el método fue definido como **virtual**. En caso contrario, el compilador considerará un error intentar redefinirlo.

El lenguaje C# impone la restricción de que toda redefinición de método que queramos realizar incorpore la partícula **override** para forzar a que el programador esté seguro de que verdaderamente lo que quiere hacer es cambiar el significado de un método heredado. Así se evita que por accidente defina un método del que ya exista una definición en una clase padre. Además, C# no permite definir un método como **override** y **virtual** a la vez, ya que ello tendría un significado absurdo: estaríamos dando una redefinición de un método que vamos a definir.

Por otro lado, cuando definamos un método como **override** ha de cumplirse que en alguna clase antecesora (su clase padre, su clase abuela, etc.) de la clase en la que se ha realizado la definición del mismo exista un método virtual con el mismo nombre que el redefinido. Si no, el compilador informará de error por intento de redefinición de método no existente o no virtual. Así se evita que por accidente un programador crea que está redefiniendo un método del que no exista definición previa o que redefina un método que el creador de la clase base no desee que se pueda redefinir.

Para aclarar mejor el concepto de método virtual, vamos a mostrar un ejemplo en el que cambiaremos la definición del método Cumpleaños() en los objetos Persona por una nueva versión en la que se muestre un mensaje cada vez que se ejecute, y redefiniremos dicha nueva versión para los objetos Trabajador de modo que el mensaje mostrado sea otro. El código de este ejemplo es el que se muestra a continuación:

using System;

class Persona

{

public string Nombre; // Campo de cada objeto Persona que almacena su nombre

public int Edad; // Campo de cada objeto Persona que almacena su edad

public string NIF; // Campo de cada objeto Persona que almacena su NIF

public virtual void Cumpleaños() // Incrementa en uno de la edad del objeto Persona

{

Edad++;

Console.WriteLine(“Incrementada edad de persona”);

}

public Persona (string nombre, int edad, string nif) // Constructor de Persona

{

Nombre = nombre;

Edad = edad;

NIF = nif;

}

}

class Trabajador: Persona

{

public int Sueldo; // Campo de cada objeto Trabajador que almacena cuánto gana

Trabajador(string nombre, int edad, string nif, int sueldo): base(nombre, edad, nif)

{ // Inicializamos cada Trabajador en base al constructor de Persona

Sueldo = sueldo;

}

public override void Cumpleaños()

{

Edad++;

Console.WriteLine(“Incrementada edad de trabajador”);

}

public static void Main()

{

Persona p = new Persona("Carlos", 22, "77588261-Z");

Trabajador t = new Trabajador("Josan", 22, "77588260-Z", 100000);

t.Cumpleaños();

p.Cumpleaños();

}

}

Nótese cómo se ha añadido el modificador **virtual** en la definición de Cumpleaños() en la clase Persona para habilitar la posibilidad de que dicho método puede ser redefinido en clase hijas de Persona y cómo se ha añado **override** en la redefinición del mismo dentro de la clase Trabajador para indicar que la nueva definición del método es una redefinición del heredado de la clase. La salida de este programa confirma que la implementación de **Cumpleaños()** es distinta en cada clase, pues es de la forma:

Incrementada edad de trabajador

Incrementada edad de persona

También es importante señalar que para que la redefinición sea válida ha sido necesario añadir la partícula **public** a la definición del método original, pues si no se incluyese se consideraría que el método sólo es accesible desde dentro de la clase donde se ha definido, lo que no tiene sentido en métodos virtuales ya que entonces nunca podría ser redefinido. De hecho, si se excluyese el modificador **public** el compilador informaría de un error ante este absurdo. Además, este modificador también se ha mantenido en la redefinición de Cumpleaños() porque toda redefinición de un método virtual ha de mantener los mismos modificadores de acceso que el método original para ser válida.

**Clases abstractas**

Una **clase abstracta** es aquella que forzosamente se ha de derivar si se desea que se puedan crear objetos de la misma o acceder a sus miembros estáticos (esto último se verá más adelante en este mismo tema) Para definir una clase abstracta se antepone **abstract** a su definición, como se muestra en el siguiente ejemplo:

public abstract class A

{  
 public abstract void F();

}

abstract public class B: A

{  
 public void G() {}

}

class C: B

{  
 public override void F()

{}  
 }

Las clases A y B del ejemplo son abstractas, y como puede verse es posible combinar en cualquier orden el modificador **abstract** con modificadores de acceso.

La utilidad de las clases abstractas es que pueden contener métodos para los que no se dé directamente una implementación sino que se deje en manos de sus clases hijas darla. No es obligatorio que las clases abstractas contengan métodos de este tipo, pero sí lo es marcar como abstracta a toda la que tenga alguno. Estos métodos se definen precediendo su definición del modificador **abstract** y sustituyendo su código por un punto y coma (**;**), como se muestra en el método F() de la clase A del ejemplo (nótese que B también ha de definirse como abstracta porque tampoco implementa el método F() que hereda de A)

Obviamente, como un método abstracto no tiene código no es posible llamarlo. Hay que tener especial cuidado con esto a la hora de utilizar **this** para llamar a otros métodos de un mismo objeto, ya que llamar a los abstractos provoca un error al compilar.

Véase que todo método definido como abstracto es implícitamente virtual, pues si no sería imposible redefinirlo para darle una implementación en las clases hijas de la clase abstracta donde esté definido. Por ello es necesario incluir el modificador **override** a la hora de darle implementación y es redundante marcar un método como **abstract** y **virtual** a la vez (de hecho, hacerlo provoca un error al compilar)

Es posible marcar un método como **abstract** y **override** a la vez, lo que convertiría al método en abstracto para sus clases hijas y forzaría a que éstas lo tuviesen que reimplementar si no se quisiese que fuesen clases abstractas.

***La clase primegenia: System.Object***

Ahora que sabemos lo que es la herencia es el momento apropiado para explicar que en .NET todos los tipos que se definan heredan implícitamente de la clase **System.Object** predefinida en la BCL, por lo que dispondrán de todos los miembros de ésta. Por esta razón se dice que **System.Object** es la raíz de la jerarquía de objetos de .NET.

A continuación vamos a explicar cuáles son estos métodos comunes a todos los objetos:

* **public virtual bool Equals(object o)**: Se usa para comparar el objeto sobre el que se aplica con cualquier otro que se le pase como parámetro. Devuelve **true** si ambos objetos son iguales y **false** en caso contrario.

La implementación que por defecto se ha dado a este método consiste en usar igualdad por referencia para los tipos por referencia e igualdad por valor para los tipos por valor. Es decir, si los objetos a comparar son de tipos por referencia sólo se devuelve **true** si ambos objetos apuntan a la misma referencia en memoria dinámica, y si los tipos a comparar son tipos por valor sólo se devuelve **true** si todos los bits de ambos objetos son iguales, aunque se almacenen en posiciones diferentes de memoria.

Como se ve, el método ha sido definido como **virtual**, lo que permite que los programadores puedan redefinirlo para indicar cuándo ha de considerarse que son iguales dos objetos de tipos definidos por ellos. De hecho, muchos de los tipos incluidos en la BCL cuentan con redefiniciones de este tipo, como es el caso de **string**, quien aún siendo un tipo por referencia, sus objetos se consideran iguales si apuntan a cadenas que sean iguales carácter a carácter (aunque referencien a distintas direcciones de memoria dinámica)

El siguiente ejemplo muestra cómo hacer una redefinición de **Equals()** de manera que aunque los objetos Persona sean de tipos por referencia, se considere que dos Personas son iguales si tienen el mismo NIF:

public override bool Equals(object o)

{

if (o==null)

return this==null;

else

return (o is Persona) && (this.NIF == ((Persona) o).NIF);

}

Hay que tener en cuenta que es conveniente que toda redefinición del método **Equals()** que hagamos cumpla con una serie de propiedades que muchos de los métodos incluidos en las distintas clases de la BCL esperan que se cumplan. Estas propiedades son:

* **Reflexividad**: Todo objeto ha de ser igual a sí mismo. Es decir, x.Equals(x) siempre ha de devolver **true**.
* **Simetría**: Ha de dar igual el orden en que se haga la comparación. Es decir, x.Equals(y) ha de devolver lo mismo que y.Equals(x) .
* **Transitividad**: Si dos objetos son iguales y uno de ellos es igual a otro, entonces el primero también ha de ser igual a ese otro objeto. Es decir, si x.Equals(y) e y.Equals(z) entonces x.Equals(z) .
* **Consistencia:** Siempre que el método se aplique sobre los mismos objetos ha de devolver el mismo resultado.
* **Tratamiento de objetos nulos:** Si uno de los objetos comparados es nulo (**null**), sólo se ha de devolver **true** si el otro también lo es.

Hay que recalcar que el hecho de que redefinir Equals() no implica que el operador de igualdad (**==**) quede también redefinido. Ello habría que hacerlo de independientemente como se indica en el *Tema 11: Redefinición de operadores*.

* **public virtual int GetHashCode()**: Devuelve un código de dispersión (hash) que representa de forma numérica al objeto sobre el que el método es aplicado. **GetHashCode()** suele usarse para trabajar con tablas de dispersión, y se cumple que si dos objetos son iguales sus códigos de dispersión serán iguales, mientras que si son distintos la probabilidad de que sean iguales es ínfima.

En tanto que la búsqueda de objetos en tablas de dispersión no se realiza únicamente usando la igualdad de objetos (método Equals()) sino usando también la igualdad de códigos de dispersión, suele ser conveniente redefinir GetHashCode() siempre que se redefina Equals() De hecho, si no se hace el compilador informa de la situación con un mensaje de aviso.

* **public virtual string ToString()**: Devuelve una representación en forma de cadena del objeto sobre el que se el método es aplicado, lo que es muy útil para depurar aplicaciones ya que permite mostrar con facilidad el estado de los objetos.

La implementación por defecto de este método simplemente devuelve una cadena de texto con el nombre de la clase a la que pertenece el objeto sobre el que es aplicado. Sin embargo, como lo habitual suele ser implementar ToString() en cada nueva clase que es defina, a continuación mostraremos un ejemplo de cómo redefinirlo en la clase Persona para que muestre los valores de todos los campos de los objetos Persona:

public override string ToString()

{

string cadena = “”;

cadena += “DNI = “ + this.DNI + ”\n”;

cadena +=”Nombre = ” + this.Nombre + ”\n”;

cadena +=”Edad = ” + this.Edad + ”\n”;

return cadena;

}

Es de reseñar el hecho de que en realidad los que hace el operador de concatenación de cadenas (**+**) para concatenar una cadena con un objeto cualquiera es convertirlo primero en cadena llamando a su método **ToString()** y luego realizar la concatenación de ambas cadenas.

Del mismo modo, cuando a **Console.WriteLine()** y **Console.Write()** se les pasa como parámetro un objeto lo que hacen es mostrar por la salida estándar el resultado de convertirlo en cadena llamando a su método **ToString()**; y si se les pasa como parámetros una cadena seguida de varios objetos lo muestran por la salida estándar esa cadena pero sustituyendo en ella toda subcadena de la forma {<número>} por el resultado de convertir en cadena el parámetro que ocupe la posición <número>+2 en la lista de valores de llamada al método.

* **protected object MemberWiseClone():** Devuelve una copia **shallow copy** del objeto sobre el que se aplica. Esta copia es una copia bit a bit del mismo, por lo que el objeto resultante de la copia mantendrá las mismas referencias a otros que tuviese el objeto copiado y toda modificación que se haga a estos objetos a través de la copia afectará al objeto copiado y viceversa.

Si lo que interesa es disponer de una copia más normal, en la que por cada objeto referenciado se crease una copia del mismo a la que referenciase el objeto clonado, entonces el programador ha de escribir su propio método clonador pero puede servirse de MemberwiseClone() como base con la que copiar los campos que no sean de tipos referencia.

* **public System.Type GetType()**: Devuelve un objeto de clase **System.Type** que representa al tipo de dato del objeto sobre el que el método es aplicado. A través de los métodos ofrecidos por este objeto se puede acceder a metadatos sobre el mismo como su nombre, su clase padre, sus miembros, etc. La explicación de cómo usar los miembros de este objeto para obtener dicha información queda fuera del alcance de este documento ya que es muy larga y puede ser fácilmente consultada en la documentación que acompaña al .NET SDK.
* **protected virtual void Finalize()**:Contiene el código que se ejecutará siempre que vaya ha ser destruido algún objeto del tipo del que sea miembro. La implementación dada por defecto a **Finalize()** consiste en no hacer nada.

Aunque es un método virtual, en C# no se permite que el programador lo redefina explícitamente dado que hacerlo es peligroso por razones que se explicarán en el *Tema 8: Métodos* (otros lenguajes de .NET podrían permitirlo)

Aparte de los métodos ya comentados que todos los objetos heredan, la clase **System.Object** también incluye en su definición los siguientes métodos de tipo:

* **public static bool Equals(object objeto1, object objeto2)** → Versión estática del método **Equals()** ya visto. Indica si los objetos que se le pasan como parámetros son iguales, y para compararlos lo que hace es devolver el resultado de calcular **objeto1.Equals(objeto2)** comprobando antes si alguno de los objetos vale **null** (sólo se devolvería **true** sólo si el otro también lo es)

Obviamente si se da una redefinición al **Equals()** no estático, sus efectos también se verán cuando se llame al estático.

* **public static bool ReferenceEquals(object objeto1, object objeto2)** → Indica si los dos objetos que se le pasan como parámetro se almacenan en la misma posición de memoria dinámica. A través de este método, aunque se hayan redefinido Equals() y el operador de igualdad (**==**) para un cierto tipo por referencia, se podrán seguir realizando comparaciones por referencia entre objetos de ese tipo en tanto que redefinir de Equals() no afecta a este método. Por ejemplo, dada la anterior redefinición de Equals() para objetos Persona:

Persona p = new Persona(“José”, 22, “83721654-W”);

Persona q = new Persona(“Antonio”, 23, “83721654-W”);

Console.WriteLine(p.Equals(q));

Console.WriteLine(Object.Equals(p, q));

Console.WriteLine(Object.ReferenceEquals(p, q));

Console.WriteLine(p == q);

La salida que por pantalla mostrará el código anterior es:

True

True

False

False

En los primeros casos se devuelve **true** porque según la redefinición de Equals() dos personas son iguales si tienen el mismo DNI, como pasa con los objetos p y q. Sin embargo, en los últimos casos se devuelve **false** porque aunque ambos objetos tienen el mismo DNI cada uno se almacena en la memoria dinámica en una posición distinta, que es lo que comparan ReferenceEquals() y el operador **==** (éste último sólo por defecto)

***Polimorfismo***

**Concepto de polimorfismo**

El **polimorfismo** es otro de los pilares fundamentales de la programación orientada a objetos. Es la capacidad de almacenar objetos de un determinado tipo en variables de tipos antecesores del primero a costa, claro está, de sólo poderse acceder a través de dicha variable a los miembros comunes a ambos tipos. Sin embargo, las versiones de los métodos virtuales a las que se llamaría a través de esas variables no serían las definidas como miembros del tipo de dichas variables, sino las definidas en el verdadero tipo de los objetos que almacenan.

A continuación se muestra un ejemplo de cómo una variable de tipo Persona puede usarse para almacenar objetos de tipo Trabajador. En esos casos el campo Sueldo del objeto referenciado por la variable no será accesible, y la versión del método Cumpleaños() a la que se podría llamar a través de la variable de tipo Persona sería la definida en la clase Trabajador, y no la definida en Persona:

using System;

class Persona

{

public string Nombre; // Campo de cada objeto Persona que almacena su nombre

public int Edad; // Campo de cada objeto Persona que almacena su edad

public string NIF; // Campo de cada objeto Persona que almacena su NIF

public virtual void Cumpleaños() // Incrementa en uno la edad del objeto Persona

{

Console.WriteLine(“Incrementada edad de persona”);

}

public Persona (string nombre, int edad, string nif) // Constructor de Persona

{

Nombre = nombre;

Edad = edad;

NIF = nif;

}

}

class Trabajador: Persona

{

int Sueldo; // Campo de cada objeto Trabajador que almacena cuánto gana

Trabajador(string nombre, int edad, string nif, int sueldo): base(nombre, edad, nif)

{ // Inicializamos cada Trabajador en base al constructor de Persona

Sueldo = sueldo;

}

public override Cumpleaños()

{

Edad++;

Console.WriteLine("Incrementada edad de trabajador");

}

public static void Main()

{

Persona p = new Trabajador("Josan", 22, "77588260-Z", 100000);

p.Cumpleaños();

// p.Sueldo++; //ERROR: Sueldo no es miembro de Persona

}

}

El mensaje mostrado por pantalla al ejecutar este método confirma lo antes dicho respecto a que la versión de Cumpleaños() a la que se llama, ya que es:

Incrementada edad de trabajador

**Métodos genéricos**

El polimorfismo es muy útil ya que permite escribir métodos genéricos que puedan recibir parámetros que sean de un determinado tipo o de cualquiera de sus tipos hijos. Es más, en tanto que cómo se verá en el epígrafe siguiente, en C# todos los tipos derivan implícitamente del tipo **System.Object**, podemos escribir métodos que admitan parámetros de cualquier tipo sin más que definirlos como métodos que tomen parámetros de tipo **System.Object**. Por ejemplo:

public void MétodoGenérico(object o)

{

// Código del método

}

Nótese que en vez de **System.Object** se ha escrito **object**, que es el nombre abreviado incluido en C# para hacer referencia de manera compacta a un tipo tan frecuentemente usado como **System.Object**.

**Determinación de tipo. Operador is**

Dentro de una rutina polimórifica que, como la del ejemplo anterior, admita parámetros que puedan ser de cualquier tipo, muchas veces es conveniente poder consultar en el código de la misma cuál es el tipo en concreto del parámetro que se haya pasado al método en cada llamada al mismo. Para ello C# ofrece el operador **is**, cuya forma sintaxis de uso es:

<expresión> **is** <nombreTipo>

Este operador devuelve **true** en caso de que el resultado de evaluar <expresión> sea del tipo cuyo nombre es <nombreTipo> y **false** en caso contrario[[8]](#footnote-7). Gracias a ellas podemos escribir métodos genéricos que puedan determinar cuál es el tipo que tienen los parámetros que en cada llamada en concreto se les pasen. O sea, métodos como:

public void MétodoGenérico(object o)

{

if (o is int) // Si o es de tipo int (entero)...

// ...Código a ejecutar si el objeto o es de tipo int

else if (o is string) // Si no, si o es de tipo string (cadena)...

// ...Código a ejecutar si o es de tipo string

//... Ídem para otros tipos

}

El bloque **if**...**else** es una instrucción condicional que permite ejecutar un código u otro en función de si la condición indicada entre paréntesis tras el **if** es cierta (**true**) o no (**false**) Esta instrucción se explicará más detalladamente en el *Tema 16: Instrucciones*

**Acceso a la clase base**

Hay determinadas circunstancias en las que cuando redefinamos un determinado método nos interese poder acceder al código de la versión original. Por ejemplo, porque el código redefinido que vayamos a escribir haga lo mismo que el original y además algunas cosas extras. En estos casos se podría pensar que una forma de conseguir esto sería convirtiendo el objeto actual al tipo del método a redefinir y entonces llamar así a ese método, como por ejemplo en el siguiente código:

using System;

class A

{

public virtual void F()

{

Console.WriteLine(“A”);

}

}

class B:A

{

public override void F()

{

Console.WriteLine(“Antes”);

((A) this).F(); // (2)

Console.WriteLine(“Después”);

}

public static void Main()

{

B b = new B();

b.F();

}

}

Pues bien, si ejecutamos el código anterior veremos que la aplicación nunca termina de ejecutarse y está constantemente mostrando el mensaje Antes por pantalla. Esto se debe a que debido al polimorfismo se ha entrado en un bucle infinito: aunque usemos el operador de conversión para tratar el objeto como si fuese de tipo A, su verdadero tipo sigue siendo B, por lo que la versión de F() a la que se llamará en (2) es a la de B de nuevo, que volverá a llamarse así misma una y otra vez de manera indefinida.

Para solucionar esto, los diseñadores de C# han incluido una palabra reservada llamada **base** que devuelve una referencia al objeto actual semejante a **this** pero con la peculiaridad de que los accesos a ella son tratados como si el verdadero tipo fuese el de su clase base. Usando **base**, podríamos reemplazar el código de la redefinición de F() de ejemplo anterior por:

public override void F()

{

Console.WriteLine(“Antes”);

base.F();

Console.WriteLine(“Después”);

}

Si ahora ejecutamos el programa veremos que ahora sí que la versión deF() en B llama a la versión de F() en A, resultando la siguiente salida por pantalla:

Antes

A

Después

A la hora de redefinir métodos abstractos hay que tener cuidado con una cosa: desde el método redefinidor no es posible usar **base** para hacer referencia a métodos abstractos de la clase padre, aunque sí para hacer referencia a los no abstractos. Por ejemplo:

abstract class A

{  
 public abstract void F();

public void G()

{}  
 }

class B: A

{  
 public override void F()

{

base.G(); // Correcto

base.F(); // Error, base.F() es abstracto

}  
 }

**Downcasting**

Dado que una variable de un determinado tipo puede estar en realidad almacenando un objeto que sea de algún tipo hijo del tipo de la variable y en ese caso a través de la variable sólo puede accederse a aquellos miembros del verdadero tipo del objeto que sean comunes con miembros del tipo de la variable que referencia al objeto, muchas veces nos va a interesar que una vez que dentro de un método genérico hayamos determinado cuál es el verdadero tipo de un objeto (por ejemplo, con el operador **is**) podamos tratarlo como tal. En estos casos lo que hay es que hacer una conversión del tipo padre al verdadero tipo del objeto, y a esto se le llama **downcasting**

Para realizar un downcasting una primera posibilidad es indicar preceder la expresión a convertir del tipo en el que se la desea convertir indicado entre paréntesis. Es decir, siguiendo la siguiente sintaxis:

**(**<tipoDestino>**)** <expresiónAConvertir>

El resultado de este tipo de expresión es el objeto resultante de convertir el resultado de <expresiónAConvertir> a <tipoDestino>. En caso de que la conversión no se pudiese realizar se lanzaría una excepción del tipo predefinido **System.InvalidCastException**

Otra forma de realizar el downcasting es usando el operador **as**, que se usa así:

<expresiónAConvertir> **as** <tipoDestino>

La principal diferencia de este operador con el anterior es que si ahora la conversión no se pudiese realizar se devolvería **null** en lugar de lanzarse una excepción. La otra diferencia es que **as** sólo es aplicable a tipos referencia y sólo a conversiones entre tipos de una misma jerarquía (de padres a hijos o viceversa)

Los errores al realizar conversiones de este tipo en métodos genéricos se producen cuando el valor pasado a la variable genérica no es ni del tipo indicado en <tipoDestino> ni existe ninguna definición de cómo realizar la conversión a ese tipo (cómo definirla se verá en el *Tema 11: Redefinición de operadores*)

**Clases y métodos sellados**

Una **clase sellada** es una clase que no puede tener clases hijas, y para definirla basta anteponer el modificador **sealed** a la definición de una clase normal. Por ejemplo:

sealed class ClaseSellada

{  
 }

Una utilidad de definir una clase como sellada es que permite que las llamadas a sus métodos virtuales heredados se realicen tan eficientemente como si fuesen no virtuales, pues al no poder existir clases hijas que los redefinan no puede haber polimorfismo y no hay que determinar cuál es la versión correcta del método a la que se ha de llamar. Nótese que se ha dicho métodos virtuales heredados, pues lo que no se permite es definir miembros virtuales dentro de este tipo de clases, ya que al no poderse heredarse de ellas es algo sin sentido en tanto que nunca podrían redefinirse.

Ahora bien, hay que tener en cuenta que sellar reduce enormemente su capacidad de reutilización, y eso es algo que el aumento de eficiencia obtenido en las llamadas a sus métodos virtuales no suele compensar. En realidad la principal causa de la inclusión de estas clases en C# es que permiten asegurar que ciertas clases críticas nunca podrán tener clases hijas y sus variables siempre almacenarán objetos del mismo tipo. Por ejemplo, para simplificar el funcionamiento del CLR y los compiladores se ha optado por hacer que todos los tipos de datos básicos excepto **System.Object** estén sellados.

Téngase en cuenta que es absurdo definir simultáneamente una clase como **abstract** y **sealed**, pues nunca podría accederse a la misma al no poderse crear clases hijas suyas que definan sus métodos abstractos. Por esta razón, el compilador considera erróneo definir una clase con ambos modificadores a la vez.

Aparte de para sellar clases, también se puede usar **sealed** como modificador en la redefinición de un método para conseguir que la nueva versión del mismo que se defina deje de ser virtual y se le puedan aplicar las optimizaciones arriba comentadas. Un ejemplo de esto es el siguiente:

class A

{

public abstract F();

}

class B:A

{

public sealed override F() // F() deja de ser redefinible

{}

}

***Ocultación de miembros***

Hay ocasiones en las que puede resultar interesante usar la herencia únicamente como mecanismo de reutilización de código pero no necesariamente para reutilizar miembros. Es decir, puede que interese heredar de una clase sin que ello implique que su clase hija herede sus miembros tal cuales sino con ligeras modificaciones.

Esto puede muy útil al usar la herencia para definir versiones especializadas de clases de uso genérico. Por ejemplo, los objetos de la clase **System.Collections.ArrayList** incluida en la BCL pueden almacenar cualquier número de objetos **System.Object**, que al ser la clase primigenia ello significa que pueden almacenar objetos de cualquier tipo. Sin embargo, al recuperarlos de este almacén genérico se tiene el problema de que los métodos que para ello se ofrecen devuelven objetos **System.Object**, lo que implicará que muchas veces haya luego que reconvertirlos a su tipo original mediante downcasting para poder así usar sus métodos específicos. En su lugar, si sólo se va a usar un **ArrayList** para almacenar objetos de un cierto tipo puede resultar más cómodo usar un objeto de alguna clase derivada de **ArrayList** cuyo método extractor de objetos oculte al heredado de **ArrayList** y devuelva directamente objetos de ese tipo.

Para ver más claramente cómo hacer la ocultación, vamos a tomar el siguiente ejemplo donde se deriva de una clase con un método void F() pero se desea que en la clase hija el método que se tenga sea de la forma int F():

class Padre

{

public void F()

{}

}

class Hija:Padre

{

public int F()

{return 1;}

}

Como en C# no se admite que en una misma clase hayan dos métodos que sólo se diferencien en sus valores de retorno, puede pensarse que el código anterior producirá un error de compilación. Sin embargo, esto no es así sino que el compilador lo que hará será quedarse únicamente con la versión definida en la clase hija y desechar la heredada de la clase padre. A esto se le conoce como **ocultación de miembro** ya que hace desparacer en la clase hija el miembro heredado, y cuando al compilar se detecte se generará el siguiente de aviso (se supone que clases.cs almacena el código anterior):

clases.cs(9,15): warning CS0108: The keyword new is required on 'Hija.F()' because it hides inherited member 'Padre.F()'

Como generalmente cuando se hereda interesa que la clase hija comparta los mismos miembros que la clase padre (y si acaso que añada miembros extra), el compilador emite el aviso anterior para indicar que no se está haciendo lo habitual. Si queremos evitarlo hemos de preceder la definición del método ocultador de la palabra reservada **new** para así indicar explícitamente que queremos ocultar el F() heredado:

class Padre

{

public void F()

{}

}

class Hija:Padre

{

new public int F()

{return 1;}

}

En realidad la ocultación de miembros no implica los miembros ocultados tengan que ser métodos, sino que también pueden ser campos o cualquiera de los demás tipos de miembro que en temas posteriores se verán. Por ejemplo, puede que se desee que un campo X de tipo **int** esté disponible en la clase hija como si fuese de tipo **string**.

Tampoco implica que los miembros métodos ocultados tengan que diferenciarse de los métodos ocultadores en su tipo de retorno, sino que pueden tener exactamente su mismo tipo de retorno, parámetros y nombre. Hacer esto puede dar lugar a errores muy sutiles como el incluido en la siguiente variante de la clase Trabajador donde en vez de redefinirse Cumpleaños() lo que se hace es ocultarlo al olvidar incluir el **override**:

using System;

class Persona

{

public string Nombre; // Campo de cada objeto Persona que almacena su nombre

public int Edad; // Campo de cada objeto Persona que almacena su edad

public string NIF; // Campo de cada objeto Persona que almacena su NIF

public virtual void Cumpleaños() // Incrementa en uno la edad del objeto Persona

{

Console.WriteLine(“Incrementada edad de persona”);

}

public Persona (string nombre, int edad, string nif) // Constructor de Persona

{

Nombre = nombre;

Edad = edad;

NIF = nif;

}

}

class Trabajador: Persona

{

int Sueldo; // Campo de cada objeto Trabajador que almacena cuánto gana

Trabajador(string nombre, int edad, string nif, int sueldo): base(nombre, edad, nif)

{ // Inicializamos cada Trabajador en base al constructor de Persona

Sueldo = sueldo;

}

public Cumpleaños()

{

Edad++;

Console.WriteLine("Incrementada edad de trabajador");

}

public static void Main()

{

Persona p = new Trabajador("Josan", 22, "77588260-Z", 100000);

p.Cumpleaños();

// p.Sueldo++; //ERROR: Sueldo no es miembro de Persona

}

}

Al no incluirse **override** se ha perdido la capacidad de polimorfismo, y ello puede verse en que la salida que ahora mostrara por pantalla el código:

Incrementada edad de persona

Errores de este tipo son muy sutiles y podrían ser difíciles de detectar. Sin embargo, en C# es fácil hacerlo gracias a que el compilador emitirá el mensaje de aviso ya visto por haber hecho la ocultación sin **new**. Cuando el programador lo vea podrá añadir **new** para suprimirlo si realmente lo que quería hacer era ocultar, pero si esa no era su intención así sabrá que tiene que corregir el código (por ejemplo, añadiendo el **override** olvidado)

Como su propio nombre indica, cuando se redefine un método se cambia su definición original y por ello las llamadas al mismo ejecutaran dicha versión aunque se hagan a través de variables de la clase padre que almacenen objetos de la clase hija donde se redefinió. Sin embargo, cuando se oculta un método no se cambia su definición en la clase padre sino sólo en la clase hija, por lo que las llamadas al mismo realizadas a través de variables de la clase padre ejecutarán la versión de dicha clase padre y las realizadas mediante variables de la clase hija ejecutarán la versión de la clase hija.

En realidad el polimorfismo y la ocultación no son conceptos totalmente antagónicos, y aunque no es válido definir métodos que simultáneamente tengan los modificadores **override** y **new** ya que un método ocultador es como si fuese la primera versión que se hace del mismo (luego no puede redefinirse algo no definido), sí que es posible combinar **new** y **virtual** para definir métodos ocultadores redefinibles. Por ejemplo:

using System;

class A

{  
 public virtual void F() { Console.WriteLine("A.F"); }

}

class B: A

{  
 public override void F() { Console.WriteLine("B.F"); }

}

class C: B

{  
 new public virtual void F() { Console.WriteLine("C.F"); }

}

class D: C

{  
 public override void F() { Console.WriteLine("D.F"); }

}

class Ocultación

{  
 public static void Main()

{  
 A a = new D();

B b = new D();

C c = new D();

D d = new D();

a.F();  
 b.F();  
 c.F();  
 d.F();  
 }  
}

La salida por pantalla de este programa es:

B.F

B.F

D.F

D.F

Aunque el verdadero tipo de los objetos a cuyo método se llama en Main() es D, en las dos primeras llamadas se llama al F() de B. Esto se debe a que la redefinición dada en B cambia la versión de F() en A por la suya propia, pero la ocultación dada en C hace que para la redefinición que posteriormente se da en D se considere que la versión original de F() es la dada en C y ello provoca que no modifique la versiones de dicho método dadas en A y B (que, por la redefinición dada en B, en ambos casos son la versión de B)

Un truco mnemotécnico que puede ser útil para determinar a qué versión del método se llamará en casos complejos como el anterior consiste en considerar que el mecanismo de polimorfismo funciona como si buscase el verdadero tipo del objeto a cuyo método se llama descendiendo en la jerarquía de tipos desde el tipo de la variable sobre la que se aplica el método y de manera que si durante dicho recorrido se llega a alguna versión del método con **new** se para la búsqueda y se queda con la versión del mismo incluida en el tipo recorrido justo antes del que tenía el método ocultador.

Hay que tener en cuenta que el grado de ocultación que proporcione **new** depende del nivel de accesibilidad del método ocultador, de modo que si es privado sólo ocultará dentro de la clase donde esté definido. Por ejemplo, dado:

using System;

class A

{  
 public virtual void F() // F() es un método redefinible

{

Console.WriteLine(“F() de A”);

}

}

class B: A

{  
 new private void F() {} // Oculta la versión de F() de A sólo dentro de B   
}

class C: B

{  
 public override void F() // Válido, pues aquí sólo se ve el F() de A

{

base.F();

Console.WriteLine(“F() de B”);

}

public static void Main()

{

C obj = new C();

obj.F();

}

}

La salida de este programa por pantalla será:

F() de A

F() de B

Pese a todo lo comentado, hay que resaltar que la principal utilidad de poder indicar explícitamente si se desea redefinir u ocultar cada miembro es que facilita enormemente la resolución de problemas de **versionado de tipos** que puedan surgir si al derivar una nueva clase de otra y añadirle miembros adicionales, posteriormente se la desea actualizar con una nueva versión de su clase padre pero ésta contiene miembros que entran en conflictos con los añadidos previamente a la clase hija cuando aún no existían en la clase padre. En lenguajes donde implícitamente todos los miembros son virtuales, como Java, esto da lugar a problemas muy graves debidos sobre todo a:

* Que por sus nombres los nuevos miembros de la clase padre entre en conflictos con los añadidos a la clase hija cuando no existían. Por ejemplo, si la versión inicial de de la clase padre no contiene ningún método de nombre F(), a la clase hija se le añade void F() y luego en la nueva versión de la clase padre se incorporado int F(), se producirá un error por tenerse en la clase hija dos métodos F()

En Java para resolver este problema una posibilidad sería pedir al creador de la clase padre que cambiase el nombre o parámetros de su método, lo cual no es siempre posible ni conveniente en tanto que ello podría trasladar el problema a que hubiesen derivado de dicha clase antes de volverla a modificar. Otra posibilidad sería modificar el nombre o parámetros del método en la clase hija, lo que nuevamente puede llevar a incompatibilidades si también se hubiese derivado de dicha clase hija.

* Que los nuevos miembros tengan los mismos nombres y tipos de parámetros que los incluidos en las clases hijas y sea obligatorio que toda redefinición que se haga de ellos siga un cierto esquema.

Esto es muy problemático en lenguajes como Java donde toda definición de método con igual nombre y parámetros que alguno de su clase padre es considerado implícitamente redefinición de éste, ya que difícilmente en una clase hija escrita con anterioridad a la nueva versión de la clase padre se habrá seguido el esquema necesario. Por ello, para resolverlo habrá que actualizar la clase hija para que lo siga y de tal manera que los cambios que se le hagan no afecten a sus subclases, lo que ello puede ser más o menos difícil según las características del esquema a seguir.

Otra posibilidad sería sellar el método en la clase hija, pero ello recorta la capacidad de reutilización de dicha clase y sólo tiene sentido si no fue redefinido en ninguna subclase suya.

En C# todos estos problemas son de fácil solución ya que pueden resolverse con sólo ocultar los nuevos miembros en la clase hija y seguir trabajando como si no existiesen.

***Miembros de tipo***

En realidad, dentro la definición de un tipo de dato no tienen porqué incluirse sólo definiciones de miembros comunes a todos sus objetos, sino también pueden definirse miembros ligados al tipo como tal y no a los objetos del mismo. Para ello basta preceder la definición de ese miembro de la palabra reservada **static**, como muestra este ejemplo:

class A

{

int x;

static int y;

}

Los objetos de clase A sólo van a disponer del campo x, mientras que el campo y va a pertenecer a la clase A. Por esta razón se dice que los miembros con modificador **static** son **miembros de tipo** y que los no lo tienen son **miembros de objeto**.

Para acceder a un miembro de clase ya no es válida la sintaxis hasta ahora vista de <objeto>**.**<miembro>, pues al no estar estos miembros ligados a ningún objeto no podría ponerse nada en el campo <objeto>. La sintaxis a usar para acceder a estos miembros será <nombreClase>**.**<miembro>, como muestra ejemplo donde se asigna el valor 2 al miembro y de la clase A definida más arriba:

A.y = 2;

Nótese que la inclusión de miembros de clase rompe con la afirmación indicada al principio del tema en la que se decía que C# es un lenguaje orientado a objetos puro en el que todo con lo que se trabaja son objetos, ya que a los miembros de tipo no se les accede a través de objetos sino nombres de tipos.

Es importante matizar que si definimos una función como **static**, entonces el código de la misma sólo podrá acceder implícitamente (sin sintaxis <objeto>.<miembro>) a otros miembros **static** del tipo de dato al que pertenezca. O sea, no se podrá acceder a ni a los miembros de objeto del tipo en que esté definido ni se podrá usar **this** ya que el método no está asociado a ningún objeto. O sea, este código sería inválido:

int x;

static void Incrementa()

{

x++; //ERROR: x es miembro de objeto e Incrementa() lo es de clase.  
 }

También hay que señalar que los métodos estáticos no entran dentro del mecanismo de redefiniciones descrito en este mismo tema. Dicho mecanismo sólo es aplicable a métodos de objetos, que son de quienes puede declararse variables y por tanto puede actuar el polimorfismo. Por ello, incluir los modificadores **virtual**, **override** o **abstract** al definir un método **static** es considerado erróneo por el compilador. Eso no significa que los miembros **static** no se hereden, sino tan sólo que no tiene sentido redefinirlos.

***Encapsulación***

Ya hemos visto que la herencia y el polimorfismo eran dos de los pilares fundamentales en los que es apoya la programación orientada a objetos. Pues bien, el tercero y último es la **encapsulación**, que es un mecanismo que permite a los diseñadores de tipos de datos determinar qué miembros de los tipos creen pueden ser utilizados por otros programadores y cuáles no. Las principales ventajas que ello aporta son:

* Se facilita a los programadores que vaya a usar el tipo de dato (programadores clientes) el aprendizaje de cómo trabajar con él, pues se le pueden ocultar todos los detalles relativos a su implementación interna y sólo dejarle visibles aquellos que puedan usar con seguridad. Además, así se les evita que cometan errores por manipular inadecuadamente miembros que no deberían tocar.
* Se facilita al creador del tipo la posterior modificación del mismo, pues si los programadores clientes no pueden acceder a los miembros no visibles, sus aplicaciones no se verán afectadas si éstos cambian o se eliminan. Gracias a esto es posible crear inicialmente tipos de datos con un diseño sencillo aunque poco eficiente, y si posteriormente es necesario modificarlos para aumentar su eficiencia, ello puede hacerse sin afectar al código escrito en base a la no mejorada de tipo.

La encapsulación se consigue añadiendo **modificadores de acceso** en las definiciones de miembros y tipos de datos. Estos modificadores son partículas que se les colocan delante para indicar desde qué códigos puede accederse a ellos, entendiéndose por acceder el hecho de usar su nombre para cualquier cosa que no sea definirlo, como llamarlo si es una función, leer o escribir su valor si es un campo, crear objetos o heredar de él si es una clase, etc.

Por defecto se considera que los miembros de un tipo de dato sólo son accesibles desde código situado dentro de la definición del mismo, aunque esto puede cambiarse precediéndolos de uno los siguientes modificadores (aunque algunos de ellos ya se han explicado a lo largo del tema, aquí se recogen todos de manera detallada) al definirlos:

**public:** Puede ser accedido desde cualquier código.

**protected:** Desde una clase sólo puede accederse a miembros **protected** de objetos de esa misma clase o de subclases suyas. Así, en el siguiente código las instrucciones comentadas con // Error no son válidas por lo escrito junto a ellas:

public class A

{

protected int x;

static void F(A a, B b, C c)

{

a.x = 1; // Ok

b.x = 1; // Ok

c.x = 1; // OK

}

}

public class B: A

{

static void F(A a, B b, C c)

{

//a.x = 1; // Error, ha de accederse a traves de objetos tipo B o C

b.x = 1; // Ok

c.x = 1; // Ok

}

}

public class C: B

{

static void F(A a, B b, C c)

{

//a.x = 1; // Error, ha de accederse a traves de objetos tipo C

//b.x = 1; // Error, ha de accederse a traves de objetos tipo C

c.x = 1; // Ok

}

}

Obviamente siempre que se herede de una clase se tendrá total acceso en la clase hija –e implícitamente sin necesidad de usar la sintaxis <objeto>**.**<miembro>- a los miembros que ésta herede de su clase padre, como muestra el siguiente ejemplo:

using System;

class A

{

protected int x=5;

}

class B:A

{

B()

{

Console.WriteLine(“Heredado x={0} de clase A”, x);

}

public static void Main()

{

new B();

}

}

Como es de esperar, la salida por pantalla del programa de ejemplo será:

Heredado x=5 de clase A

A lo que no se podrá acceder desde una clase hija es a los miembros protegidos de otros objetos de su clase padre, sino sólo a los heredados. Es decir:

using System;

class A

{

protected int x=5;

}

class B:A

{

B(A objeto)

{

Console.WriteLine(“Heredado x={0} de clase A”, x);

Console.WriteLine(objeto.x); // Error, no es el x heredado

}

public static void Main()

{

new B(new A());

}

}

**private:** Sólo puede ser accedido desde el código de la clase a la que pertenece. Es lo considerado por defecto.

**internal:** Sólo puede ser accedido desde código perteneciente al ensamblado en que se ha definido.

**protected internal:** Sólo puede ser accedido desde código perteneciente al ensamblado en que se ha definido o desde clases que deriven de la clase donde se ha definido.

Si se duda sobre el modificador de visibilidad a poner a un miembro, es mejor ponerle inicialmente el que proporcione menos permisos de accesos, ya que si luego detecta que necesita darle más permisos siempre podrá cambiárselo por otro menos restringido. Sin embargo, si se le da uno más permisivo de lo necesario y luego se necesita cambiar por otro menos permisivo, los códigos que escrito en base a la versión más permisiva que dependiesen de dicho miembro podrían dejar de funcionar por quedarse sin acceso a él.

Es importante recordar que toda redefinición de un método virtual o abstracto ha de realizarse manteniendo los mismos modificadores que tuviese el método original. Es decir, no podemos redefinir un método protegido cambiando su accesibilidad por pública, pues si el creador de la clase base lo definió así por algo sería.

Respecto a los tipos de datos, por defecto se considera que son accesibles sólo desde el mismo ensamblado en que ha sido definidos, aunque también es posible modificar esta consideración anteponiendo uno de los siguientes modificadores a su definición:

**public:** Es posible acceder a la clase desde cualquier ensamblado.

**internal:** Sólo es posible acceder a la clase desde el ensamblado donde se declaró. Es lo considerado por defecto.

También pueden definirse tipos dentro de otros (**tipos internos**) En ese caso serán considerados miembros del tipo contenedor dentro de la que se hayan definido, por lo que les serán aplicables todos los modificadores válidos para miembros y por defecto se considerará que, como con cualquier miembro, son privados. Para acceder a estos tipos desde código externo a su tipo contenedor (ya sea para heredar de ellos, crear objetos suyos o acceder a sus miembros estáticos), además de necesitarse los permisos de acceso necesarios según el modificador de accesibilidad al definirlos, hay que usar la notación <nombreTipoContendor>**.**<nombreTipoInterno>, como muestra en este ejemplo:

class A // No lleva modificador, luego se considera que es internal

{

public class AInterna {} // Si ahora no se pusiese public se consideraría private

}

class B:A.AInterna // B deriva de la clase interna AInterna definida dentro de A. Es

{} // válido porque A.AInterna es pública

Nótese que dado que los tipos externos están definidos dentro de su tipo externo, desde ellos es posible acceder a los miembros estáticos privados de éste. Sin embargo, hay que señalar que **no pueden acceder a los miembros no estáticos de su tipo contenedor**.

**TEMA 6: Espacios de nombres**

***Concepto de espacio de nombres***

Del mismo modo que los ficheros se organizan en directorios, los tipos de datos se organizan en **espacio de nombres**.

Por un lado, esto permite tenerlos más organizados y facilita su localización. De hecho, así es como se halla organizada la BCL, de modo que todas las clases más comúnmente usadas en cualquier aplicación se hallan en el espacio de nombres llamado **System**, las de acceso a bases de datos en **System.Data**, las de realización de operaciones de entrada/salida en **System.IO**, etc.

Por otro lado, los espacios de nombres también permiten poder usar en un mismo programa varias clases con igual nombre si pertenecen a espacios diferentes. La idea es que cada fabricante defina sus tipos dentro de un espacio de nombres propio para que así no haya conflictos si varios fabricantes definen clases con el mismo nombre y se quieren usar a la vez en un mismo programa. Obviamente para que esto funcione no han de coincidir los nombres los espacios de cada fabricante, y una forma de conseguirlo es dándoles el nombre de la empresa fabricante, o su nombre de dominio en Internet, etc.

***Definición de espacios de nombres***

Para definir un espacio de nombres se utiliza la siguiente sintaxis:

**namespace** <nombreEspacio>

**{**

<tipos>

**}**

Los <tipos> así definidos pasarán a considerase miembros del espacio de nombres llamado <nombreEspacio>. Como veremos más adelante, aparte de clases estos tipos pueden ser también interfaces, estructuras, tipos enumerados y delegados. A continuación se muestra un ejemplo en el que definimos una clase de nombre ClaseEjemplo perteneciente a un espacio de nombres llamado EspacioEjemplo:

namespace EspacioEjemplo

{

class ClaseEjemplo

{}

}

El verdadero nombre de una clase, al que se denomina **nombre completamente calificado**, es el nombre que le demos al declararla prefijado por la concatenación de todos los espacios de nombres a los que pertenece ordenados del más externo al más interno y seguido cada uno de ellos por un punto (carácter **.**) Por ejemplo, el verdadero nombre de la clase ClaseEjemplo antes definida es EspacioEjemplo.ClaseEjemplo. Si no definimos una clase dentro de una definición de espacio de nombres -como se ha hecho en los ejemplos de temas previos- se considera que ésta pertenece al llamado **espacio de nombres global** y su nombre completamente calificado coincidirá con el identificador que tras la palabra reservada **class** le demos en su definición (**nombre simple**)

Aparte de definiciones de tipo, también es posible incluir como miembros de un espacio de nombres a otros espacios de nombres. Es decir, como se muestra el siguiente ejemplo es posible anidar espacios de nombres:

namespace EspacioEjemplo

{

namespace EspacioEjemplo2

{

class ClaseEjemplo

{}

}

}

Ahora ClaseEjemplo tendrá EspacioEjemplo.EspacioEjemplo2.ClaseEjemplo como nombre completamente calificado. En realidad es posible compactar las definiciones de espacios de nombres anidados usando esta sintaxis de calificación completa para dar el nombre del espacio de nombres a definir. Es decir, el último ejemplo es equivalente a:

namespace EspacioEjemplo.EspacioEjemplo2

{

class ClaseEjemplo

{}

}

En ambos casos lo que se ha definido es una clase ClaseEjemplo perteneciente al espacio de nombres EspacioEjemplo2 que, a su vez, pertenece al espacio EspacioEjemplo.

***Importación de espacios de nombres***

**Sentencia using**

En principio, si desde código perteneciente a una clase definida en un cierto espacio de nombres se desea hacer referencia a tipos definidos en otros espacios de nombres, se ha de referir a los mismos usando su nombre completamente calificado. Por ejemplo:

namespace EspacioEjemplo.EspacioEjemplo2

{

class ClaseEjemplo

{}

}

class Principal // Pertenece al espacio de nombres global

{

public static void Main ()

{

EspacioEjemplo.EspacioEjemplo2.ClaseEjemplo c = new EspacioEjemplo.EspacioEjemplo2.ClaseEjemplo();

}

}

Como puede resultar muy pesado tener que escribir nombres tan largos cada vez que se referencie a tipos así definidos, C# incluye un mecanismo de importación de espacios de nombres que simplifica la tarea y se basa en una sentencia que usa la siguiente sintaxis:

**using** <espacioNombres>**;**

Estas sentencias siempre han de aparecer en la definición de espacio de nombres antes que cualquier definición de miembros de la misma. Permiten indicar cuáles serán los espacios de nombres que se usarán implícitamente dentro de ese espacio de nombres. A los miembros de los espacios de nombres así importados se les podrá referenciar sin usar calificación completa. Así, aplicando esto al ejemplo anterior quedaría:

using EspacioEjemplo.EspacioEjemplo2;

namespace EspacioEjemplo.EspacioEjemplo2

{

class ClaseEjemplo

{}

}

// (1)

class Principal // Pertenece al espacio de nombres global

{

public static void ()

{

// EspacioEjemplo.EspacioEjemplo2. está implícito

ClaseEjemplo c = new ClaseEjemplo();

}

}

Nótese que la sentencia **using** no podría haberse incluido en la zona marcada en el código como (1) porque entonces se violaría la regla de que todo **using** ha aparecer en un espacio de nombres antes que cualquier definición de miembro (la definición del espacio de nombres EspacioEjemplo.EspacioEjemplo2 es un miembro del espacio de nombres global) Sin embargo, el siguiente código sí que sería válido:

namespace EspacioEjemplo.EspacioEjemplo2

{

class ClaseEjemplo

{}

}

namespace Principal

{

using EspacioEjemplo.EspacioEjemplo2;

class Principal // Pertenece al espacio de nombres global

{

public static void Main()

{

ClaseEjemplo c = new ClaseEjemplo();

}

}

}

En este caso el **using** aparece antes que cualquier otra definición de tipos dentro del espacio de nombres en que se incluye (Principal) Sin embargo, ahora la importación hecha con el **using** sólo será válida dentro de código incluido en ese mismo espacio de nombres, mientras que en el caso anterior era válida en todo el fichero al estar incluida en el espacio de nombres global.

Debe tenerse en cuenta que si una sentencia **using** importa miembros de igual nombre que miembros definidos en el espacio de nombres en que se incluye, no se produce error alguno pero se dará preferencia a los miembros no importados. Un ejemplo:

namespace N1.N2

{  
 class A {}

class B {}

}

namespace N3

{  
 using N1.N2;

class A {}

class C: A {}

}

Aquí C deriva de N3.A en vez de N1.N2.A. Si queremos lo contrario tendremos que referenciar a N1.N2.A por su nombre completo al definir C o, como se explica a continuación, usar un **alias**.

**Especificación de alias**

Aún en el caso de que usemos espacios de nombres distintos para diferenciar clases con igual nombre pero procedentes de distintos fabricantes, podrían darse conflictos si usamos sentencias **using** para importar los espacios de nombres de dichos fabricantes ya que entonces al hacerse referencia a una de las clases comunes con tan solo su nombre simple el compilador no podrá determinar a cual de ellas en concreto nos referimos.

Por ejemplo, si tenemos una clase de nombre completamente calificado A.Clase, otra de nombre B.Clase, y hacemos:

using A;

using B;

class EjemploConflicto: Clase {}

¿Cómo sabrá el compilador si lo que queremos es derivar de A.Clase o de B.Clase? Pues en realidad no podrá determinarlo y producirá un error informando de que existe una referencia ambigua a Clase en el código.

Para resolver ambigüedades de este tipo podría hacerse referencia a los tipos en conflicto usando siempre sus nombres completamente calificados, pero ello puede llegar a ser muy fatigoso sobre todo si sus nombres son muy largos. Para solucionarlo sin escribir tanto, C# permite definir **alias** para cualquier tipo de dato, que son sinónimos que se les definen utilizando la siguiente sintaxis:

**using** <alias> **=** <nombreCompletoTipo>**;**

Como cualquier otro **using**, las definiciones de alias sólo pueden incluirse al principio de las definiciones de espacios de nombres y sólo tienen validez dentro de las mismas.

Definiendo alias distintos para los tipos en conflictos se resuelven los problemas de ambigüedades. Por ejemplo, el problema del ejemplo anterior podría resolverse así:

using A;

using B;

using ClaseA = A.Clase;

class EjemploConflicto: ClaseA {} // Heredamos de A.Clase

Los alias no tienen porqué ser sólo referentes a tipos, sino que también es posible escribir alias de espacios de nombres. Por ejemplo:

namespace N1.N2

{

class A {}

}

namespace N3

{

using R1 = N1;

using R2 = N1.N2;

class B

{

N1.N2.A a;  // Campo de nombre completamente calificado N1.N2.A

R1.N2.A b;  // Campo de nombre completamente calificado N1.N2.A

R2.A c;      // Campo de nombre completamente calificado N1.N2.A

}

}

Al definir alias hay que tener cuidado con no definir en un mismo espacio de nombres varios con igual nombre o cuyos nombres coincidan con los de miembros de dicho espacio de nombres. También hay que tener en cuenta que no se pueden definir unos alias en función de otro, por lo que códigos como el siguiente son incorrectos:

namespace N1.N2 {}

namespace N3

{

using R1 = N1;

using R2 = N1.N2;

using R3 = R1.N2; // ERROR: No se puede definir R3 en función de R1

}

***Espacio de nombres distribuidos***

Si hacemos varias definiciones de un espacio de nombres en un mismo o diferentes ficheros y se compilan todas juntas, el compilador las fusionará en una sola definición cuyos miembros serán la concatenación de los de definición realizada. Por ejemplo:

namespace A // (1)

{

class B1 {}

}

namespace A // (2)

{

class B2 {}

}

Una definición como la anterior es tratada por el compilador exactamente igual que:

namespace A

{

class B1 {}

class B2 {}

}

Y lo mismo ocurriría si las definiciones marcadas como (1) y (2) se hubiesen hecho en ficheros separados que se compilasen conjuntamente.

Hay que tener en cuenta que las sentencias **using**, ya sean de importación de espacios de nombres o de definición de alias, no son consideradas miembros de los espacios de nombres y por tanto no participan en sus fusiones. Así, el siguiente código es inválido:

namespace A

{

class ClaseA {}

}

namespace B

{

using A;

}

namespace B

{

// using A;

class Principal: ClaseA {}

}

Este código no es correcto porque aunque se importa el espacio de nombres A al principio de una definición del espacio de nombres donde se ha definido Principal, no se importa en la misma definición donde se deriva Principal de A.ClaseA. Para que el código compilase habría que descomentar la línea comentada.

**TEMA 7: Variables y tipos de datos**

***Definición de variables***

Una **variable** puede verse simplemente como un hueco en el que se puede almacenar un objeto de un determinado tipo al que se le da un cierto nombre. Para poderla utilizar sólo hay que definirla indicando cual será su nombre y cual será el tipo de datos que podrá almacenar, lo que se hace siguiendo la siguiente sintaxis:

<tipoVariable> <nombreVariable>**;**

Una variable puede ser definida dentro de una definición de clase, en cuyo caso se correspondería con el tipo de miembro que hasta ahora hemos denominado **campo**. También puede definirse como un **variable local** a un método, que es una variable definida dentro del código del método a la que sólo puede accederse desde dentro de dicho código. Otra posibilidad es definirla como **parámetro** de un método, que son variables que almacenan los valores de llamada al método y que, al igual que las variables locales, sólo puede ser accedidas desde código ubicado dentro del método. El siguiente ejemplo muestra como definir variables de todos estos casos:

class A

{  
 int x, z;

int y;

void F(string a, string b)

{

Persona p;

}  
 }

En este ejemplo las variables x, z e y son campos de tipo **int**, mientras que **p** es una variable local de tipo Persona y a y b son parámetros de tipo **string**. Como se muestra en el ejemplo, si un método toma varios parámetros las definiciones de éstos se separan mediante comas (carácter **,**), y si queremos definir varios campos o variables locales (no válido para parámetros) de un mismo tipo podemos incluirlos en una misma definición incluyendo en <nombreVariable> sus nombres separados por comas.

Con la sintaxis de definición de variables anteriormente dada simplemente definimos variables pero no almacenamos ningún objeto inicial en ellas. El compilador dará un valor por defecto a los campos para los que no se indique explícitamente ningún valor según se explica en el siguiente apartado. Sin embargo, a la variables locales no les da ningún valor inicial, pero detecta cualquier intento de leerlas antes de darles valor y produce errores de compilación en esos casos.

Ya hemos visto que para crear objetos se utiliza el operador **new**. Por tanto, una forma de asignar un valor a la variable p del ejemplo anterior sería así:

Persona p;

p = new Persona(“José”, 22, “76543876-A “);

Sin embargo, C# también proporciona una sintaxis más sencilla con la que podremos asignar un objeto a una variable en el mismo momento se define. Para ello se la ha de definir usando esta otra notación:

<tipoVariable> <nombreVariable> **=** <valorInicial>**;**

Así por ejemplo, la anterior asignación de valor a la variable p podría rescribirse de esta otra forma más compacta:

Persona p = new Persona(“José”, 22, “76543876-A“);

La especificación de un valor inicial también combinarse con la definición de múltiples variables separadas por comas en una misma línea. Por ejemplo, las siguientes definiciones son válidas:

Persona p1 = new Persona(“José”, 22, ”76543876-A“), p2 = new Persona(“Juan”, 21, ”87654212-S”);

Y son tratadas por el compilador de forma completamente equivalentes a haberlas declarado como:

Persona p1 = new Persona(“José”, 22, “76543876-A“);

Persona p2 = new Persona(“Juan”, 21, ”87654212-S”);

***Tipos de datos básicos***

Los **tipos de datos básicos** son ciertos tipos de datos tan comúnmente utilizados en la escritura de aplicaciones que en C# se ha incluido una sintaxis especial para tratarlos. Por ejemplo, para representar números enteros de 32 bits con signo se utiliza el tipo de dato **System.Int32** definido en la BCL, aunque a la hora de crear un objeto a de este tipo que represente el valor 2 se usa la siguiente sintaxis:

System.Int32 a = 2;

Como se ve, no se utiliza el operador **new** para crear objeto **System.Int32**, sino que directamente se indica el literal que representa el valor a crear, con lo que la sintaxis necesaria para crear entero de este tipo se reduce considerablemente. Es más, dado lo frecuente que es el uso de este tipo también se ha predefinido en C# el alias **int** para el mismo, por lo que la definición de variable anterior queda así de compacta:

int a = 2;

**System.Int32** no es el único tipo de dato básico incluido en C#. En el espacio de nombres **System** se han incluido todos estos:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Tipo** | **Descripción** | **Bits** | **Rango de valores** | **Alias** |
| SByte | *Bytes* con signo | 8 | [-128, 127] | sbyte |
| Byte | *Bytes* sin signo | 8 | [0, 255] | byte |
| Int16 | Enteros cortos con signo | 16 | [-32.768, 32.767] | short |
| UInt16 | Enteros cortos sin signo | 16 | [0, 65.535] | ushort |
| Int32 | Enteros normales | 32 | [-2.147.483.648, 2.147.483.647] | int |
| UInt32 | Enteros normales sin signo | 32 | [0, 4.294.967.295] | uint |
| Int64 | Enteros largos | 64 | [-9.223.372.036.854.775.808,  9.223.372.036.854.775.807] | long |
| UInt64 | Enteros largos sin signo | 64 | [0-18.446.744.073.709.551.615] | ulong |
| Single | Reales con 7 dígitos de precisión | 32 | [1,5×10-45 - 3,4×1038] | float |
| Double | Reales de 15-16 dígitos de precisión | 64 | [5,0×10-324 - 1,7×10308] | double |
| Decimal | Reales de 28-29 dígitos de precisión | 128 | [1,0×10-28 - 7,9×1028] | decimal |
| Boolean | Valores lógicos | 32 | **true**, **false** | bool |
| Char | Caracteres Unicode | 16 | [‘\u0000’, ‘\uFFFF’] | char |
| String | Cadenas de caracteres | Variable | El permitido por la memoria | string |
| Object | Cualquier objeto | Variable | Cualquier objeto | object |

**Tabla 5:** Tipos de datos básicos

Pese a su sintaxis especial, en C# los tipos básicos son tipos del mismo nivel que cualquier otro tipo del lenguaje. Es decir, heredan de **System.Object** y pueden ser tratados como objetos de dicha clase por cualquier método que espere un **System.Object**, lo que es muy útil para el diseño de rutinas genéricas que admitan parámetros de cualquier tipo y es una ventaja importante de C# frente a lenguajes similares como Java donde los tipos básicos no son considerados objetos.

El valor que por defecto se da a los campos de tipos básicos consiste en poner a cero todo el área de memoria que ocupen. Esto se traduce en que los campos de tipos básicos numéricos se inicializan por defecto con el valor 0, los de tipo **bool** lo hacen con **false**, los de tipo **char** con ‘\u0000’, y los de tipo **string** y **object** con **null**.

Ahora que sabemos cuáles son los tipos básicos, es el momento de comentar cuáles son los sufijos que admiten los literales numéricos para indicar al compilador cuál es el tipo que se ha de considerar que tiene. Por ejemplo, si tenemos en una clase los métodos:

public static void F(int x)

{...}

public static void F(long x)

{...}

Ante una llamada como F(100), ¿a cuál de los métodos se llamara? Pues bien, en principio se considera que el tipo de un literal entero es el correspondiente al primero de estos tipos básicos que permitan almacenarlo: **int**, **uint**, **long**, **ulong**, por lo que en el caso anterior se llamaría al primer F() Para llamar al otro podría añadirse el sufijo **L** al literal y hacer la llamada con F(100L) En la **Tabla 6** se resumen los posibles sufijos válidos:

|  |  |
| --- | --- |
| **Sufijo** | **Tipo del literal entero** |
| ninguno | Primero de: **int, uint, long**, **ulong** |
| **L** ó **l**[[9]](#footnote-8) | Primero de: **long, ulong** |
| **U** ó **u** | Primero de: **int, uint** |
| **UL, Ul, uL, ul, LU, Lu, lU** ó **lu** | **ulong** |

**Tabla 6:** Sufijos de literales enteros

Por su parte, en la **Tabla 7** se indican los sufijos que admiten los literales reales:

|  |  |
| --- | --- |
| **Sufijo** | **Tipo del literal real** |
| **F** ó **f** | **float** |
| ninguno, **D** ó **d** | **double** |
| **M** ó **m** | **decimal** |

**Tabla 7:** Sufijos de literales reales

***Tablas***

**Tablas unidimensionales**

Una **tabla unidimensional** o **vector** es un tipo especial de variable que es capaz de almacenar en su interior y de manera ordenada uno o varios datos de un determinado tipo. Para declarar tablas se usa la siguiente sintaxis:

<tipoDatos>**[]** <nombreTabla>**;**

Por ejemplo, una tabla que pueda almacenar objetos de tipo **int** se declara así:

int[] tabla;

Con esto la tabla creada no almacenaría ningún objeto, sino que valdría **null**. Si se desea que verdaderamente almacene objetos hay que indicar cuál es el número de objetos que podrá almacenar, lo que puede hacerse usando la siguiente sintaxis al declararla:

<tipoDatos>[] <nombreTabla> = new <tipoDatos>[<númeroDatos>];

Por ejemplo, una tabla que pueda almacenar 100 objetos de tipo **int** se declara así:

int[] tabla = new int[100];

Aunque también sería posible definir el tamaño de la tabla de forma separada a su declaración de este modo:

int[] tabla;

tabla = new int[100];

Con esta última sintaxis es posible cambiar dinámicamente el número de elementos de una variable tabla sin más que irle asignando nuevas tablas. Ello no significa que una tabla se pueda redimensionar conservando los elementos que tuviese antes del cambio de tamaño, sino que ocurre todo lo contrario: cuando a una variable tabla se le asigna una tabla de otro tamaño, sus elementos antiguos son sobreescritos por los nuevos.

Si se crea una tabla con la sintaxis hasta ahora explicada todos sus elementos tendrían el valor por defecto de su tipo de dato. Si queremos darles otros valores al declarar la tabla, hemos de indicarlos entre llaves usando esta sintaxis:

<tipoDatos>**[]** <nombreTabla> = **new** <tipoDatos>**[] {**<valores>**};**

Han de especificarse tantos <valores> como número de elementos se desee que tenga la tabla, y si son más de uno se han de separar entre sí mediante comas (**,**) Nótese que ahora no es necesario indicar el número de elementos de la tabla (aunque puede hacerse si se desea), pues el compilador puede deducirlo del número de valores especificados. Por ejemplo, para declarar una tabla de cuatro elementos de tipo **int** con valores 5,1,4,0 se podría hacer lo siguiente:

int[] tabla = new int[] {5,1,4,0};

Incluso se puede compactar aún más la sintaxis declarando la tabla así:

int[] tabla = {5,1,4,0};

También podemos crear tablas cuyo tamaño se pueda establecer dinámicamente a partir del valor de cualquier expresión que produzca un valor de tipo entero. Por ejemplo, para crear una tabla cuyo tamaño sea el valor indicado por una variable de tipo **int** (luego su valor será de tipo entero) se haría:

int i = 5;

...

int[] tablaDinámica = new int[i];

A la hora de acceder a los elementos almacenados en una tabla basta indicar entre corchetes, y a continuación de la referencia a la misma, la posición que ocupe en la tabla el elemento al que acceder. Cuando se haga hay que tener en cuenta que en C# las tablas se indexan desde 0, lo que significa que el primer elemento de la tabla ocupará su posición 0, el segundo ocupará la posición 1, y así sucesivamente para el resto de elementos. Por ejemplo, aunque es más ineficiente, la tabla declarada en el último fragmento de código de ejemplo también podría haberse definido así:

int[] tabla = new int[4];

tabla[0] = 5;

tabla[1]++; // Por defecto se inicializó a 0, luego ahora el valor de tabla[1] pasa a ser 1

tabla[2] = tabla[0] – tabla[1]; // tabla[2] pasa a valer 4, pues 5-4 = 1

// El contenido de la tabla será {5,1,4,0}, pues tabla[3] se inicializó por defecto a 0.

Hay que tener cuidado a la hora de acceder a los elementos de una tabla ya que si se especifica una posición superior al número de elementos que pueda almacenar la tabla se producirá una excepción de tipo **System.OutOfBoundsException**. En el *Tema 16: Instrucciones* se explica qué son las excepciones, pero por ahora basta considerar que son objetos que informan de situaciones excepcionales (generalmente errores) producidas durante la ejecución de una aplicación. Para evitar este tipo de excepciones puede consultar el valor del campo[[10]](#footnote-9) de sólo lectura **Length** que está asociado a toda tabla y contiene el número de elementos de la misma. Por ejemplo, para asignar un 7 al último elemento de la tabla anterior se haría:

tabla[tabla.Length – 1] = 7; // Se resta 1 porque tabla.Length devuelve 4 pero el último // elemento de la tabla es tabla[3]

**Tablas dentadas**

Una **tabla dentada** no es más que una tabla cuyos elementos son a su vez tablas, pudiéndose así anidar cualquier número de tablas. Para declarar tablas de este tipo se usa una sintaxis muy similar a la explicada para las tablas unidimensionales, sólo que ahora se indican tantos corchetes como nivel de anidación se desee. Por ejemplo, para crear una tabla de tablas de elementos de tipo **int** formada por dos elementos, uno de los cuales fuese una tabla de elementos de tipo **int** formada por los elementos de valores 1,2 y el otro fuese una tabla de elementos de tipo **int** y valores 3,4,5, se puede hacer:

int[][] tablaDentada = new int[2][] {new int[] {1,2}, new int[] {3,4,5}};

Como se indica explícitamente cuáles son los elementos de la tabla declarada no hace falta indicar el tamaño de la tabla, por lo que la declaración anterior es equivalente a:

int[][] tablaDentada = new int[][] {new int[] {1,2}, new int[] {3,4,5}};

Es más, igual que como se vió con las tablas unidimensionales también es válido hacer:

int[][] tablaDentada = {new int[] {1,2}, new int[] {3,4,5}};

Si no quisiésemos indicar cuáles son los elementos de las tablas componentes, entonces tendríamos que indicar al menos cuál es el número de elementos que podrán almacenar (se inicializarán con valores por defecto) quedando:

int[][] tablaDentada = {new int[2], new int[3]};

Si no queremos crear las tablas componentes en el momento de crear la tabla dentada, entonces tendremos que indicar por lo menos cuál es el número de tablas componentes posibles (cada una valdría **null**), con lo que quedaría:

int[][] tablaDentada = new int[2][];

Es importante señalar que no es posible especificar todas las dimensiones de una tabla dentada en su definición si no se indica explícitamente el valor inicial de éstas entre llaves. Es decir, esta declaración es incorrecta:

int[][] tablaDentada = new int[2][5];

Esto se debe a que el tamaño de cada tabla componente puede ser distinto y con la sintaxis anterior no se puede decir cuál es el tamaño de cada una. Una opción hubiese sido considerar que es 5 para todas como se hace en Java, pero ello no se ha implementado en C# y habría que declarar la tabla de, por ejemplo, esta manera:

int[][] tablaDentada = {new int[5], new int[5]);

Finalmente, si sólo queremos declarar una variable tabla dentada pero no queremos indicar su número de elementos, (luego la variable valdría **null**), entonces basta poner:

int[][] tablaDentada;

Hay que precisar que aunque en los ejemplos hasta ahora presentes se han escrito ejemplos basados en tablas dentadas de sólo dos niveles de anidación, también es posible crear tablas dentadas de cualquier número de niveles de anidación. Por ejemplo, para una tabla de tablas de tablas de enteros de 2 elementos en la que el primero fuese una tabla dentada formada por dos tablas de 5 enteros y el segundo elemento fuese una tabla dentada formada por una tabla de 4 enteros y otra de 3 se podría definir así:

int[][][] tablaDentada = new int[][][] { new int[][] {new int[5], new int[5]},

new int[][] {new int[4], new int[3]}};

A la hora de acceder a los elementos de una tabla dentada lo único que hay que hacer es indicar entre corchetes cuál es el elemento exacto de las tablas componentes al que se desea acceder, indicándose un elemento de cada nivel de anidación entre unos corchetes diferentes pero colocándose todas las parejas de corchetes juntas y ordenadas de la tabla más externa a la más interna. Por ejemplo, para asignar el valor 10 al elemento cuarto de la tabla que es elemento primero de la tabla que es elemento segundo de la tabla dentada declarada en último lugar se haría:

tablaDentada[1][0][3] = 10;

**Tablas multidimensionales**

Una **tabla multidimensional** o **matriz** es aquella cuyos elementos se encuentran organizados en una estructura de varias dimensiones. Para definirlas se utiliza una sintaxis similar a la usada para declarar tablas unidimensionales pero separando las diferentes dimensiones mediante comas (**,**) Por ejemplo, una tabla multidimensional de elementos de tipo **int** que conste de 12 elementos puede tener sus elementos distribuidos en dos dimensiones formando una estructura 3x4 similar a una matriz de la forma:

1 2 3 4

5 6 7 8

9 10 11 12

Esta tabla se podría declarar así:

int[,] tablaMultidimensional = new int[3,4] {{1,2,3,4}, {5,6,7,8}, {9,10,11,12}};

En realidad no es necesario indicar el número de elementos de cada dimensión de la tabla ya que pueden deducirse de los valores explícitamente indicados entre llaves, por lo que la definición anterior es similar a esta:

int[,] tablaMultidimensional = new int[,] {{1,2,3,4}, {5,6,7,8}, {9,10,11,12}};

Incluso puede reducirse aún más la sintaxis necesaria quedando tan sólo:

int[,] tablaMultidimensional = {{1,2,3,4}, {5,6,7,8}, {9,10,11,12}};

Si no queremos indicar explícitamente los elementos de la tabla al declararla, podemos obviarlos pero aún así indicar el tamaño de cada dimensión de la tabla (a los elementos se les daría el valor por defecto de su tipo de dato) así:

int[,] tablaMultidimensional = new int[3,4];

También podemos no especificar ni siquiera el número de elementos de la tabla de esta forma (tablaMultidimensional contendría ahora **null**):

int[,] tablaMultidimensional;

Aunque los ejemplos de tablas multidimensionales hasta ahora mostrados son de tablas de dos dimensiones, en general también es posible crear tablas de cualquier número de dimensiones. Por ejemplo, una tabla que almacene 24 elementos de tipo **int** y valor 0 en una estructura tridimensional 3x4x2 se declararía así:

int[,,] tablaMultidimensional = new int[3,4,2];

El acceso a los elementos de una tabla multidimensional es muy sencillo: sólo hay que indicar los índices de la posición que ocupe en la estructura multidimensional el elemento al que se desee acceder. Por ejemplo, para incrementar en una unidad el elemento que ocupe la posición (1,3,2) de la tabla anterior se haría (se indiza desde 0):

tablaMultidimensional[0,2,1]++;

Nótese que tanto las tablas dentadas como las tablas multidimensionales pueden ser utilizadas tanto para representar estructuras matriciales como para, en general, representar cualquier estructura de varias dimensiones. La diferencia entre ambas son:

* Como las tablas dentadas son tablas de tablas, cada uno de sus elementos puede ser una tabla de un tamaño diferente. Así, con las tablas dentadas podemos representar matrices en las que cada columna tenga un tamaño distinto (por el aspecto “aserrado” de este tipo de matrices es por lo que se les llama tablas dentadas), mientras que usando tablas multidimensionales sólo es posible crear matrices rectangulares o cuadradas. Las estructuras aserradas pueden simularse usando matrices multidimensionales con todas sus columnas del tamaño de la columna más grande necesaria, aunque ello implica desperdiciar mucha memoria sobre todo si los tamaños de cada columna son muy diferentes y la tabla es grande. De todos modos, las estructuras más comunes que se usan en la mayoría de aplicaciones suelen ser rectangulares o cuadradas.
* Los tiempos que se tardan en crear y destruir tablas dentadas son superiores a los que se tardan en crear y destruir tablas multidimensionales. Esto se debe a que las primeras son tablas de tablas mientras que las segundas son una única tabla, Por ejemplo, para crear una tabla dentada [100][100] hay que crear 101 tablas (la tabla dentada más las 100 tablas que contiene), mientras que para crear una crear una tabla bidimensional [100,100] hay que crear una única tabla.
* Las tablas dentadas no forman parte del CLS, por lo que no todos los lenguajes gestionados los tienen porqué admitir. Por ejemplo Visual Basic.NET no las admite, por lo que al usarlas en miembros públicos equivale a perder interoperabilidad con estos lenguajes.

**Tablas mixtas**

Una **tabla mixta** es simplemente una tabla formada por tablas multidimensionales y dentadas combinadas entre sí de cualquier manera. Para declarar una tabla de este tipo basta con tan solo combinar las notaciones ya vistas para las multidimensionales y dentadas. Por ejemplo, para declarar una tabla de tablas multidimensionales cuyos elementos sean tablas unidimensionales de enteros se haría lo siguiente:

int[][,][] tablaMixta;

**Covarianza de tablas**

La **covarianza de tablas** es el resultado de llevar el polimorfismo al mundo de las tablas. Es decir, es la capacidad de toda tabla de poder almacenar elementos de clases hijas de la clase de elementos que pueda almacenar. Por ejemplo, en tanto que todas clases son hijas de **System.Object**, la siguiente asignación es válida:

string[] tablaCadenas = {“Manolo”, “Paco”, “Pepe”};

object[] tablaObjetos = tablaCadenas;

Hay que tener en cuenta que la covarianza de tablas sólo se aplica a objetos de tipos referencia y no a objetos de tipos valor Por ejemplo, la siguiente asignación no sería válida en tanto que **int** es un tipo por valor:

int[] tablaEnteros = {1, 2, 3};

object[] tablaObjetos = tablaEnteros;

**La clase System.Array**

En realidad, todas las tablas que definamos, sea cual sea el tipo de elementos que contengan, son objetos que derivan de **System.Array**. Es decir, van a disponer de todos los miembros que se han definido para esta clase, entre los que son destacables:

* **Length**: Campo[[11]](#footnote-10) de sólo lectura que informa del número total de elementos que contiene la tabla. Si la tabla tiene más de una dimensión o nivel de anidación indica el número de elementos de todas sus dimensiones y niveles. Por ejemplo:

int[] tabla = {1,2,3,4};

int[][] tabla2 = {new int[] {1,2}, new int[] {3,4,5}};

int[,] tabla3 = {{1,2},{3,4,5,6}};

Console.WriteLine(tabla.Length); //Imprime 4

Console.WriteLine(tabla2.Length); //Imprime 5

Console.WriteLine(tabla3.Length); //Imprime 6

* **Rank**: Campo de sólo lectura que almacena el número de dimensiones de la tabla. Obviamente si la tabla no es multidimensional valdrá 1. Por ejemplo:

int[] tabla = {1,2,3,4};

int[][] tabla2 = {new int[] {1,2}, new int[] {3,4,5}};

int[,] tabla3 = {{1,2},{3,4,5,6}};

Console.WriteLine(tabla.Rank); //Imprime 1

Console.WriteLine(tabla2.Rank); //Imprime 1

Console.WriteLine(tabla3.Rank); //Imprime 2

* **int GetLength(int dimensión)**: Método que devuelve el número de elementos de la dimensión especificada. Las dimensiones se indican empezando a contar desde cero, por lo que si quiere obtenerse el número de elementos de la primera dimensión habrá que usar GetLength(0), si se quiere obtener los de la segunda habrá que usar GetLength(1), etc. Por ejemplo:

int[,] tabla = {{1,2}, {3,4,5,6}};

Console.WriteLine(tabla.GetLength(0)); // Imprime 2

Console.WriteLine(<gtabla.GetLength(1)); // Imprime 4

* **void CopyTo(Array destino, int posición)**: Copia todos los elementos de la tabla sobre la que se aplica en la tabla **destino** a partir de la **posición** de ésta indicada. Por ejemplo:

int[] tabla1 = {1,2,3,4};

int[] tabla2 = {5,6,7,8, 9};

tabla1.CopyTo(tabla2,0); // A partir de ahora, tabla2 contendrá {5,1,2,3,4}

Ambas tablas deben ser unidimensionales, la tabla de destino hade ser de un tipo que pueda almacenar los objetos de la tabla origen, el índice especificado ha de ser válido (mayor o igual que cero y menor que el tamaño de la tabla de destino) y no ha de valer **null** ninguna de las tablas. Si no fuese así, saltarían excepciones de diversos tipos informando del error cometido (en la documentación del SDK puede ver cuáles son en concreto)

Aparte de los miembros aquí señalados, **System.Array** también cuenta con muchos otros que facilitan realizar tareas tan frecuentes como búsquedas de elementos, ordenaciones, etc. Para más información sobre ellos puede consultarse la documentación del SDK.

***Cadenas de texto***

Una **cadena de texto** no es más que una secuencia de caracteres. .NET las representa internamente en formato Unicode, y C# las representan externamente como objetos de un tipo de dato **string**, que no es más que un alias del tipo **System.String** de la BCL.

Las cadenas de texto suelen crearse a partir literales de cadena o de otras cadenas previamente creadas. Ejemplos de ambos casos se muestran a continuación:

string cadena1 = “José Antonio”;

string cadena2 = cadena1;

En el primer caso se ha creado un objeto **string** que representa a la cadena formada por la secuencia de caracteres José Antonio indicada literalmente (nótese que las comillas dobles entre las que se encierran los literales de cadena no forman parte del contenido de la cadena que representan sino que sólo se usan como delimitadores de la misma) En el segundo caso la variable cadena2 creada se genera a partir de la variable cadena1 ya existente, por lo que ambas variables apuntarán al mismo objeto en memoria.

Hay que tener en cuenta que el tipo **string** es un tipo referencia, por lo que en principio la comparación entre objetos de este tipo debería comparar sus direcciones de memoria como pasa con cualquier tipo referencia. Sin embargo, si ejecutamos el siguiente código veremos que esto no ocurre en el caso de las cadenas:

using System;

public class IgualdadCadenas

{

public static void Main()

{

string cadena1 = “José Antonio”;

string cadena2 = String.Copy(cadena1);

Console.WriteLine(cadena1==cadena2);

}

}

El método **Copy()** de la clase **String** usado devuelve una copia del objeto que se le pasa como parámetro. Por tanto, al ser objetos diferentes se almacenarán en posiciones distintas de memoria y al compararlos debería devolverse **false** como pasa con cualquier tipo referencia. Sin embargo, si ejecuta el programa verá que lo que se obtiene es precisamente lo contrario: **true**. Esto se debe a que para hacer para hacer más intuitivo el trabajo con cadenas, en C# se ha modificado el operador de igualdad para que cuando se aplique entre cadenas se considere que sus operandos son iguales sólo si son lexicográficamente equivalentes y no si referencian al mismo objeto en memoria. Además, esta comparación se hace teniendo en cuenta la capitalización usada, por lo que “Hola”==”HOLA” ó “Hola”==”hola” devolverán **false** ya que contienen las mismas letras pero con distinta capitalización.

Si se quisiese comparar cadenas por referencia habría que optar por una de estas dos opciones: compararlas con **Object.ReferenceEquals()** o convertirlas en **object**s y luego compararlas con **==** Por ejemplo:

Console.WriteLine(Object.ReferecenceEquals(cadena1, cadena2));

Console.WriteLine( (object) cadena1 == (object) cadena2);

Ahora sí que lo que se comparan son las direcciones de los objetos que representan a las cadenas en memoria, por lo que la salida que se mostrará por pantalla es:

False

False

Hay que señalar una cosa, y es que aunque en principio el siguiente código debería mostrar la misma salida por pantalla que el anterior ya que las cadenas comparadas se deberían corresponder a objetos que aunque sean lexicográficamente equivalentes se almacenan en posiciones diferentes en memoria:

using System;

public class IgualdadCadenas2

{

public static void Main()

{

string cadena1 = “José Antonio”;

string cadena2 = “José Antonio”;

Console.WriteLine(Object.ReferenceEquals(cadena1, cadena2));

Console.WriteLine( ((object) cadena1) == ((object) cadena2));

}

}

Si lo ejecutamos veremos que la salida obtenida es justamente la contraria:

True

True

Esto se debe a que el compilador ha detectado que ambos literales de cadena son lexicográficamente equivalentes y ha decidido que para ahorra memoria lo mejor es almacenar en memoria una única copia de la cadena que representan y hacer que ambas variables apunten a esa copia común. Esto va a afectar a la forma en que es posible manipular las cadenas como se explicará más adelante.

Al igual que el significado del operador **==** ha sido especialmente modificado para trabajar con cadenas, lo mismo ocurre con el operador binario **+**. En este caso, cuando se aplica entre dos cadenas o una cadena y un carácter lo que hace es devolver una nueva cadena con el resultado de concatenar sus operandos. Así por ejemplo, en el siguiente código las dos variables creadas almacenarán la cadena Hola Mundo:

public class Concatenación

{

public static void Main()

{

string cadena = “Hola” + “ Mundo”;

string cadena2 = “Hola Mund” + ‘o’;

}

}

Por otro lado, el acceso a las cadenas se hace de manera similar a como si de tablas de caracteres se tratase: su “campo” **Length** almacenará el número de caracteres que la forman y para acceder a sus elementos se utiliza el operador **[]**. Por ejemplo, el siguiente código muestra por pantalla cada carácter de la cadena Hola en una línea diferente:

using System;

public class AccesoCadenas

{

public static void Main()

{

string cadena = “Hola”;

Console.WriteLine(cadena[0]);

Console.WriteLine(cadena[1]);

Console.WriteLine(cadena[2]);

Console.WriteLine(cadena[3]);

}

}

Sin embargo, hay que señalar una diferencia importante respecto a la forma en que se accede a las tablas: las cadenas son inmutables, lo que significa que no es posible modificar los caracteres que las forman. Esto se debe a que el compilador comparte en memoria las referencias a literales de cadena lexicográficamente equivalentes para así ahorrar memoria, y si se permitiese modificarlos los cambios que se hiciesen a través de una variable a una cadena compartida afectarían al resto de variables que la compartan, lo que podría causar errores difíciles de detectar. Por tanto, hacer esto es incorrecto:

string cadena = “Hola”;

cadena[0]=”A”; //Error: No se pueden modificar las cadenas

Sin embargo, el hecho de que no se puedan modificar las cadenas no significa que no se puedan cambiar los objetos almacenados en las variables de tipo **string**.Por ejemplo, el siguiente código es válido:

String cad = “Hola”;

cad = “Adios”; // Correcto, pues no se modifica la cadena almacenada en cad

// sino que se hace que cad pase a almacenar otra cadena distinta..

Si se desea trabajar con cadenas modificables puede usarse **Sytem.Text.StringBuilder**, que funciona de manera similar a **string** pero permite la modificación de sus cadenas en tanto que estas no se comparten en memoria. Para crear objetos de este tipo basta pasar como parámetro de su constructor el objeto **string** que contiene la cadena a representar mediante un **StringBuilder**, y para convertir un **StringBuilder** en **String** siempre puede usarse su método **ToString()** heredado de **System.Object**. Por ejemplo:

using System.Text;

using System;

public class ModificaciónCadenas

{

public static void Main()

{

StringBuilder cadena = new StringBuilder(“Pelas”);

String cadenaInmutable;

cadena[0] = ‘V’;

Console.WriteLine(cadena); // Muestra Velas

cadenaInmutable = cadena.ToString();

Console.WriteLine(cadenaInmutable); // Muestra Velas

}

}

Aparte de los métodos ya vistos, en la clase **System.String** se definen muchos otros métodos aplicables a cualquier cadena y que permiten manipularla. Los principales son:

* **int IndexOf(string subcadena)**: Indica cuál es el índice de la primera aparición de la subcadena indicada dentro de la cadena sobre la que se aplica. La búsqueda de dicha subcadena se realiza desde el principio de la cadena, pero es posible indicar en un segundo parámetro opcional de tipo **int** cuál es el índice de la misma a partir del que se desea empezar a buscar. Del mismo modo, la búsqueda acaba al llegar al final de la cadena sobre la que se busca, pero pasando un tercer parámetro opcional de tipo **int** es posible indicar algún índice anterior donde terminarla.

Nótese que es un método muy útil para saber si una cadena contiene o no alguna subcadena determinada, pues sólo si no la encuentra devuelve un **–1**.

* **int LastIndexOf(string subcadena)**: Funciona de forma similar a **IndexOf()** sólo que devuelve la posición de la última aparición de la subcadena buscada en lugar de devolver la de la primera.
* **string Insert(int posición, string subcadena)**: Devuelve la cadena resultante de insertar la subcadena indicada en la posición especificada de la cadena sobre la que se aplica.
* **string Remove(int posición, int número)**: Devuelve la cadena resultante de eliminar el número de caracteres indicado que hubiese en la cadena sobre al que se aplica a partir de la posición especificada.
* **string Replace(string aSustituir, string sustituta)**: Devuelve la cadena resultante de sustituir en la cadena sobre la que se aplica toda aparición de la cadena aSustituir indicada por la cadena sustituta especificada como segundo parámetro.
* **string Substring(int posición, int número)**: Devuelve la subcadena de la cadena sobre la que se aplica que comienza en la posición indicada y tiene el número de caracteres especificados. Si no se indica dicho número se devuelve la subcadena que va desde la posición indicada hasta el final de la cadena.
* **string ToUpper()** y **string ToLower()**: Devuelven, respectivamente, la cadena que resulte de convertir a mayúsculas o minúsculas la cadena sobre la que se aplican.

Es preciso incidir en que aunque hayan métodos de inserción, reemplazo o eliminación de caracteres que puedan dar la sensación de que es posible modificar el contenido de una cadena, en realidad las cadenas son inmutables y dicho métodos lo que hacen es devolver una nueva cadena con el contenido correspondiente a haber efectuado las operaciones de modificación solicitadas sobre la cadena a la que se aplican. Por ello, las cadenas sobre las que se aplican quedan intactas como muestra el siguiente ejemplo:

using System;

public class EjemploInmutabilidad

{

public static void Main()

{

string cadena1=”Hola”;

string cadena2=cadena1.Remove(0,1);

Console.WriteLine(cadena1);

Console.WriteLine(cadena2);

}

}

La salida por pantalla de este ejemplo demuestra lo antes dicho, pues es:

Hola

ola

Como se ve, tras el **Remove()** la cadena1 permanece intacta y el contenido de cadena2 es el que debería tener cadena1 si se le hubiese eliminado su primer carácter.

***Constantes***

Una **constante** es una variable cuyo valor puede determinar el compilador durante la compilación y puede aplicar optimizaciones derivadas de ello. Para que esto sea posible se ha de cumplir que el valor de una constante no pueda cambiar durante la ejecución, por lo que el compilador informará con un error de todo intento de modificar el valor inicial de una constante. Las constantes se definen como variables normales pero precediendo el nombre de su tipo del modificador **const** y dándoles siempre un valor inicial al declararlas. O sea, con esta sintaxis:

**const** <tipoConstante> <nombreConstante> **=** <valor>**;**

Así, ejemplos de definición de constantes es el siguiente:

const int a = 123;

const int b = a + 125;

Dadas estas definiciones de constantes, lo que hará el compilador será sustituir en el código generado todas las referencias a las constantes a y b por los valores 123 y 248 respectivamente, por lo que el código generado será más eficiente ya que no incluirá el acceso y cálculo de los valores de a y b. Nótese que puede hacer esto porque en el código se indica explícitamente cual es el valor que siempre tendrá a y, al ser este un valor fijo, puede deducir cuál será el valor que siempre tendrá b. Para que el compilador pueda hacer estos cálculos se ha de cumplir que el valor que se asigne a las constantes en su declaración sea una expresión constante. Por ejemplo, el siguiente código no es válido en tanto que el valor de x no es constante:

int x = 123; // x es una variable normal, no una constante

const int y = x +123; // Error: x no tiene porqué tener valor constante (aunque aquí lo tenga)

Debido a la necesidad de que el valor dado a una constante sea precisamente constante, no tiene mucho sentido crear constantes de tipos de datos no básicos, pues a no ser que valgan **null** sus valores no se pueden determinar durante la compilación sino únicamente tras la ejecución de su constructor. La única excepción a esta regla son los tipos enumerados, cuyos valores se pueden determinar al compilar como se explicará cuando los veamos en el *Tema 14: Enumeraciones*

Todas las constantes son implícitamente estáticas, por lo se considera erróneo incluir el modificador **static** en su definición al no tener sentido hacerlo. De hecho, para leer su valor desde códigos externos a la definición de la clase donde esté definida la constante, habrá que usar la sintaxis <nombreClase>.<nombreConstante> típica de los campos **static**.

Por último, hay que tener en cuenta que una variable sólo puede ser definida como constante si es una variable local o un campo, pero no si es un parámetro.

***Variables de sólo lectura***

Dado que hay ciertos casos en los que resulta interesante disponer de la capacidad de sólo lectura que tienen las constantes pero no es posible usarlas debido a las restricciones que hay impuestas sobre su uso, en C# también se da la posibilidad de definir variables que sólo puedan ser leídas. Para ello se usa la siguiente sintaxis:

**readonly** <tipoConstante> <nombreConstante> ***=*** *<valor>***;**

Estas variables superan la mayoría de las limitaciones de las constantes. Por ejemplo:

* No es obligatorio darles un valor al definirlas, sino que puede dárseles en el constructor. Ahora bien, una vez dado un valor a una variable **readonly** ya no es posible volverlo a modificar. Si no se le da ningún valor ni en su constructor ni en su definición tomará el valor por defecto correspondiente a su tipo de dato.
* No tienen porqué almacenar valores constantes, sino que el valor que almacenen puede calcularse durante la ejecución de la aplicación.
* No tienen porqué definirse como estáticas, aunque si se desea puede hacerse.
* Su valor se determina durante la ejecución de la aplicación, lo que permite la actualización de códigos cliente sin necesidad de recompilar. Por ejemplo, dado:

namespace Programa1

{  
 public class Utilidad

{  
 public static readonly int X = 1;

}  
 }

namespace Programa2

{  
 class Test

{  
 public static void Main() {

System.Console.WriteLine(Programa1.Utilidad.X);  
 }  
 }  
 }

En principio, la ejecución de este programa producirá el valor 1. Sin embargo, si cada espacio de nombres se compilan en módulos de código separados que luego se enlazan dinámicamente y cambiamos el valor de X, sólo tendremos que recompilar el módulo donde esté definido Programa1.Utilidad y Programa2.Test podrá ejecutarse usando el nuevo valor de X sin necesidad de recompilarlo.

Sin embargo, pese a las ventajas que las variables de sólo lectura ofrecen respecto a las constantes, tienen dos inconvenientes respecto a éstas: sólo pueden definirse como campos (no como variables locales) y con ellas no es posible realizar las optimizaciones de código comentadas para las constantes.

***Orden de inicialización de variables***

Para deducir el orden en que se inicializarán las variables de un tipo de dato basta saber cuál es el momento en que se inicializa cada una y cuando se llama a los constructores:

* Los **campos** **estáticos** sólo se inicializan la primera vez que se accede al tipo al que pertenecen, pero no en sucesivos accesos. Estos accesos pueden ser tanto para crear objetos de dicho tipo como para acceder a sus miembros estáticos. La inicialización se hace de modo que en primer lugar se dé a cada variable el valor por defecto correspondiente a su tipo, luego se dé a cada una el valor inicial especificado al definirlas, y por último se llame al constructor del tipo. Un constructor de tipo es similar a un constructor normal sólo que en su código únicamente puede accederse a miembros **static** (se verá en el *Tema 8: Métodos*)
* Los **campos no estáticos** se inicializan cada vez que se crea un objeto del tipo de dato al que pertenecen. La inicialización se hace del mismo modo que en el caso de los campos estáticos, y una vez terminada se pasa a ejecutar el código del constructor especificado al crear el objeto. En caso de que la creación del objeto sea el primer acceso que se haga al tipo de dato del mismo, entonces primero se inicializarán los campos estáticos y luego los no estáticos.
* Los **parámetros** se inicializan en cada llamada al método al que pertenecen con los valores especificados al llamarlo.
* Las **variables locales** se inicializan en cada llamada al método al cual pertenecen pero tras haberse inicializado los parámetros definidos para el mismo. Si no se les da valor inicial no toman ninguno por defecto, considerándose erróneo todo acceso de lectura que se haga a las mismas mientras no se les escriba algún valor.

Hay que tener en cuenta que al definirse campos estáticos pueden hacerse definiciones cíclicas en las que el valor de unos campos dependa del de otros y el valor de los segundos dependa del de los primeros. Por ejemplo:

class ReferenciasCruzadas

{  
 static int a = b + 1;

static int b = a + 1;

public static void Main()

{

System.Console.WriteLine("a = {0}, b = {1}", a, b);

}  
 }

Esto sólo es posible hacerlo al definir campos estáticos y no entre campos no estáticas o variables locales, ya que no se puede inicializar campos no estáticos en función del valor de otros miembros no estáticos del mismo objeto porque el objeto aún no estaría inicializado, y no se pueden inicializar variables locales en función del valor de otras variables locales definidas más adelante porque no se pueden leer variables no inicializadas. Además, aunque las constantes sean implícitamente estáticas tampoco puede hacerse definiciones cíclicas entre constantes.

En primer lugar, hay que señalar que escribir un código como el del ejemplo anterior no es un buen hábito de programación ya que dificulta innecesariamente la legibilidad del programa. Aún así, C# admite este tipo de códigos y para determinar el valor con que se inicializarán basta tener en cuenta que siempre se inicializan primero todos los campos con sus valores por defecto y luego se inicializan aquellos que tengan valores iniciales con dichos valores iniciales y en el mismo orden en que aparezcan en el código fuente. De este modo, la salida del programa de ejemplo anterior será:

a = 1, b = 2

Nótese que lo que se ha hecho es inicializar primero a y b con sus valores por defecto (0 en este caso), luego calcular el valor final de a y luego calcular el valor final de b. Como b vale 0 cuando se calcula el valor final de a, entonces el valor final de a es 1; y como a vale 1 cuando se calcula el valor final de b, entonces el valor final de b es 2.

**TEMA 8: Métodos**

***Concepto de método***

Un **método** es un conjunto de instrucciones a las que se les da un determinado nombre de tal manera que sea posible ejecutarlas en cualquier momento sin tenerlas que rescribir sino usando sólo su nombre. A estas instrucciones se les denomina **cuerpo** del método, y a su ejecución a través de su nombre se le denomina **llamada** al método.

La ejecución de las instrucciones de un método puede producir como resultado un objeto de cualquier tipo. A este objeto se le llama **valor de retorno** del método y es completamente opcional, pudiéndose escribir métodos que no devuelvan ninguno.

La ejecución de las instrucciones de un método puede depender del valor de unas variables especiales denominadas **parámetros** del método, de manera que en función del valor que se dé a estas variables en cada llamada la ejecución del método se pueda realizar de una u otra forma y podrá producir uno u otro valor de retorno.

Al conjunto formado por el nombre de un método y el número y tipo de sus parámetros se le conoce como **signatura** del método. La signatura de un método es lo que verdaderamente lo identifica, de modo que es posible definir en un mismo tipo varios métodos con idéntico nombre siempre y cuando tengan distintos parámetros. Cuando esto ocurre se dice que el método que tiene ese nombre está **sobrecargado**.

***Definición de métodos***

Para definir un método hay que indicar tanto cuáles son las instrucciones que forman su cuerpo como cuál es el nombre que se le dará, cuál es el tipo de objeto que puede devolver y cuáles son los parámetros que puede tomar. Esto se indica definiéndolo así:

<tipoRetorno> <nombreMétodo>**(***<parámetros>***)**

**{**

*<cuerpo>*

**}**

En <tipoRetorno> se indica cuál es el tipo de dato del objeto que el método devuelve, y si no devuelve ninguno se ha de escribir **void** en su lugar.

Como nombre del método se puede poner en <nombreMétodo> cualquier identificador válido. Como se verá más adelante en el *Tema 15: Interfaces*, también es posible incluir en <nombreMétodo> información de explicitación de implementación de interfaz, pero por ahora podemos considerar que siempre será un identificador.

Aunque es posible escribir métodos que no tomen parámetros, si un método los toma se ha de indicar en *<parámetros>* cuál es el nombre y tipo de cada uno, separándolos con comas si son más de uno y siguiendo la sintaxis que más adelante se explica.

El *<cuerpo>* del método también es opcional, pero si el método retorna algún tipo de objeto entonces ha de incluir al menos una instrucción **return** que indique cuál objeto.

La sintaxis anteriormente vista no es la que se usa para definir **métodos abstractos**. Como ya se vio en el *Tema 5: Clases*, en esos casos lo que se hace es sustituir el cuerpo del método y las llaves que lo encierran por un simple punto y coma (**;**) Más adelante en este tema veremos que eso es también lo que se hace para definir **métodos externos**.

A continuación se muestra un ejemplo de cómo definir un método de nombre Saluda cuyo cuerpo consista en escribir en la consola el mensaje “Hola Mundo” y que devuelva un objeto **int** de valor1:

int Saluda()

{

Console.WriteLine(“Hola Mundo”);

return 1;

}

***Llamada a métodos***

La forma en que se puede llamar a un método depende del tipo de método del que se trate. Si es un **método de objeto** (método no estático) se ha de usar la notación:

<objeto>**.**<nombreMétodo>**(***<valoresParámetros>***)**

El <objeto> indicado puede ser directamente una variable del tipo de datos al que pertenezca el método o puede ser una expresión que produzca como resultado una variable de ese tipo (recordemos que, debido a la herencia, el tipo del <objeto> puede ser un subtipo del tipo donde realmente se haya definido el método); pero si desde código de algún método de un objeto se desea llamar a otro método de ese mismo objeto, entonces se ha de dar el valor **this** a <objeto>.

En caso de que sea un **método de tipo** (método estático), entones se ha de usar:

<tipo>**.**<nombreMétodo>**(**<valoresParámetros>**)**

Ahora en <tipo> ha de indicarse el tipo donde se haya definido el método o algún subtipo suyo. Sin embargo, si el método pertenece al mismo tipo que el código que lo llama entonces se puede usar la notación abreviada:

<nombreMétodo>**(**<valoresParámetros>**)**

El formato en que se pasen los valores a cada parámetro en <valoresParámetros> a aquellos métodos que tomen parámetros depende del tipo de parámetro que sea. Esto se explica en el siguiente apartado.

***Tipos de parámetros. Sintaxis de definición***

La forma en que se define cada parámetro de un método depende del tipo de parámetro del que se trate. En C# se admiten cuatro tipos de parámetros: parámetros de entrada, parámetros de salida, parámetros por referencia y parámetros de número indefinido.

**Parámetros de entrada**

Un **parámetro de entrada** recibe una copia del valor que almacenaría una variable del tipo del objeto que se le pase. Por tanto, si el objeto es de un tipo valor se le pasará una copia del objeto y cualquier modificación que se haga al parámetro dentro del cuerpo del método no afectará al objeto original sino a su copia; mientras que si el objeto es de un tipo referencia entonces se le pasará una copia de la referencia al mismo y cualquier modificación que se haga al parámetro dentro del método también afectará al objeto original ya que en realidad el parámetro referencia a ese mismo objeto original.

Para definir un parámetro de entrada basta indicar cuál el nombre que se le desea dar y el cuál es tipo de dato que podrá almacenar. Para ello se sigue la siguiente sintaxis:

<tipoParámetro> <nombreParámetro>

Por ejemplo, el siguiente código define un método llamado Suma que toma dos parámetros de entrada de tipo **int** llamados par1 y par2 y devuelve un **int** con su suma:

int Suma(int par1, int par2)

{

return par1+par2;

}

Como se ve, se usa la instrucción **return** para indicar cuál es el valor que ha de devolver el método. Este valor es el resultado de ejecutar la expresión par1+par2; es decir, es la suma de los valores pasados a sus parámetros par1 y par2 al llamarlo.

En las llamadas a métodos se expresan los valores que se deseen dar a este tipo de parámetros indicando simplemente el valor deseado. Por ejemplo, para llamar al método anterior con los valores 2 y 5 se haría <objeto>.Suma(2,5), lo que devolvería el valor 7.

Todo esto se resume con el siguiente ejemplo:

using System;

class ParámetrosEntrada

{

public int a = 1;

public static void F(ParametrosEntrada p)

{

p.a++;

}

public static void G(int p)

{

p++;

}

public static void Main()

{

int obj1 = 0;

ParámetrosEntrada obj2 = new ParámetrosEntrada();

G(obj1);

F(obj2);

Console.WriteLine(“{0}, {1}”, obj1, obj2.a);

}

}

Este programa muestra la siguiente salida por pantalla:

0, 2

Como se ve, la llamada al método G() no modifica el valor que tenía obj1 antes de llamarlo ya que obj1 es de un tipo valor (**int**) Sin embargo, como obj2 es de un tipo referencia (ParámetrosLlamadas) los cambios que se le hacen dentro de F() al pasárselo como parámetro sí que le afectan.

**Parámetros de salida**

Un **parámetro de salida** se diferencia de uno de entrada en que todo cambio que se le realice en el código del método al que pertenece afectará al objeto que se le pase al llamar dicho método tanto si éste es de un tipo por valor como si es de un tipo referencia. Esto se debe a que lo que a estos parámetros se les pasa es siempre una referencia al valor que almacenaría una variable del tipo del objeto que se les pase.

Cualquier parámetro de salida de un método siempre ha de modificarse dentro del cuerpo del método y además dicha modificación ha de hacerse antes que cualquier lectura de su valor. Si esto no se hiciese así el compilador lo detectaría e informaría de ello con un error. Por esta razón es posible pasar parámetros de salida que sean variables no inicializadas, pues se garantiza que en el método se inicializarán antes de leerlas.Además, tras la llamada a un método se considera que las variables que se le pasaron como parámetros de salida ya estarán inicializadas, pues dentro del método seguro que se las inicializa.

Nótese que este tipo de parámetros permiten diseñar métodos que devuelvan múltiples objetos: un objeto se devolvería como valor de retorno y los demás se devolverían escribiéndolos en los parámetros de salida.

Los parámetros de salida se definen de forma parecida a los parámetros de entrada pero se les ha de añadir la palabra reservada **out**. O sea, se definen así:

**out** <tipoParámetro> <nombreParámetro>

Al llamar a un método que tome parámetros de este tipo también se ha preceder el valor especificado para estos parámetros del modificador **out**. Una utilidad de esto es facilitar la legibilidad de las llamadas a métodos. Por ejemplo, dada una llamada de la forma:

a.f(x, out z)

Es fácil determinar que lo que se hace es llamar al método f() del objeto a pasándole x como parámetro de entrada y z como parámetro de salida. Además, también se puede deducir que el valor de z cambiará tras la llamada.

Sin embargo, la verdadera utilidad de forzar a explicitar en las llamadas el tipo de paso de cada parámetro es que permite evitar errores derivados de que un programador pase una variable a un método y no sepa que el método la puede modificar. Teniéndola que explicitar se asegura que el programador sea consciente de lo que hace.

**Parámetros por referencia**

Un **parámetro por referencia** es similar a un parámetro de salida sólo que no es obligatorio modificarlo dentro del método al que pertenece, por lo que será obligatorio pasarle una variable inicializada ya que no se garantiza su inicialización en el método.

Los parámetros por referencia se definen igual que los parámetros de salida pero sustituyendo el modificador **out** por el modificador **ref**. Del mismo modo, al pasar valores a parámetros por referencia también hay que precederlos del **ref**.

**Parámetros de número indefinido**

C# permite diseñar métodos que puedan tomar cualquier número de parámetros. Para ello hay que indicar como último parámetro del método un parámetro de algún tipo de tabla unidimensional o dentada precedido de la palabra reservada **params**. Por ejemplo:

static void F(int x, params object[] extras)

{}

Todos los parámetros de número indefinido que se pasan al método al llamarlo han de ser del mismo tipo que la tabla. Nótese que en el ejemplo ese tipo es la clase primigenia **object**, con lo que se consigue que gracias al polimorfismo el método pueda tomar cualquier número de parámetros de cualquier tipo. Ejemplos de llamadas válidas serían:

F(4); // Pueden pasarse 0 parámetros indefinidos

F(3,2);

F(1, 2, “Hola”, 3.0, new Persona());

F(1, new object[] {2,”Hola”, 3.0, new Persona});

El primer ejemplo demuestra que el número de parámetros indefinidos que se pasen también puede ser 0. Por su parte, los dos últimos ejemplos son totalmente equivalentes, pues precisamente la utilidad de palabra reservada **params** es indicar que se desea que la creación de la tabla **object[]** se haga implícitamente.

Es importante señalar que la prioridad de un método que incluya el **params** es inferior a la de cualquier otra sobrecarga del mismo. Es decir, si se hubiese definido una sobrecarga del método anterior como la siguiente:

static void F(int x, int y)

{}

Cuando se hiciese una llamada como F(3,2) se llamaría a esta última versión del método, ya que aunque la del **params** es también aplicable, se considera que es menos prioritaria.

**Sobrecarga de tipos de parámetros**

En realidad los modificadores **ref** y **out** de los parámetros de un método también forman parte de lo que se conoce como signatura del método, por lo que esta clase es válida:

class Sobrecarga

{

public void f(int x)

{}

public void f(out int x)

{}

}

Nótese que esta clase es correcta porque cada uno de sus métodos tiene una signatura distinta: el parámetro es de entrada en el primero y de salida en el segundo.

Sin embargo, hay una restricción: no puede ocurrir que la única diferencia entre la signatura de dos métodos sea que en uno un determinado parámetro lleve el modificador **ref** y en el otro lleve el modificador **out**. Por ejemplo, no es válido:

class SobrecargaInválida

{

public void f(ref int x)

{}

public void f(out int x)

{}

}

***Métodos externos***

Un **método externo** es aquél cuya implementación no se da en el fichero fuente en que es declarado. Estos métodos se declaran precediendo su declaración del modificador **extern**. Como su código se da externamente, en el fuente se sustituyen las llaves donde debería escribirse su cuerpo por un punto y coma (**;**), quedando una sintaxis de la forma:

**extern** <nombreMétodo>**(***<parámetros>***);**

La forma en que se asocie el código externo al método no está definida en la especificación de C# sino que depende de la implementación que se haga del lenguaje. El único requisito es que no pueda definirse un método como abstracto y externo a la vez, pero por todo lo demás puede combinarse con los demás modificadores, incluso pudiéndose definir métodos virtuales externos.

La forma más habitual de asociar código externo consiste en preceder la declaración del método de un **atributo** de tipo **System.Runtime.InteropServices.DllImport** que indique en cuál librería de enlace dinámico (DLL) se ha implementado. Este atributo requiere que el método externo que le siga sea estático, y un ejemplo de su uso es:

using System.Runtime.InteropServices; // Aquí está definido DllImport

public class Externo

{

[DllImport(“kernel32”)]

public static extern void CopyFile(string fuente, string destino);

public static void Main()

{

CopyFile(“fuente.dat”, “destino.dat”);

}

}

El concepto de atributo se explica detalladamente en el *Tema 14:Atributos*. Por ahora basta saber que los atributos se usan de forman similar a los métodos sólo que no están asociados a ningún objeto ni tipo y se indican entre corchetes (**[]**) antes de declaraciones de elementos del lenguaje. En el caso concreto de **DllImport** lo que indica el parámetro que se le pasa es cuál es el fichero (por defecto se considera que su extensión es **.dll**) donde se encuentra la implementación del método externo a continuación definido.

Lo que el código del ejemplo anterior hace es simplemente definir un método de nombre CopyFile() cuyo código se corresponda con el de la función **CopyFile()** del fichero kernel32.dll del **API Win32**. Este método es llamado en Main() para copiar el fichero de nombre fuente.dat en otro de nombre destino.dat. Nótese que dado que CopyFile() se ha declarado como **static** y se le llama desde la misma clase donde se ha declarado, no es necesario precederlo de la notación <nombreClase>**.** para llamarlo.

Como se ve, la utilidad principal de los métodos externos es permitir hacer **llamadas a código nativo** desde código gestionado, lo que puede ser útil por razones de eficiencia o para reutilizar código antiguamente escrito pero reduce la portabilidad de la aplicación.

***Constructores***

**Concepto de constructores**

Los **constructores** de un tipo de datos son métodos especiales que se definen como miembros de éste y que contienen código a ejecutar cada vez que se cree un objeto de ese tipo. Éste código suele usarse para labores de inicialización de los campos del objeto a crear, sobre todo cuando el valor de éstos no es constante o incluye acciones más allá de una asignación de valor (aperturas de ficheros, accesos a redes, etc.)

Hay que tener en cuenta que la ejecución del constructor siempre se realiza después de haberse inicializado todos los campos del objeto, ya sea con los valores iniciales que se hubiesen especificado en su definición o dejándolos con el valor por defecto de su tipo.

Aparte de su especial sintaxis de definición, los constructores y los métodos normales tienen una diferencia muy importante: **los constructores no se heredan**.

**Definición de constructores**

La sintaxis básica de definición de constructores consiste en definirlos como cualquier otro método pero dándoles el mismo nombre que el tipo de dato al que pertenecen y no indicando el tipo de valor de retorno debido a que nunca pueden devolver nada. Es decir, se usa la sintaxis:

<modificadores> <nombreTipo>**(***<parámetros>***)**

**{**

*<código>*

**}**

Un constructor nunca puede devolver ningún tipo de objeto porque, como ya se ha visto, sólo se usa junto al operador **new**, que devuelve una referencia al objeto recién creado. Por ello, es absurdo que devuelva algún valor ya que nunca podría ser capturado en tanto que **new** nunca lo devolvería. Por esta razón el compilador considera erróneo indicar algún tipo de retorno en su definición, incluso aunque se indique **void**.

**Llamada al constructor**

Al constructor de una clase se le llama en el momento en que se crea algún objeto de la misma usando el operador **new**. De hecho, la forma de uso de este operador es:

**new** <llamadaConstructor>

Por ejemplo, el siguiente programa demuestra cómo al crearse un objeto se ejecutan las instrucciones de su constructor:

class Prueba

{

Prueba(int x)

{

System.Console.Write(“Creado objeto Prueba con x={0}”,x);

}

public static void Main()

{

Prueba p = new Prueba(5);

}

}

La salida por pantalla de este programa demuestra que se ha llamado al constructor del objeto de clase Prueba creado en Main(), pues es:

Creado objeto Prueba con x=5;

**Llamadas entre constructores**

Al igual que ocurre con cualquier otro método, también es posible sobrecargar los constructores. Es decir, se pueden definir varios constructores siempre y cuando éstos tomen diferentes números o tipos de parámetros. Además, desde el código de un constructor puede llamarse a otros constructores del mismo tipo de dato antes de ejecutar las instrucciones del cuerpo del primero. Para ello se añade un **inicializador this** al constructor, que es estructura que precede a la llave de apertura de su cuerpo tal y como se muestra en el siguiente ejemplo:

class A

{

int total;

A(int valor): this(valor, 2); // (1)

{

}

A(int valor, int peso) // (2)

{

total = valor\*peso;

}

}

El **this** incluido hace que la llamada al constructor (1) de la clase A provoque una llamada al constructor (2) de esa misma clase en la que se le pase como primer parámetro el valor originalmente pasado al constructor (1) y como segundo parámetro el valor 2. Es importante señalar que la llamada al constructor (2) en (1) se hace antes de ejecutar cualquier instrucción de (1)

Nótese que la sobrecarga de constructores -y de cualquier método en general- es un buen modo de definir versiones más compactas de métodos de uso frecuente en las que se tomen valores por defecto para parámetros de otras versiones menos compactas del mismo método. La implementación de estas versiones compactas consistiría en hacer una llamada a la versión menos compacta del método en la que se le pasen esos valores por defecto (a través del **this** en el caso de los constructores) y si acaso luego (y/o antes, si no es un constructor) se hagan labores específicas en el cuerpo del método compacto.

Del mismo modo que en la definición de un constructor de un tipo de datos es posible llamar a otros constructores del mismo tipo de datos, también es posible hacer llamadas a constructores de su tipo padre sustituyendo en su inicializador la palabra reservada **this** por **base**. Por ejemplo:

class A

{

int total;

A(int valor, int peso)

{

total = valor\*peso;

}

}

class B:A

{

B(int valor):base(valor,2)

{}

}

En ambos casos, los valores pasados como parámetros en el inicializador no pueden contener referencias a campos del objeto que se esté creando, ya que se considera que un objeto no está creado hasta que no se ejecute su constructor y, por tanto, al llamar al inicializador aún no está creado. Sin embargo, lo que sí pueden incluir son referencias a los parámetros con los que se llamó al constructor. Por ejemplo, sería válido hacer:

A(int x, int y): this(x+y)

{}

**Constructor por defecto**

Todo tipo de datos ha de disponer de al menos un constructor. Cuando se define un tipo sin especificar ninguno el compilador considera que implícitamente se ha definido uno sin cuerpo ni parámetros de la siguiente forma:

public <nombreClase>(): base()

{}

En el caso de que el tipo sea una clase abstracta, entonces el constructor por defecto introducido es el que se muestra a continuación, ya que el anterior no sería válido porque permitiría crear objetos de la clase a la que pertenece:

protected <nombreClase>(): base()

{}

En el momento en se defina explícitamente algún constructor el compilador dejará de introducir implícitamente el anterior. Hay que tener especial cuidado con la llamada que este constructor por defecto realiza en su inicializador, pues pueden producirse errores como el del siguiente ejemplo:

class A

{

public A(int x)

{}

}

class B:A

{

public static void Main()

{

B b = new B(); // Error: No hay constructor base

}

}

En este caso, la creación del objeto de clase B en Main() no es posible debido a que el constructor que por defecto el compilador crea para la clase B llama al constructor sin parámetros de su clase base A, pero A carece de dicho constructor porque no se le ha definido explícitamente ninguno con esas características pero se le ha definido otro que ha hecho que el compilador no le defina implícitamente el primero.

Otro error que podría darse consistiría en que aunque el tipo padre tuviese un constructor sin parámetros, éste fuese privado y por tanto inaccesible para el tipo hijo.

También es importante señalar que aún en el caso de que definamos nuestras propios constructores, si no especificamos un inicializador el compilador introducirá por nosotros uno de la forma :base() Por tanto, en estos casos también hay que asegurarse de que el tipo donde se haya definido el constructor herede de otro que tenga un constructor sin parámetros no privado.

**Llamadas polimórficas en constructores**

Es conveniente evitar en la medida de lo posible la realización de llamadas a métodos virtuales dentro de los constructores, ya que ello puede provocar errores muy difíciles de detectar debido a que se ejecuten métodos cuando la parte del objeto que manipulan aún no se ha sido inicializado. Un ejemplo de esto es el siguiente:

using System;

public class Base

{

public Base()

{

Console.WriteLine("Constructor de Base");

this.F();

}

public virtual void F()

{

Console.WriteLine("Base.F");

}

}

public class Derivada:Base

{

Derivada()

{

Console.WriteLine("Constructor de Derivada");

}

public override void F()

{

Console.WriteLine("Derivada.F()");

}

public static void Main()

{

Base b = new Derivada();

}

}

La salida por pantalla mostrada por este programa al ejecutarse es la siguiente:

Constructor de Base

Derivada.F()

Constructor de Derivada

Lo que ha ocurrido es lo siguiente: Al crearse el objeto Derivada se ha llamado a su constructor sin parámetros, que como no tiene inicializador implícitamente llama al constructor sin parámetros de su clase base. El constructor de Base realiza una llamada al método virtual F(), y como el verdadero tipo del objeto que se está construyendo es Derivada, entonces la versión del método virtual ejecutada es la redefinición del mismo incluida en dicha clase. Por último, se termina llamando al constructor de Derivada y finaliza la construcción del objeto.

Nótese que se ha ejecutado el método F() de Derivada antes que el código del constructor de dicha clase, por lo que si ese método manipulase campos definidos en Derivada que se inicializasen a través de constructor, se habría accedido a ellos antes de inicializarlos y ello seguramente provocaría errores de causas difíciles de averiguar.

**Constructor de tipo**

Todo tipo puede tener opcionalmente un **constructor de tipo**, que es un método especial que funciona de forma similar a los constructores ordinarios sólo que para lo que se usa es para inicializar los campos **static** del tipo donde se ha definido.

Cada tipo de dato sólo puede tener un constructor de tipo. Éste constructor es llamado automáticamente por el compilador la primera vez que se accede al tipo, ya sea para crear objetos del mismo o para acceder a sus campos estáticos. Esta llamada se hace justo después de inicializar los campos estáticos del tipo con los valores iniciales especificados al definirlos (o, en su ausencia, con los valores por defecto de sus tipos de dato), por lo que el programador no tiene forma de controlar la forma en que se le llama y, por tanto, no puede pasarle parámetros que condicionen su ejecución.

Como cada tipo sólo puede tener un constructor de tipo no tiene sentido poder usar **this** en su inicializador para llamar a otro. Y además, tampoco tiene sentido usar **base** debido a que éste siempre hará referencia al constructor de tipo sin parámetros de su clase base. O sea, **un constructor de tipo no puede tener inicializador**.

Además, no tiene sentido darle modificadores de acceso ya que el programador nunca lo podrá llamar sino que sólo será llamado automáticamente y sólo al accederse al tipo por primera vez. Como es absurdo, el compilador considera un error dárselos.

La forma en que se define el constructor de tipo es similar a la de los constructores normales, sólo que ahora la definición ha de ir prefijada del modificador **static** y no puede contar con parámetros ni inicializador. O sea, se define de la siguiente manera:

**static** <nombreTipo>**()**

**{**

<código>

**}**

En la especificación de C# no se ha recogido cuál ha de ser el orden exacto de las llamadas a los constructores de tipos cuando se combinan con herencia, aunque lo que sí se indica es que se ha de asegurar de que no se accede a un campo estático sin haberse ejecutado antes su constructor de tipo. Todo esto puede verse más claro con un ejemplo:

using System;

class A

{

public static X;

static A()

{

Console.WriteLine(“Constructor de A”);

X=1;

}

}

class B:A

{

static B()

{

Console.WriteLine(“Constructor de B”);

X=2;

}

public static void Main()

{

B b = new B();

Console.WriteLine(B.X);

}

}

La salida que muestra por pantalla la ejecución de este programa es la siguiente:

Inicializada clase B

Inicializada clase A

2

En principio la salida de este programa puede resultar confusa debido a que los primeros dos mensajes parecen dar la sensación de que la creación del objeto b provocó que se ejecutase el constructor de la clase hija antes que al de la clase padre, pero el último mensaje se corresponde con una ejecución en el orden opuesto. Pues bien, lo que ha ocurrido es lo siguiente: como el orden de llamada a constructores de tipo no está establecido, el compilador de Microsoft ha llamado antes al de la clase hija y por ello el primer mensaje mostrado es Inicializada clase B. Sin embargo, cuando en este constructor se va a acceder al campo X se detecta que la clase donde se definió aún no está inicializada y entonces se llama a su constructor de tipo, lo que hace que se muestre el mensaje Incializada clase A. Tras esta llamada se machaca el valor que el constructor de A dió a X (valor 1) por el valor que el constructor de B le da (valor 2) Finalmente, el último WriteLine() muestra un 2, que es el último valor escrito en X.

***Destructores***

Al igual que es posible definir métodos constructores que incluyan código que gestione la creación de objetos de un tipo de dato, también es posible definir un **destructor** que gestione cómo se destruyen los objetos de ese tipo de dato. Este método suele ser útil para liberar recursos tales como los ficheros o las conexiones de redes abiertas que el objeto a destruir estuviese acaparando en el momento en que se fuese a destruir.

La destrucción de un objeto es realizada por el recolector de basura cuando realiza una recolección de basura y detecta que no existen referencias a ese objeto ni en pila, ni en registros ni desde otros objetos sí referenciados. Las recolecciones se inician automáticamente cuando el recolector detecta que queda poca memoria libre o que se va a finalizar la ejecución de la aplicación, aunque también puede forzarse llamando al método **Collect()** de la clase **System.GC**

La sintaxis que se usa para definir un destructor es la siguiente:

**~**<nombreTipo>**()**

**{**

<código>

**}**

Tras la ejecución del destructor de un objeto de un determinado tipo siempre se llama al destructor de su tipo padre, formándose así una cadena de llamadas a destructores que acaba al llegarse al destructor de **object**. Éste último destructor no contiene código alguno, y dado que **object** no tiene padre, tampoco llama a ningún otro destructor.

Los destructores no se heredan. Sin embargo, para asegurar que la cadena de llamadas a destructores funcione correctamente si no incluimos ninguna definición de destructor en un tipo, el compilador introducirá en esos casos una por nosotros de la siguiente forma:

**~**<nombreTipo>**()**  
 **{}**

El siguiente ejemplo muestra como se definen destructores y cómo funciona la cadena de llamada a destructores:

using System;

class A

{

~A()  
 {

Console.WriteLine(“Destruido objeto de clase A”);

}

}

class B:A

{

~B()  
 {

Console.WriteLine(“Destruido objeto de clase B”);

}

public static void Main()

{

new B();

}

}

El código del método Main() de este programa crea un objeto de clase B pero no almacena ninguna referencia al mismo. Luego finaliza la ejecución del programa, lo que provoca la actuación del recolector de basura y la destrucción del objeto creado llamando antes a su destructor. La salida que ofrece por pantalla el programa demuestra que tras llamar al destructor de B se llama al de su clase padre, ya que es:

Destruido objeto de clase B

Destruido objeto de clase A

Nótese que aunque no se haya guardado ninguna referencia al objeto de tipo B creado y por tanto sea inaccesible para el programador, al recolector de basura no le pasa lo mismo y siempre tiene acceso a los objetos, aunque sean inútiles para el programador.

Es importante recalcar que no es válido incluir ningún modificador en la definición de un destructor, ni siquiera modificadores de acceso, ya que como nunca se le puede llamar explícitamente no tiene ningún nivel de acceso para el programador. Sin embargo, ello no implica que cuando se les llame no se tenga en cuenta el verdadero tipo de los objetos a destruir, como demuestra el siguiente ejemplo:

using System;

public class Base

{

public virtual void F()

{

Console.WriteLine("Base.F");

}

~Base()

{

Console.WriteLine("Destructor de Base");

this.F();

}

}

public class Derivada:Base

{

~Derivada()

{

Console.WriteLine("Destructor de Derivada");

}

public override void F()

{

Console.WriteLine("Derivada.F()");

}

public static void Main()

{

Base b = new Derivada();

}

}

La salida mostrada que muestra por pantalla este programa al ejecutarlo es:

Destructor de Derivada

Destructor de Base

Derivada.F()

Como se ve, aunque el objeto creado se almacene en una variable de tipo Base, su verdadero tipo es Derivada y por ello se llama al destructor de esta clase al destruirlo. Tras ejecutarse dicho destructor se llama al destructor de su clase padre siguiéndose la cadena de llamadas a destructores. En este constructor padre hay una llamada al método virtual F(), que como nuevamente el objeto que se está destruyendo es de tipo Derivada, la versión de F() a la que se llamará es a la de la dicha clase.

Nótese que una llamada a un método virtual dentro de un destructor como la que se hace en el ejemplo anterior puede dar lugar a errores difíciles de detectar, pues cuando se llama al método virtual ya se ha destruido la parte del objeto correspondiente al tipo donde se definió el método ejecutado. Así, en el ejemplo anterior se ha ejecutado Derivada.F() tras Derivada.~F(), por lo que si en Derivada.F() se usase algún campo destruido en Derivada.~F() podrían producirse errores difíciles de detectar.

**TEMA 9: Propiedades**

***Concepto de propiedad***

Una **propiedad** es una mezcla entre el concepto de campo y el concepto de método. Externamente es accedida como si de un campo normal se tratase, pero internamente es posible asociar código a ejecutar en cada asignación o lectura de su valor. Éste código puede usarse para comprobar que no se asignen valores inválidos, para calcular su valor sólo al solicitar su lectura, etc.

Una propiedad no almacena datos, sino sólo se utiliza como si los almacenase. En la práctica lo que se suele hacer escribir como código a ejecutar cuando se le asigne un valor, código que controle que ese valor sea correcto y que lo almacene en un campo privado si lo es; y como código a ejecutar cuando se lea su valor, código que devuelva el valor almacenado en ese campo público. Así se simula que se tiene un campo público sin los inconvenientes que estos presentan por no poderse controlar el acceso a ellos.

***Definición de propiedades***

Para definir una propiedad se usa la siguiente sintaxis:

<tipoPropiedad> <nombrePropiedad>

**{**

**set**

**{**

<códigoEscritura>

**}**

**get**

**{**

<códigoLectura>

**}**

**}**

Una propiedad así definida sería accedida como si de un campo de tipo <tipoPropiedad> se tratase, pero en cada lectura de su valor se ejecutaría el <códigoLectura> y en cada escritura de un valor en ella se ejecutaría <códigoEscritura>

Al escribir los bloques de código **get** y **set** hay que tener en cuenta que dentro del código **set** se puede hacer referencia al valor que se solicita asignar a través de un parámetro especial del mismo tipo de dato que la propiedad llamado **value** (luego nosotros no podemos definir uno con ese nombre en <códigoEscritura>); y que dentro del código **get** se ha de devolver siempre un objeto del tipo de dato de la propiedad.

En realidad el orden en que aparezcan los bloques de código **set** y **get** es irrelevante. Además, es posible definir propiedades que sólo tengan el bloque **get** (**propiedades de sólo lectura**) o que sólo tengan el bloque **set** (**propiedades de sólo escritura**) Lo que no es válido es definir propiedades que no incluyan ninguno de los dos bloques.

Las propiedades participan del mecanismo de polimorfismo igual que los métodos, siendo incluso posible definir propiedades cuyos bloques de código **get** o **set** sean abstractos. Esto se haría prefijando el bloque apropiado con un modificador **abstract** y sustituyendo la definición de su código por un punto y coma. Por ejemplo:

using System;

abstract class A

{

public abstract int PropiedadEjemplo

{

set;

get;

}

}

class B:A

{

private int valor;

public override int PropiedadEjemplo

{

get

{

Console.WriteLine(“Leído {0} de PropiedadEjemplo”, valor);

return valor;

}

set

{

valor = value;

Console.WriteLine(“Escrito {0} en PropiedadEjemplo”, valor);

}

}

}

En este ejemplo se ve cómo se definen y redefinen propiedades abstractas. Al igual que **abstract** y **override**, también es posible usar cualquiera de los modificadores relativos a herencia y polimorfismo ya vistos: **virtual**, **new** y **sealed**.

Nótese que aunque en el ejemplo se ha optado por asociar un campo privado valor a la propiedad PropiedadEjemplo, en realidad nada obliga a que ello se haga y es posible definir propiedades que no tengan campos asociados. Es decir, una propiedad no se tiene porqué corresponder con un almacén de datos.

***Acceso a propiedades***

La forma de acceder a una propiedad, ya sea para lectura o escritura, es exactamente la misma que la que se usaría para acceder a un campo de su mismo tipo. Por ejemplo, se podría acceder a la propiedad de un objeto de la clase B del ejemplo anterior con:

B obj = new B();

obj.PropiedadEjemplo++;

El resultado que por pantalla se mostraría al hacer una asignación como la anterior sería:

Leído 0 de PropiedadEjemplo;

Escrito 1 en PropiedadEjemplo;

Nótese que en el primer mensaje se muestra que el valor leído es 0 porque lo que devuelve el bloque **get** de la propiedad es el valor por defecto del campo privado valor, que como es de tipo **int** tiene como valor por defecto 0.

***Implementación interna de propiedades***

En realidad la definición de una propiedad con la sintaxis antes vista es convertida por el compilador en la definición de un par de métodos de la siguiente forma:

<tipoPropiedad> **get\_**<nombrePropiedad>**()**

**{** // Método en que se convierte en bloque get

<códigoLectura>

**}**

**void** **set\_**<nombrePropiedad> **(**<tipoPropiedad> **value)**

**{** // Método en que se convierte en bloque set

<códigoEscritura>

**}**

Esto se hace para que desde lenguajes que no soporten las propiedades se pueda acceder también a ellas. Si una propiedad es de sólo lectura sólo se generará el método **get\_X()**, y si es de sólo escritura sólo se generará el **set\_X()** Ahora bien, en cualquier caso hay que tener cuidado con no definir en un mismo tipo de dato métodos con signaturas como estas si se van a generar internamente debido a la definición de una propiedad, ya que ello provocaría un error de definición múltiple de método.

Teniendo en cuenta la implementación interna de las propiedades, es fácil ver que el último ejemplo de acceso a propiedad es equivalente a:

B b = new B();

obj.set\_PropiedadEjemplo(obj.get\_Propiedad\_Ejemplo()++);

Como se ve, gracias a las propiedades se tiene una sintaxis mucho más compacta y clara para acceder a campos de manera controlada. Se podría pensar que la contrapartida de esto es que el tiempo de acceso al campo aumenta considerablemente por perderse tiempo en hacer las llamada a métodos **set**/**get**. Pues bien, esto no tiene porqué ser así ya que el compilador de C# elimina llamadas haciendo **inlining** (sustitución de la llamada por su cuerpo) en los accesos a bloques **get**/**set** no virtuales y de códigos pequeños, que son los más habituales.

Nótese que de la forma en que se definen los métodos generados por el compilador se puede deducir el porqué del hecho de que en el bloque **set** se pueda acceder a través de **value** al valor asignado y de que el objeto devuelto por el código de un bloque **get** tenga que ser del mismo tipo de dato que la propiedad a la que pertenece.

**TEMA 10: Indizadores**

***Concepto de indizador***

Un **indizador** es una definición de cómo se puede aplicar el operador de acceso a tablas (**[ ]**) a los objetos de un tipo de dato. Esto es especialmente útil para hacer más clara la sintaxis de acceso a elementos de objetos que puedan contener colecciones de elementos, pues permite tratarlos como si fuesen tablas normales.

Los indizadores permiten definir código a ejecutar cada vez que se acceda a un objeto del tipo del que son miembros usando la sintaxis propia de las tablas, ya sea para leer o escribir. A diferencia de las tablas, los índices que se les pase entre corchetes no tiene porqué ser enteros, pudiéndose definir varios indizadores en un mismo tipo siempre y cuando cada uno tome un número o tipo de índices diferente.

***Definición de indizador***

A la hora de definir un indizador se usa una sintaxis parecida a la de las propiedades:

<tipoIndizador> **this[**<índices>**]**

**{**

**set**

**{**

<códigoEscritura>

**}**

**get**

**{**

<códigoLectura>

**}**

**}**

Las únicas diferencias entre esta sintaxis y la de las propiedades son:

* El nombre dado a un indizador siempre ha de ser **this**, pues carece de sentido poder darle cualquiera en tanto que a un indizador no se accede por su nombre sino aplicando el operador **[ ]** a un objeto. Por ello, lo que diferenciará a unos indizadores de otros será el número y tipo de sus <índices>.
* En <índices>se indica cuáles son los índices que se pueden usar al acceder al indizador. Para ello la sintaxis usada es casi la misma que la que se usa para especificar los parámetros de un método, sólo que no se admite la inclusión de modificadores **ref**, **out** o **params** y que siempre ha de definirse al menos un parámetro. Obviamente, el nombre que se dé a cada índice será el nombre con el que luego se podrá acceder al mismo en los bloques **set**/**get**.
* No se pueden definir indizadores estáticos, sino sólo indizadores de objetos.

Por todo lo demás, la sintaxis de definición de los indizadores es la misma que la de las propiedades: pueden ser de sólo lectura o de sólo escritura, da igual el orden en que se definan sus bloques **set**/**get**, dentro del bloque **set** se puede acceder al valor a escribir a través del parámetro especial **value** del tipo del indizador, el código del bloque **get** ha de devolver un objeto de dicho tipo, etc.

A continuación se muestra un ejemplo de definición de una clase que consta de dos indizadores: ambos permiten almacenar elementos de tipo entero, pero uno toma como índice un entero y el otro toma dos cadenas:

using System;

public class A

{

public int this[int índice]

{

set

{

Console.WriteLine(“Escrito {0} en posición {1}”, value, índice);

}

get

{

Console.WriteLine(“Leído 1 de posición {0}”, índice);

return 1;

}

}

public int this[string cad1, string cad2]

{

set

{

Console.WriteLine(“Escrito {0} en posición ({1},{2})”, value, cad1, cad2);

}

get

{

Console.WriteLine(“Leído 2 de posición ({0},{1})”, cad1, cad2);

return 2;

}

}

}

***Acceso a indizadores***

Para acceder a un indizador se utiliza exactamente la misma sintaxis que para acceder a una tabla, sólo que los índices no tienen porqué ser enteros sino que pueden ser de cualquier tipo de dato que se haya especificado en su definición. Por ejemplo, accesos válidos a los indizadores de un objeto de la clase A definida en el epígrafe anterior son:

A obj = new A();

obj[100] = obj[“barco”, “coche”];

La ejecución de la asignación de este ejemplo producirá esta salida por pantalla:

Leído 2 de posición (barco, coche)

Escrito 2 en posición 100

***Implementación interna de indizadores***

Al igual que las propiedades, para facilitar la interoperabilidad entre lenguajes los indizadores son también convertidos por el compilador en llamadas a métodos cuya definición se deduce de la definición del indizador. Ahora los métodos son de la forma:

<tipoIndizador> **get\_Item(**<índices>**)**

**{**

<códigoLectura>

**}**

**void** **set\_Item(**<índices>**,** <tipoIndizador> value**)**

**{**

<códigoEscritura>

**}**

Nuevamente, hay que tener cuidado con la signatura de los métodos que se definan en una clase ya que como la de alguno coincida con la generada automáticamente por el compilador para los indizadores se producirá un error de ambigüedad.

**TEMA 11: Redefinición de operadores**

***Concepto de redefinición de operador***

Un **operador** en C# no es más que un símbolo formado por uno o más caracteres que permite realizar una determinada operación entre uno o más datos y produce un resultado. En el *Tema 4: Aspectos Léxicos* ya hemos visto que C# cuenta con un buen número de operadores que permiten realizar con una sintaxis clara e intuitiva las operaciones comunes a la mayoría de lenguajes (aritmética, lógica, etc.) así como otras operaciones más particulares de C# (operador **is**, operador **stackalloc**, etc.)

En C# viene predefinido el comportamiento de sus operadores cuando se aplican a ciertos tipos de datos. Por ejemplo, si se aplica el operador **+** entre dos objetos **int** devuelve su suma, y si se aplica entre dos objetos **string** devuelve su concatenación. Sin embargo, también se permite que el programador pueda definir el significado la mayoría de estos operadores cuando se apliquen a objetos de tipos que él haya definido, y esto es a lo que se le conoce como **redefinición de operador**.

Nótese que en realidad la posibilidad de redefinir un operador no aporta ninguna nueva funcionalidad al lenguaje y sólo se ha incluido en C# para facilitar la legibilidad del código. Por ejemplo, si tenemos una clase Complejo que representa números complejos podríamos definir una función Sumar() para sus objetos de modo que a través de ella se pudiese conseguir la suma de dos objetos de esta clase como muestra este ejemplo:

Complejo c1 = new Complejo(3,2); // c1 = 3 + 2i

Complejo c2 = new Complejo(5,2); // c2 = 5 + 2i

Complejo c3 = c1.Sumar(c2); // c3 = 8 + 4i

Sin embargo, el código sería mucho más legible e intuitivo si en vez de tenerse que usar el método Sumar() se redefiniese el significado del operador + para que al aplicarlo entre objetos Complejo devolviese su suma. Con ello, el código anterior quedaría así:

Complejo c1 = new Complejo(3,2); // c1 = 3 + 2i

Complejo c2 = new Complejo(5,2); // c2 = 5 + 2i

Complejo c3 = c1 + c2; // c3 = 8 + 4i

Ésta es precisamente la utilidad de la redefinición de operadores: hacer más claro y legible el código, no hacerlo más corto. Por tanto, cuando se redefina un operador es importante que se le dé un significado intuitivo ya que si no se iría contra de la filosofía de la redefinición de operadores. Por ejemplo, aunque sería posible redefinir el operador **\*** para que cuando se aplicase entre objetos de tipo Complejo devuelva su suma o imprimiese los valores de sus operandos en la ventana de consola, sería absurdo hacerlo ya que más que clarificar el código lo que haría sería dificultar su comprensión.

De todas formas, suele ser buena idea que cada vez que se redefina un operador en un tipo de dato también se dé una definición de un método que funcione de forma equivalente al operador. Así desde lenguajes que no soporten la redefinición de operadores también podrá realizarse la operación y el tipo será más reutilizable.

***Definición de redefiniciones de operadores***

**Sintaxis general de redefinición de operador**

La forma en que se redefine un operador depende del tipo de operador del que se trate, ya que no es lo mismo definir un operador unario que uno binario. Sin embargo, como regla general podemos considerar que se hace definiendo un método público y estático cuyo nombre sea el símbolo del operador a redefinir y venga precedido de la palabra reservada **operator**. Es decir, se sigue una sintaxis de la forma:

**public static** <tipoDevuelto> **operator** <símbolo>**(**<operandos>**)**

**{**

<cuerpo>

**}**

Los modificadores **public** y **static** pueden permutarse si se desea, lo que es importante es que siempre aparezcan en toda redefinición de operador. Se pueden redefinir tanto operadores unarios como binarios, y en <operandos> se ha de incluir tantos parámetros como operandos pueda tomar el operador a redefinir, ya que cada uno representará a uno de sus operandos. Por último, en <cuerpo> se han de escribir las instrucciones a ejecutar cada vez que se aplique la operación cuyo operador es <símbolo> a operandos de los tipos indicados en <operandos>.

<tipoDevuelto> no puede ser **void**, pues por definición toda operación tiene un resultado, por lo que todo operador ha de devolver algo. Además, permitirlo complicaría innecesariamente el compilador y éste tendría que admitir instrucciones poco intuitivas (como a+b; si el **+** estuviese redefinido con valor de retorno **void** para los tipos de a y b)

Además, los operadores no pueden redefinirse con total libertad ya que ello también dificultaría sin necesidad la legibilidad del código, por lo que se han introducido las siguientes restricciones al redefinirlos:

* Al menos uno de los operandos ha de ser del mismo tipo de dato del que sea miembro la redefinición del operador. Como puede deducirse, ello implica que aunque puedan sobrecargarse los operadores binarios nunca podrá hacerse lo mismo con los unarios ya que su único parámetro sólo puede ser de un único tipo (el tipo dentro del que se defina) Además, ello también provoca que no pueden redefinirse las conversiones ya incluidas en la BCL porque al menos uno de los operandos siempre habrá de ser de algún nuevo tipo definido por el usuario.
* No puede alterarse sus reglas de precedencia, asociatividad, ubicación y número de operandos, pues si ya de por sí es difícil para muchos recordarlas cuando son fijas, mucho más lo sería si pudiesen modificarse según los tipos de sus operandos.
* No puede definirse nuevos operadores ni combinaciones de los ya existentes con nuevos significados (por ejemplo **\*\*** para representar exponenciación), pues ello complicaría innecesariamente el compilador, el lenguaje y la legibilidad del código cuando en realidad es algo que puede simularse definiendo métodos.
* No todos los operadores incluidos en el lenguaje pueden redefinirse, pues muchos de ellos (como **.**, **new**, **=**, etc.) son básicos para el lenguaje y su redefinición es inviable, poco útil o dificultaría innecesariamente la legibilidad del código. Además, no todos los redefinibles se redefinen usando la sintaxis general hasta ahora vista, aunque en su momento se irán explicando cuáles son los redefinibles y cuáles son las peculiaridades de aquellos que requieran una redefinición especial.

A continuación se muestra cómo se redefiniría el significado del operador **+** para los objetos Complejo del ejemplo anterior:

class Complejo;

{

public float ParteReal;

public float ParteImaginaria;

public Complejo (float parteReal, float parteImaginaria)

{

this.ParteReal = parteReal;

this.ParteImaginaria = parteImaginaria;

}

public static Complejo operator +(Complejo op1, Complejo op2)

{

Complejo resultado = new Complejo();

resultado.ParteReal = op1.ParteReal + op2.ParteReal;

resultado.ParteImaginaria = op1.ParteImaginaria + op2.ParteImaginaria;

return resultado;

}

}

Es fácil ver que lo que en el ejemplo se ha redefinido es el significado del operador **+** para que cuando se aplique entre dos objetos de clase Complejo devuelva un nuevo objeto Complejo cuyas partes real e imaginaria sea la suma de las de sus operandos.

Se considera erróneo incluir la palabra reservada **new** en la redefinición de un operador, ya que no pueden ocultarse redefiniciones de operadores en tanto que estos no se aplican utilizando el nombre del tipo en que estén definidos. Las únicas posibles coincidencias se darían en situaciones como la del siguiente ejemplo:

using System;

class A

{

public static int operator +(A obj1, B obj2)

{

Console.WriteLine(“Aplicado + de A”);

return 1;

}

}

class B:A

{

public static int operator +(A obj1, B obj2)

{

Console.WriteLine(“Aplicado + de B”);

return 1;

}

public static void Main()

{

A o1 = new A();

B o2 = new B();

Console.WriteLine(“o1+o2={0}”, o1+o2);

}

}

Sin embargo, más que una ocultación de operadores lo que se tiene es un problema de ambigüedad en la definición del operador **+** entre objetos de tipos A y B, de la que se informará al compilar ya que el compilador no sabrá cuál versión del operador debe usar para traducir o1+o2 a código binario.

**Redefinición de operadores unarios**

Los únicos operadores unarios redefinibles son: **!**, **+**, **-**, **~**, **++**, **--**, **true** y **false**, y toda redefinición de un operador unario ha de tomar un único parámetro que ha de ser del mismo tipo que el tipo de dato al que pertenezca la redefinición.

Los operadores **++** y **--** siempre ha de redefinirse de manera que el tipo de dato del objeto devuelto sea el mismo que el tipo de dato donde se definen. Cuando se usen de forma prefija se devolverá ese objeto, y cuando se usen de forma postifja el compilador lo que hará será devolver el objeto original que se les pasó como parámetro en lugar del indicado en el **return**. Por ello es importante no modificar dicho parámetro si es de un tipo referencia y queremos que estos operadores tengan su significado tradicional. Un ejemplo de cómo hacerlo es la siguiente redefinición de **++** para el tipo Complejo:

public static Complejo operator ++ (Complejo op)

{

Complejo resultado = new Complejo(op.ParteReal + 1, op.ParteImaginaria);

return resultado;

}

Nótese que si hubiésemos redefinido el **++** de esta otra forma:

public static Complejo operator ++ (Complejo op)

{

op.ParteReal++;

return op;

}

Entonces el resultado devuelto al aplicárselo a un objeto siempre sería el mismo tanto si fue aplicado de forma prefija como si lo fue de forma postifija, ya que en ambos casos el objeto devuelto sería el mismo. Sin embargo, eso no ocurriría si Complejo fuese una estructura, ya que entonces op no sería el objeto original sino una copia de éste y los cambios que se le hiciesen en el cuerpo de la redefinición de **++** no afectarían al objeto original, que es el que se devuelve cuando se usa **++** de manera postfija.

Respecto a los operadores **true** y **false**, estos indican respectivamente, cuando se ha de considerar que un objeto representa el valor lógico cierto y cuando se ha de considerar que representa el valor lógico falso, por lo que sus redefiniciones siempre han de devolver un objeto de tipo **bool** que indique dicha situación. Además, si se redefine uno es obligatorio redefinir también el otro, pues siempre es posible usar indistintamente uno u otro para determinar el valor lógico que un objeto de ese tipo represente.

En realidad los operadores **true** y **false** no pueden usarse directamente en el código fuente, sino que redefinirlos para un tipo de dato es útil porque permiten utilizar objetos de ese tipo en expresiones condicionales tal y como si de un valor lógico se tratase. Por ejemplo, podemos redefinir estos operadores en el tipo Complejo de modo que consideren cierto a todo complejo distinto de 0 + 0i y falso a 0 + 0i:

public static bool operator true(Complejo op)

{

return (op.ParteReal != 0 || op.ParteImaginaria != 0);

}

public static bool operator false(Complejo op)

{

return (op.ParteReal == 0 && op.ParteImaginaria == 0);

}

Con estas redefiniciones, un código como el que sigue mostraría por pantalla el mensaje Es cierto:

Complejo c1 = new Complejo(1, 0); // c1 = 1 + 0i

if (c1)

System.Console.WriteLine(“Es cierto”);

**Redefinición de operadores binarios**

Los operadores binarios redefinibles son **+**, **-**, **\***, **/**, **%**, **&**, **|**, **^**, **<<**, **>>**, **==**, **!=**, **>**, **<**, **>=** y **<=** Toda redefinición que se haga de ellos ha de tomar dos parámetros tales que al menos uno sea del mismo tipo que el tipo de dato del que es miembro la redefinición.

Hay que tener en cuenta que aquellos de estos operadores que tengan complementario siempre han de redefinirse junto con éste. Es decir, siempre que se redefina en un tipo el operador **>** también ha de redefinirse en él el operador **<**, siempre que se redefina **>=** ha de redefinirse **<=**, y siempre que se redefina **==** ha de redefinirse **!=**.

También hay que señalar que, como puede deducirse de la lista de operadores binarios redefinibles dada, no es redefinir directamente ni el operador de asignación = ni los operadores compuestos (**+=**, **-=**, etc.) Sin embargo, en el caso de estos últimos dicha redefinición ocurre de manera automática al redefinir su parte “no **=**” Es decir, al redefinir **+** quedará redefinido consecuentemente **+=**, al redefinir **\*** lo hará **\*=**, etc.

Por otra parte, también cabe señalar que no es posible redefinir directamente los operadores **&&** y **||**. Esto se debe a que el compilador los trata de una manera especial que consiste en evaluarlos perezosamente. Sin embargo, es posible simular su redefinición redefiniendo los operadores unarios **true** y **false**, los operadores binarios **&** y **|** y teniendo en cuenta que **&&** y **||** se evalúan así:

* **&&**: Si tenemos una expresión de la forma x && y, se aplica primero el operador **false** a x. Si devuelve **false**, entonces x && y devuelve el resultado de evaluar x; y si no, entonces devuelve el resultado de evaluar x & y
* **||**: Si tenemos una expresión de la forma x || y, se aplica primero el operador **true** a x. Si devuelve **true**, se devuelve el resultado de evaluar x; y si no, se devuelve el de evaluar x | y.

***Redefiniciones de operadores de conversión***

En el *Tema 4: Aspectos Léxicos* ya vimos que para convertir objetos de un tipo de dato en otro se puede usar un operador de conversión que tiene la siguiente sintaxis:

**(**<tipoDestino>**)** <expresión>

Lo que este operador hace es devolver el objeto resultante de convertir al tipo de dato de nombre <tipoDestino> el objeto resultante de evaluar <expresión> Para que la conversión pueda aplicarse es preciso que exista alguna definición de cómo se ha de convertir a <tipoDestino> los objetos del tipo resultante de evaluar <expresión> Esto puede indicarse introduciendo como miembro del tipo de esos objetos o del tipo <tipoDestino> una redefinición del operador de conversión que indique cómo hacer la conversión del tipo del resultado de evaluar <expresión> a <tipoDestino>

Las redefiniciones de operadores de conversión pueden ser de dos tipos:

* **Explícitas:** La conversión sólo se realiza cuando se usen explícitamente los operadores de conversión antes comentado.
* **Implícitas:** La conversión también se realiza automáticamente cada vez que se asigne un objeto de ese tipo de dato a un objeto del tipo <tipoDestino>. Estas conversiones son más cómodas que las explícitas pero también más peligrosas ya que pueden ocurrir sin que el programador se dé cuenta. Por ello, sólo deberían definirse como implícitas las conversiones seguras en las que no se puedan producir excepciones ni perderse información al realizarlas.

En un mismo tipo de dato pueden definirse múltiples conversiones siempre y cuando el tipo origen de las mismas sea diferente. Por tanto, no es válido definir a la vez en un mismo tipo una versión implícita de una cierta conversión y otra explícita.

La sintaxis que se usa para hacer redefinir una operador de conversión es parecida a la usada para cualquier otro operador sólo que no hay que darle nombre, toma un único parámetro y hay que preceder la palabra reservada **operator** con las palabras reservadas **explicit** o **implicit** según se defina la conversión como explícita o implícita. Por ejemplo, para definir una conversión implícita de Complejo a **float** podría hacerse:

public static implicit operator float(Complejo op)

{

return op.ParteReal;

}

Nótese que el tipo del parámetro usado al definir la conversión se corresponde con el tipo de dato del objeto al que se puede aplicar la conversión (**tipo origen**), mientras que el tipo del valor devuelto será el tipo al que se realice la conversión (**tipo destino**) Con esta definición podrían escribirse códigos como el siguiente:

Complejo c1 = new Complejo(5,2); // c1 = 5 + 2i

float f = c1; // f = 5

Nótese que en la conversión de Complejo a **float** se pierde información (la parte imaginaria), por lo que sería mejor definir la conversión como explícita sustituyendo en su definición la palabra reservada **implicit** por **explicit**. En ese caso, el código anterior habría de cambiarse por:

Complejo c1 = new Complejo(5,2); // c1 = 5 + 2i

float f = (float) c1; // f = 5

Por otro lado, si lo que hacemos es redefinir la conversión de **float** a Complejo con:

public static implicit operator Complejo(float op)

{

return (new Complejo(op, 0));

}

Entonces se podría crear objetos Complejo así:

Complejo c2 = 5; // c2 = 5 + 0i

Véase que en este caso nunca se perderá información y la conversión nunca fallará, por lo que es perfectamente válido definirla como implícita. Además, nótese como redefiniendo conversiones implícitas puede conseguirse que los tipos definidos por el usuario puedan inicializarse directamente a partir de valores literales tal y como si fuesen tipos básicos del lenguaje.

En realidad, cuando se definan conversiones no tiene porqués siempre ocurrir que el tipo destino indicado sea el tipo del que sea miembro la redefinición, sino que sólo ha de cumplirse que o el tipo destino o el tipo origen sean de dicho tipo. O sea, dentro de un tipo de dato sólo pueden definirse conversiones de ese tipo a otro o de otro tipo a ese. Sin embargo, al permitirse conversiones en ambos sentidos hay que tener cuidado porque ello puede producir problemas si se solicitan conversiones para las que exista una definición de cómo realizarlas en el tipo fuente y otra en el tipo destino. Por ejemplo, el siguiente código provoca un error al compilar debido a ello:

class A

{

static void Main(string[] args)

{

A obj = new B(); // Error: Conversión de B en A ambigua

}

public static implicit operator A(B obj)

{

return new A();

}

}

class B

{

public static implicit operator A(B obj)

{

return new A();

}

}

El problema de este tipo de errores es que puede resulta difícil descubrir sus causas en tanto que el mensaje que el compilador emite indica que no se pueden convertir los objetos A en objetos B pero no aclara que ello se deba a una ambigüedad.

Otro error con el que hay que tener cuidado es con el hecho de que puede ocurrir que al mezclar redefiniciones implícitas con métodos sobrecargados puedan haber ambigüedades al determinar a qué versión del método se ha de llamar. Por ejemplo, dado el código:

using System;

class A

{

public static implicit operator A(B obj)

{

return new A();

}

public static void MétodoSobrecargado(A o)

{

Console.WriteLine("Versión que toma A");

}

public static void MétodoSobrecargado(C o)

{

Console.WriteLine("Versión que toma C");

}

static void Main(string[] args)

{

MétodoSobrecargado(new B());

}

}

class B

{

public static implicit operator C(B obj)

{

return new C();

}

}

class C

{}

Al compilarlo se producirá un error debido a que en la llamada a MétodoSobrecargado() el compilador no puede deducir a qué versión del método se desea llamar ya que existen conversiones implícitas de objetos de tipo B en cualquiera de los tipos admitidos por sus distintas versiones. Para resolverlo lo mejor especificar explícitamente en la llamada la conversión a aplicar usando el operador **()** Por ejemplo, para usar usar la versión del método que toma como parámetro un objeto de tipo A se podría hacer:

MétodoSobrecargado ( (A) new B());

Sin embargo, hay que tener cuidado ya que si en vez del código anterior se tuviese:

class A

{

public static implicit operator A(B obj)

{

return new A();

}

public static void MétodoSobrecargado(A o)

{

Console.WriteLine("Versión que toma A");

}

public static void MétodoSobrecargado(C o)

{

Console.WriteLine("Versión que toma C");

}

static void Main(string[] args)

{

MétodoSobrecargado(new B());

}

}

class B

{

public static implicit operator A(B obj)

{

return new A();

}

public static implicit operator C(B obj)

{

return new C();

}

}

class C

{}

Entonces el fuente compilaría con normalidad y al ejecutarlo se mostraría el siguiente mensaje que demuestra que se ha usado la versión del método que toma un objeto C.

Finalmente, hay que señalar que no es posible definir cualquier tipo de conversión, sino que aquellas para las que ya exista un mecanismo predefinido en el lenguaje no son válidas. Es decir, no pueden definirse conversiones entre un tipo y sus antecesores (por el polimorfismo ya existen), ni entre un tipo y él mismo, ni entre tipos e interfaces por ellos implementadas (las interfaces se explicarán en el *Tema 15: Interfaces*)

**TEMA 12: Delegados y eventos**

***Concepto de delegado***

Un **delegado** es un tipo especial de clase cuyos objetos pueden almacenar referencias a uno o más métodos de tal manera que a través del objeto sea posible solicitar la ejecución en cadena de todos ellos.

Los delegados son muy útiles ya que permiten disponer de objetos cuyos métodos puedan ser modificados dinámicamente durante la ejecución de un programa. De hecho, son el mecanismo básico en el que se basa la escritura de aplicaciones de ventanas en la plataforma .NET. Por ejemplo, si en los objetos de una clase Button que represente a los botones estándar de Windows definimos un campo de tipo delegado, podemos conseguir que cada botón que se cree ejecute un código diferente al ser pulsado sin más que almacenar el código a ejecutar por cada botón en su campo de tipo delegado y luego solicitar la ejecución todo este código almacenado cada vez que se pulse el botón.

Sin embargo, también son útiles para muchísimas otras cosas tales como asociación de código a la carga y descarga de ensamblados, a cambios en bases de datos, a cambios en el sistema de archivos, a la finalización de operaciones asíncronas, la ordenación de conjuntos de elementos, etc. En general, son útiles en todos aquellos casos en que interese pasar métodos como parámetros de otros métodos.

Además, los delegados proporcionan un mecanismo mediante el cual unos objetos pueden solicitar a otros que se les notifique cuando ocurran ciertos sucesos. Para ello, bastaría seguir el patrón consistente en hacer que los objetos notificadores dispongan de algún campo de tipo delegado y hacer que los objetos interesados almacenen métodos suyos en dichos campos de modo que cuando ocurra el suceso apropiado el objeto notificador simule la notificación ejecutando todos los métodos así asociados a él.

***Definición de delegados***

Un delegado no es más que un tipo especial de subclase **System.MulticastDelegate**. Sin embargo, para definir estas clases no se puede utilizar el mecanismo de herencia normal sino que ha de seguirse la siguiente sintaxis especial:

*<modificadores>* **delegate** <tipoRetorno> <nombreDelegado> **(***<parámetros>***);**

<nombreDelegado> será el nombre de la clase delegado que se define, mientras que <tipoRetorno> y <parámetros> se corresponderán, respectivamente, con el tipo del valor de retorno y la lista de parámetros de los métodos cuyos códigos puede almacenar en su interior los objetos de ese tipo delegado (**objetos delegados**)

Un ejemplo de cómo definir un delegado de nombre Deleg cuyos objetos puedan almacenar métodos que devuelvan un **string** y tomen como parámetro un **int** es:

delegate void Deleg(int valor);

Cualquier intento de almacenar en este delegado métodos que no tomen sólo un **int** como parámetro o no devuelvan un **string** producirá un error de compilación o, si no pudiese detectarse al compilar, una excepción de tipo **System.ArgumentNullException** en tiempo de ejecución. Esto puede verse con el siguiente programa de ejemplo:

using System;

using System.Reflection;

public delegate void D();

public class ComprobaciónDelegados

{

public static void Main()

{

Type t = typeof(ComprobaciónDelegados);

MethodInfo m = t.GetMethod(“Método1”);

D obj = (D) Delegate.CreateDelegate(typeof(D), m);

obj();

}

public static void Método1()

{ Console.WriteLine(“Ejecutado Método1”); }

public static void Método2(string s)

{ Console.WriteLine(“Ejecutado Método2”); }

}

Lo que se hace en el método Main() de este programa es crear a partir del objeto **Type** que representa al tipo ComprobaciónDelegados un objeto **System.Reflection.MethodInfo** que representa a su método Método1. Como se ve, para crear el objeto **Type** se utiliza el operador **typeof** ya estudiado, y para obtener el objeto **MethodInfo** se usa su método **GetMethod()** que toma como parámetro una cadena con el nombre del método cuyo **MethodInfo** desee obtenerse. Una vez conseguido, se crea un objeto delegado de tipo D que almacene una referencia al método por él representado a través del método **CreateDelegate()** de la clase **Delegate** y se llama dicho objeto, lo que muestra el mensaje:

Ejecutado Método1

Aunque en vez de obtener el **MethodInfo** que representa al Método1 se hubiese obtenido el que representa al Método2 el compilador no detectaría nada raro al compilar ya que no es lo bastante inteligente como para saber que dicho objeto no representa a un método almacenable en objetos delegados de tipo D. Sin embargo, al ejecutarse la aplicación el CLR sí que lo detectaría y ello provocaría una **ArgumentNullException**

Esto es un diferencia importante de los delegados respecto a los punteros a función de C/C++ (que también pueden almacenar referencias a métodos), ya que con estos últimos no se realizan dichas comprobaciones en tiempo de ejecución y puede terminar ocurriendo que un puntero a función apunte a un método cuya signatura o valor de retorno no se correspondan con los indicados en su definición, lo que puede ocasionar que el programa falle por causas difíciles de detectar.

Las definiciones de delegados también pueden incluir cualquiera de los modificadores de accesibilidad válidos para una clase, ya que al fin y al cabo los delegados son clases. Es decir, todos pueden incluir los modificadores **public** e **internal**, y los se definan dentro de otro tipo también pueden incluir **protected, private** y **protected internal**.

***Manipulación de objetos delegados***

Un objeto de un tipo delegado se crea exactamente igual que un objeto de cualquier clase sólo que en su constructor ha de pasársele el nombre del método cuyo código almacenará. Este método puede tanto ser un método estático como uno no estático. En el primer caso se indicaría su nombre con la sintaxis <nombreTipo>**.**<nombreMétodo>, y en el segundo se indicaría con <objeto>**.**<nombreMétodo>

Para llamar al código almacenado en el delegado se usa una sintaxis similar a la de las llamadas a métodos, sólo que no hay que prefijar el objeto delegado de ningún nombre de tipo o de objeto y se usa simplemente <objetoDelegado>**(**<valoresParámetros>**)**

El siguiente ejemplo muestra cómo crear un objeto delegado de tipo D, asociarle el código de un método llamado F y ejecutar dicho código a través del objeto delegado:

using System;

delegate void D(int valor);

class EjemploDelegado

{

public static void Main()

{

D objDelegado = new D(F);

objDelegado(3);

}

public static void F(int x)

{

Console.WriteLine( “Pasado valor {0} a F()”, x);

}

}

La ejecución de este programa producirá la siguiente salida por pantalla:

Pasado valor 3 a F()

Nótese que para asociar el código de F() al delegado no se ha indicado el nombre de este método estático con la sintaxis <nombreTipo>**.**<nombreMétodo> antes comentada. Esto se debe a que no es necesario incluir el <nombreTipo>. cuando el método a asociar a un delegado es estático y está definido en el mismo tipo que el código donde es asociado

En realidad un objeto delegado puede almacenar códigos de múltiples métodos tanto estáticos como no estáticos de manera que una llamada a través suya produzca la ejecución en cadena de todos ellos en el mismo orden en que se almacenaron en él. Nótese que si los métodos devuelven algún valor, tras la ejecución de la cadena de llamadas sólo se devolverá el valor de retorno de la última llamada.

Además, cuando se realiza una llamada a través de un objeto delegado no se tienen en cuenta los modificadores de visibilidad de los métodos que se ejecutarán, lo que permite llamar desde un tipo a métodos privados de otros tipos que estén almacenados en un delegado por accesible desde el primero tal y como muestra el siguiente ejemplo:

using System;

public delegate void D();

class A

{

public static D obj;

public static void Main()

{

B.AlmacenaPrivado();

obj();

}

}

class B

{

private static void Privado()

{ Console.WriteLine(“Llamado a método privado”); }

public static void AlmacenaPrivado()

{ A.obj += new D(Privado); }

}

La llamada a AlmacenaPrivado en el método Main() de la clase A provoca que en el campo delegado obj de dicha clase se almacene una referencia al método privado Privado() de la clase B, y la instrucción siguiente provoca la llamada a dicho método privado desde una clase externa a la de su definición como demuestra la salida del programa:

Llamado a método privado

Para añadir nuevos métodos a un objeto delegado se le aplica el operador **+=** pasándole como operando derecho un objeto delegado de su mismo tipo (no vale de otro aunque admita los mismos tipos de parámetros y valor de retorno) que contenga los métodos a añadirle, y para quitárselos se hace lo mismo pero con el operador **-=**. Por ejemplo, el siguiente código muestra los efectos de ambos operadores:

using System;

delegate void D(int valor);

class EjemploDelegado

{

public string Nombre;

EjemploDelegado(string nombre)

{

Nombre = nombre;

}

public static void Main()

{

EjemploDelegado obj1 += new EjemploDelegado(“obj1”);

D objDelegado = new D(f);

objDelegado += new D(obj1.g);

objDelegado(3);

objDelegado -= new D(obj1.g);

objDelegado(5);

}

public void g(int x)

{

Console.WriteLine(“Pasado valor {0} a g() en objeto {1}”, x, Nombre);

}

public static void f(int x)

{

Console.WriteLine( “Pasado valor {0} a f()”, x);

}

}

La salida producida por pantalla por este programa será:

Pasado valor 3 a f()

Pasado valor 3 a g() en objeto obj1

Pasado valor 5 a f()

Como se ve, cuando ahora se hace la llamada objDelegado(3) se ejecutan los códigos de los dos métodos almacenados en objDelegado, y al quitársele luego uno de estos códigos la siguiente llamada sólo ejecuta el código del que queda. Nótese además en el ejemplo como la redefinición de **+** realizada para los delegados permite que se pueda inicializar objDelegado usando **+=** en vez de **=**. Es decir, si uno de los operandos de **+** vale **null** no se produce ninguna excepción, sino que tan sólo no se añade ningún método al otro.

Hay que señalar que un objeto delegado vale **null** si no tiene ningún método asociado, ya sea porque no se ha llamado aún a su constructor o porque los que tuviese asociado se le hayan quitado con **-=**. Así, si al Main() del ejemplo anterior le añadimos al final:

objDelegado -= new D(f);

objDelegado(6);

Se producirá al ejecutarlo una excepción de tipo **System.NullReferenceException** indicando que se ha intentado acceder a una referencia nula.

También hay que señalar que para que el operador **-=** funcione se le ha de pasar como operador derecho un objeto delegado que almacene algún método exactamente igual al método que se le quiera quitar al objeto delegado de su lado izquierdo. Por ejemplo, si se le quiere quitar un método de un cierto objeto, se le ha de pasar un objeto delegado que almacene ese método de ese mismo objeto, y no vale que almacene ese método pero de otro objeto de su mismo tipo. Por ejemplo, si al Main() anterior le añadimos al final:

objDelegado -= new g(obj1.g);

objDelegado(6);

Entonces no se producirá ninguna excepción ya que el **-=** no eliminará ningún método de objDelegado debido a que ese objeto delegado no contiene ningún método g() procedente del objeto obj1. Es más, la salida que se producirá por pantalla será:

Pasado valor 3 a f()

Pasado valor 3 a g() en objeto obj1

Pasado valor 5 a f()

Pasado valor 6 a f()

***La clase System.MulticastDelegate***

Ya se ha dicho que la sintaxis especial de definición de delegados no es más que una forma especial definir subclases de **System.MulticastDelegate**. Esta clase a su vez deriva de **System.Delegate**, que representa a objetos delegados que sólo puede almacenar un único método. Por tanto, todos los objetos delegado que se definan contarán con los siguientes miembros comunes heredados de estas clases:

* **object Target**: Propiedad de sólo lectura que almacena el objeto al que pertenece el último método añadido al objeto delegado. Si es un método de clase vale **null**.
* **MethodInfo Method**: Propiedad de sólo lectura que almacena un objeto **System.Reflection.MethodInfo** con información sobre el último método añadido al objeto (nombre, modificadores, etc.) Para saber cómo acceder a estos datos puede consultar la documentación incluida en el SDK sobre la clase **MethodInfo**

* **Delegate[] getInvocationList()**: Permite acceder a todos los métodos almacenados en un delegado, ya que devuelve una tabla cuyos elementos son delegados cada uno de los cuales almacenan uno, y sólo uno, de los métodos del original. Estos delegados se encuentran ordenados en la tabla en el mismo orden en que sus métodos fueron fue almacenados en el objeto delegado original.

Este método es especialmente útil porque a través de la tabla que retorna se pueden hacer cosas tales como ejecutar los métodos del delegado en un orden diferente al de su almacenamiento, procesar los valores de retorno de todas las llamadas a los métodos del delegado original, evitar que una excepción en la ejecución de uno de los métodos impida la ejecución de los demás, etc.

Aparte de estos métodos de objeto, la clase **System.MulticastDelegate** también cuenta con los siguientes métodos de tipo de uso frecuente:

* **static Delegate Combine(Delegate fuente, Delegate destino)**: Devuelve un nuevo objeto delegado que almacena la concatenación de los métodos de fuente con los de destino. Por tanto, nótese que estas tres instrucciones son equivalentes:

objDelegado += new D(obj1.g);

objDelegado = objDelegado + new D(obj1.g);

objDelegado = (D) MulticastDelegate.Combine(objDelegado, new D(obj1.g);

Es más, en realidad el compilador de C# lo que hace es convertir toda aplicación del operador **+** entre delegados en una llamada a **Combine()** como la mostrada.

Hay que tener cuidado con los tipos de los delegados a combinar ya que han de ser exactamente los mismos o si no se lanza una **System.ArgumentException**, y ello ocurre aún en el caso de que dichos sólo se diferencien en su nombre y no en sus tipos de parámetros y valor de retorno.

* **static Delegate Combine(Delegate[] tabla)**: Devuelve un nuevo delegado cuyos métodos almacenados son la concatenación de todos los de la lista que se le pasa como parámetro y en el orden en que apareciesen en ella. Es una buena forma de crear delegados con muchos métodos sin tener que aplicar **+=** varias veces.

Todos los objetos delegados de la tabla han de ser del mismo tipo, pues si no se produciría una **System.ArgumentException**.

* **static Delegate Remove(Delegate original, Delegate aBorrar)**: Devuelve un nuevo delegado cuyos métodos almacenados son el resultado de eliminar de original los que tuviese aBorrar. Por tanto, estas instrucciones son equivalentes:

objDelegado -= new D(obj1.g);

objDelegado - objDelegado - new D(obj1.g);

objDelegado = (D) MulticastDelegate.Remove(objDelegado, new D(obj1.g);

Nuevamente, lo que hace el compilador de C# es convertir toda aplicación del operador **-** entre delegados en una llamada a **Remove()** como la mostrada. Por tanto, al igual que con **-=**, para borrar métodos de objeto se ha de especificar en aBorrar un objeto delegado que contenga referencias a métodos asociados a exactamente los mismos objetos que los almacenados en original.

* **static Delegate CreateDelegate (Type tipo, MehodInfo método)**: Ya se usó este método en el ejemplo de comprobación de tipos del epígrafe *“Definición de delegados”* de este mismo tema. Como recordará permite crear dinámicamente objetos delegados, ya que devuelve un objeto delegado del tipo indicado que almacena una referencia al método representado por su segundo parámetro.

***Llamadas asíncronas***

La forma de llamar a métodos que hasta ahora se ha explicado realiza la llamada de manera **síncrona**, lo que significa que la instrucción siguiente a la llamada no se ejecuta hasta que no finalice el método llamado. Sin embargo, a todo método almacenado en un objeto delegado también es posible llamar de manera **asíncrona** a través de los métodos del mismo, lo que consiste en que no se espera a que acabe de ejecutarse para pasar a la instrucción siguiente a su llamada sino que su ejecución se deja en manos de un hilo aparte que se irá ejecutándolo en paralelo con el hilo llamante.

Por tanto los delegados proporcionan un cómodo mecanismo para ejecutar cualquier método asíncronamente, pues para ello basta introducirlo en un objeto delegado del tipo apropiado. Sin embargo, este mecanismo de llamada asíncrona tiene una limitación, y es que sólo es válido para objetos delegados que almacenen un único método.

Para hacer posible la realización de llamadas asíncronas, aparte de los métodos heredados de **System.MulticastDelegate** todo delegado cuenta con estos otros dos que el compilador define a su medida en la clase en que traduce la definición de su tipo:

**IAsyncResult BeginInvoke(***<parámetros>***, AsyncCallback cb, Object o)**

<tipoRetorno> **EndInvoke(***<parámetrosRefOut>*, **IASyncResult ar)**

**BeginInvoke()** crea un hilo que ejecutará los métodos almacenados en el objeto delegado sobre el que se aplica con los parámetros indicados en *<parámetros>* y devuelve un objeto **IAsyncResult** que almacenará información relativa a ese hilo (por ejemplo, a través de su propiedad de sólo lectura **bool IsComplete** puede consultarse si ha terminado su labor) Sólo tiene sentido llamarlo si el objeto delegado sobre el que se aplica almacena un único método, pues si no se lanza una **System.ArgumentException**.

El parámetro cb de **BeginInvoke()** es un objeto de tipo delegado que puede almacenar métodos a ejecutar cuando el hilo antes comentado finalice su trabajo. A estos métodos el CLR les pasará automáticamente como parámetro el **IAsyncResult** devuelto por **BeginInvoke()**, estando así definido el delegado destinado a almacenarlos:

public delegate void ASyncCallback(IASyncResult obj);

Por su parte, el parámetro o de **BeginInvoke** puede usarse para almacenar cualquier información adicional que se considere oportuna. Es posible acceder a él a través de la propiedad **object AsyncState** del objeto **IAsyncResult** devuelto por **BeginInvoke()**

En caso de que no se desee ejecutar ningún código especial al finalizar el hilo de ejecución asíncrona o no desee usar información adicional, puede darse sin ningún tipo de problema el valor **null** a los últimos parámetros de **BeginInvoke()** según corresponda.

Finalmente, **EndInvoke()** se usa para recoger los resultados de la ejecución asíncrona de los métodos iniciada a través **BeginInvoke()** Por ello, su valor de retorno es del mismo tipo que los métodos almacenables en el objeto delegado al que pertenece y en <parámetrosRefOut> se indican los parámetros de salida y por referencia de dichos métodos. Su tercer parámetro es el **IAsyncResult** devuelto por el **BeginInvoke()** que creó el hilo cuyos resultados se solicita recoger y se usa precisamente para identificarlo. Si ese hilo no hubiese terminado aún de realizar las llamadas, se esperará a que lo haga.

Para ilustrar mejor el concepto de llamadas asíncronas, el siguiente ejemplo muestra cómo encapsular en un objeto delegado un método F() para ejecutarlo asíncronamente:

D objDelegado = new D (F);

IAsyncResult hilo = objDelegado.BeginInvoke(3, new AsyncCallback(M), “prueba”);

// ... Hacer cosas

objDelegado.EndInvoke(hilo);

Donde el método M ha sido definido en la misma clase que este código así:

public static void M(IAsyncResult obj)

{

Console.WriteLine(“Llamado a M() con {0}”, obj.AsyncState);

}

Si entre el **BeginInvoke()** y el **EndInvoke()** no hubiese habido ninguna escritura en pantalla, la salida del fragmento de código anterior sería:

Pasado valor 3 a F()

Llamado a M() con prueba

La llamada a **BeginInvoke()** lanzará un hilo que ejecutará el método F() almacenado en objDelegado, pero mientras tanto también seguirá ejecutándose el código del hilo desde donde se llamó a **BeginInvoke()** Sólo tras llamar a **EndInvoke()** se puede asegurar que se habrá ejecutado el código de F(), pues mientras tanto la evolución de ambos hilos es prácticamente indeterminable ya que depende del cómo actúe el planificador de hilos.

Aún si el hilo llamador modifica el valor de alguno de los parámetros de salida o por referencia de tipos valor, el valor actualizado de éstos no será visible para el hilo llamante hasta no llamar a **EndInvoke()** Sin embargo, el valor de los parámetros de tipos referencia sí que podría serlo. Por ejemplo, dado un código como:

int x=0;

Persona p = new Persona(“Josan”, “7361928-E”, 22);

IAsyncResult res = objetoDelegado.BeginInvoke(ref x, p, null, null);

// Hacer cosas...

objetoDelegado.EndInvoke(ref x, res);

Si en un punto del código comentado con // Hacer cosas..., donde el hilo asíncrono ya hubiese modificado los contenidos de x y p, se intentase leer los valores de estas variables, sólo se leería el valor actualizado de p. El de x no se vería hasta después de la llamada a **EndInvoke()**

Por otro lado, hay que señalar que si durante la ejecución asíncrona de un método se produce alguna excepción, ésta no sería notificada pero provocaría que el hilo asíncrono abortase. Si posteriormente se llamase a **EndInvoke()** con el **IAsyncResult** asociado a dicho hilo, se relanzaría la excepción que produjo el aborto y entonces podría tratarse.

Para optimizar las llamadas asíncronas es recomendable marcar con el atributo **OneWay** definido en **System.Runtime.Remoting.Messaging** los métodos cuyo valor de retorno y valores de parámetros de salida no nos importen, pues ello indica a la infraestructura encargada de hacer las llamadas asíncronas que no ha de considerar. Por ejemplo:

[OneWay] public void Método()

{}

Ahora bien, hay que tener en cuenta que hacer esto implica perder toda posibilidad de tratar las excepciones que pudiese producirse al ejecutar asíncronamente el método atribuido, pues con ello llamar a **EndInvoke()** dejaría de relanzar la excepción producida.

Por último, a modo de resumen a continuación se indican cuáles son los patrones que pueden seguirse para recoger los resultados de una llamada asíncrona:

1. Detectar si la llamada asíncrona ha finalizado mirando el valor de la propiedad **IsComplete** del objeto **IAsyncResult** devuelto por **BeginInvoke()** Cuando sea así, con **EndInvoke()** puede recogerse sus resultados.
2. Pasar un objeto delegado en el penúltimo parámetro de **BeginInvoke()** con el método a ejecutar cuando finalice el hilo asíncrono, lo que liberaría al hilo llamante de la tarea de tener que andar mirando si ha finalizado o no.

Si desde dicho método se necesitase acceder a los resultados del método llamado podría accederse a ellos a través de la propiedad **AsyncDelegate** del objeto **IAsyncResult** que recibe. Esta propiedad contiene el objeto delegado al que se llamó, aunque se muestra a continuación antes de acceder a ella hay que convertir el parámetro **IAsyncResult** de ese método en un **AsyncResult**:

public static void M(IAsyncResult iar)

{

D objetoDelegado = (D) ((AsyncResult iar)).AsyncDelegate;

// A partir de aquí podría llamarse a EndInvoke() a través de objetoDelegado

}

***Implementación interna de los delegados***

Cuando hacemos una definición de delegado de la forma:

<modificadores> **delegate** <tipoRetorno> <nombre>**(**<parámetros>**);**

El compilador internamente la transforma en una definición de clase de la forma:

<modificadores> **class** <nombre>**:System.MulticastDelegate**

**{**

**private object \_target;**

**private int \_methodPtr;**

**private MulticastDelegate \_prev;**

**public** <nombre>**(object objetivo, int punteroMétodo)**

**{**...**}**

**public virtual** <tipoRetorno> **Invoke(***<parámetros>***)**

**{**...**}**

**public virtual IAsyncResult BeginInvoke(***<parámetros>***, AsyncCallback cb, Object o)**

**{**...**}**

**public virtual** <tipoRetorno> **EndInvoke(***<parámetrosRefOut>*, **IASyncResult ar)**

**{**...**}**

**}**

Lo primero que llama la atención al leer la definición de esta clase es que su constructor no se parece en absoluto al que hemos estado usando hasta ahora para crear objetos delegado. Esto se debe a que en realidad, a partir de los datos especificados en la forma de usar el constructor que el programador utiliza, el compilador es capaz de determinar los valores apropiados para los parámetros del verdadero constructor, que son:

* **object objetivo** contiene el objeto al cual pertenece el método especificado, y su valor se guarda en el campo **\_target**. Si es un método estático almacena **null**.
* **int punteroMétodo** contiene un entero que permite al compilador determinar cuál es el método del objeto al que se desea llamar, y su valor se guarda en el campo **\_methodPtr**. Según donde se haya definido dicho método, el valor de este parámetro procederá de las tablas **MethodDef** o **MethodRef** de los metadatos.

El campo privado **\_prev** de un delegado almacena una referencia al delegado previo al mismo en la cadena de métodos. En realidad, en un objeto delegado con múltiples métodos lo que se tiene es una cadena de objetos delegados cada uno de los cuales contiene uno de los métodos y una referencia (en **\_prev**) a otro objeto delegado que contendrá otro de los métodos de la cadena.

Cuando se crea un objeto delegado con **new** se da el valor **null** a su campo **\_prev** para así indicar que no pertenece a una cadena sino que sólo contiene un método. Cuando se combinen dos objetos delegados (con **+** o **Delegate.Combine()**) el campo **\_prev** del nuevo objeto delegado creado enlazará a los dos originales; y cuando se eliminen métodos de la cadena (con **–** o **Delegate.Remove()**) se actualizarán los campos **\_prev** de la cadena para que salten a los objetos delegados que contenían los métodos eliminados.

Cuando se solicita la ejecución de los métodos almacenados en un delegado de manera asíncrona lo que se hace es llamar al método **Invoke()** del mismo. Por ejemplo, una llamada como esta:

objDelegado(49);

Es convertida por el compilador en:

objDelegado.Invoke(49);

Aunque **Invoke()** es un método público, C# no permite que el programador lo llame explícitamente. Sin embargo, otros lenguajes gestionados sí que podrían permitirlo.

El método **Invoke()** se sirve de la información almacenada en **\_target**, **\_methodPtr** y **\_prev**, para determinar a cuál método se ha de llamar y en qué orden se le ha de llamar. Así, la implementación de **Invoke()** será de la forma:

**public virtual** <tipoRetorno> **Invoke(**<parámetros>**)**

**{**

**if (\_prev!=null)**

**\_prev.Invoke(**<parámetros>**);**

**return \_target.\_methodPtr(**<parámetros>**);**

**}**

Obviamente la sintaxis **\_target.\_methodPtr** no es válida en C#, ya que **\_methodPtr** no es un método sino un campo. Sin embargo, se ha escrito así para poner de manifiesto que lo que el compilador hace es generar el código apropiado para llamar al método perteneciente al objeto indicado en **\_target** e identificado con el valor de **\_methodPtr**

Nótese que la instrucción **if** incluida se usa para asegurar que las llamadas a los métodos de la cadena se hagan en orden: si el objeto delegado no es el último de la cadena. (**\_prev!=null**) se llamará antes al método **Invoke()** de su predecesor.

Por último, sólo señalar que, como es lógico, en caso de que los métodos que el objeto delegado pueda almacenar no tengan valor de retorno (éste sea **void**), el cuerpo de **Invoke()** sólo varía en que la palabra reservada **return** es eliminada del mismo.

***Eventos***

**Concepto de evento**

Un **evento** es una variante de las propiedades para los campos cuyos tipos sean delegados. Es decir, permiten controlar la forman en que se accede a los campos delegados y dan la posibilidad de asociar código a ejecutar cada vez que se añada o elimine un método de un campo delegado.

**Sintaxis básica de definición de eventos**

La sintaxis básica de definición de un evento consiste en definirlo como cualquier otro campo con la única peculiaridad de que se le ha de anteponer la palabra reservada **event** al nombre de su tipo (que será un delegado) O sea, se sigue la sintaxis:

<modificadores> **event** <tipoDelegado> <nombreEvento>**;**

Por ejemplo, para definir un evento de nombre Prueba y tipo delegado D se haría:

public event D Prueba;

También pueden definirse múltiples eventos en una misma línea separando sus nombres mediante comas. Por ejemplo:

public event D Prueba1, Prueba2;

Desde código ubicado dentro del mismo tipo de dato donde se haya definido el evento se puede usar el evento tal y como si de un campo delegado normal se tratase. Sin embargo, desde código ubicado externamente se imponen una serie de restricciones que permiten controlar la forma en que se accede al mismo:

* No se le puede aplicar los métodos heredados de **System.MulticastDelegate**.
* Sólo se le puede aplicar dos operaciones: añadido de métodos con **+=** y eliminación de métodos con **-=**. De este modo se evita que se use sin querer **=** en vez de **+=** ó **-=** y se sustituyan todos los métodos de la lista de métodos del campo delegado por otro que en realidad se le quería añadir o quitar (si ese otro valiese **null**, ello incluso podría provocar una **System.NullReferenceException**)
* No es posible llamar a los métodos almacenados en un campo delegado a través del mismo. Esto permite controlar la forma en que se les llama, ya que obliga a que la llamada tenga que hacerse a través de algún método público definido en la definición del tipo de dato donde el evento fue definido.

**Sintaxis completa de definición de eventos**

La verdadera utilidad de un evento es que permite controlar la forma en que se asocian y quitan métodos de los objetos delegados con **+=** y **-=**. Para ello se han de definir con la siguiente sintaxis avanzada:

<modificadores> **event** <tipoDelegado> <nombreEvento>

**{**

**add**

**{**

<códigoAdd>

**}**

**remove**

**{**

<códigoRemove>

**}**

**}**

Con esta sintaxis no pueden definirse varios eventos en una misma línea como ocurría con la básica. Su significado es el siguiente: cuando se asocie un método con **+=** al evento se ejecutará el <códigoAdd>, y cuando se le quite alguno con **–=** se ejecutará el <códigoRemove>. Esta sintaxis es similar a la de los bloques **set/get** de las propiedades pero con una importante diferencia: aunque pueden permutarse las secciones **add** y **remove**, es obligatorio incluir siempre a ambas.

La sintaxis básica es en realidad una forma abreviada de usar la avanzada. Así, la definición public event D Prueba(int valor); la interpretaría el compilador como:

private D prueba

public event D Prueba

{

[MethodImpl(MethodImlOptions.Synchronized)]

add

{

prueba = (D) Delegate.Combine(prueba, value);

}

[MethodImpl(MethodImlOptions.Synchronized)]

remove

{

prueba = (D) Delegate.Remove(prueba, value);

}

}

Es decir, el compilador definirá un campo delegado privado y códigos para **add** y **remove** que hagan que el uso de **+=** y **-=** sobre el evento tenga el efecto que normalmente tendrían si se aplicasen directamente sobre el campo privado. Como se ve, dentro de estos métodos se puede usar **value** para hacer referencia al operando derecho de los operadores **+=** y **-=**. El atributo **System.Runtime.InteropServices.MethodImpl** que precede a los bloques **add** y **remove** sólo se incluye para asegurar que un cambio de hilo no pueda interrumpir la ejecución de sus códigos asociados.

Las restricciones de uso de eventos desde códigos externos al tipo donde se han definido se deben a que en realidad éstos no son objetos delegados sino que el objeto delegado es el campo privado que internamente define el compilador. El compilador traduce toda llamada al evento en una llamada al campo delegado. Como este es privado, por eso sólo pueda accederse a él desde código de su propio tipo de dato.

En realidad, el compilador internamente traduce las secciones **add** y **remove** de la definición de un evento en métodos de la forma:

**void add\_**<nombreEvento>**(**<tipoDelegado> **value)**

**void remove\_**<nombreEvento>**(**<tipoDelegado> **value)**

Toda aplicación de **+=** y **-=** a un evento no es convertida en una llamada al campo privado sino en una llamada al método **add**/**remove** apropiado, como se puede observar analizando el MSIL de cualquier fuente donde se usen **+=** y **-=** sobre eventos. Además, como estos métodos devuelven **void** ése será el tipo del valor devuelto al aplicar **+=** ó **-=** (y no el objeto asignado), lo que evitará que código externo al tipo donde se haya definido el evento pueda acceder directamente al campo delegado privado.

Si en vez de la sintaxis básica usamos la completa no se definirá automáticamente un campo delegado por cada evento que se defina, por lo que tampoco será posible hacer referencia al mismo desde código ubicado en la misma clase donde se ha definido. Sin embargo ello permite que el programador pueda determinar, a través de secciones **add** y **remove**, cómo se almacenarán los métodos. Por ejemplo, para ahorrar memoria se puede optar por usar un diccionario donde almacenar los métodos asociados a varios eventos de un mismo objeto en lugar de usar un objeto delegado por cada uno.

Dado que las secciones **add** y **remove** se traducen como métodos, los eventos también podrán participar en el mecanismo de herencia y redefiniciones típico de los métodos. Es decir, en <modificadores> aparte de modificadores de acceso y el modificador **static**, también se podrán incluir los modificadores relativos a herencia. En este sentido hay que precisar algo: un evento definido como **abstract** ha de definirse siempre con la sintaxis básica (no incluirá secciones **add** o **remove**)

**TEMA 13: Estructuras**

***Concepto de estructura***

Una **estructura** es un tipo especial de clase pensada para representar objetos ligeros. Es decir, que ocupen poca memoria y deban ser manipulados con velocidad, como objetos que representen puntos, fechas, etc. Ejemplos de estructuras incluidas en la BCL son la mayoría de los tipos básicos (excepto **string** y **object**), y de hecho las estructuras junto con la redefinición de operadores son la forma ideal de definir nuevos tipos básicos a los que se apliquen las mismas optimizaciones que a los predefinidos.

***Diferencias entre clases y estructuras***

A diferencia de una clase y fiel a su espíritu de “ligereza”, una estructura no puede derivar de ningún tipo y ningún tipo puede derivar de ella. Por estas razones sus miembros no pueden incluir modificadores relativos a herencia, aunque con una excepción: pueden incluir **override** para redefinir los miembros de **System.Object**.

Otra diferencia entre las estructuras y las clases es que sus variables no almacenan referencias a zonas de memoria dinámica donde se encuentran almacenados objetos sino directamente referencian a objetos. Por ello se dice que las clases son **tipos referencia** y las estructuras son **tipos valor**, siendo posible tanto encontrar objetos de estructuras en pila (no son campos de clases) como en memoria dinámica (son campos de clases)

Una primera consecuencia de esto es que los accesos a miembros de objetos de tipos valor son mucho más rápidos que los accesos a miembros de pilas, ya que es necesario pasar por una referencia menos a la hora de acceder a ellos. Además, el tiempo de creación y destrucción de estructuras también es inferior. De hecho, la destrucción de los objetos almacenados en pila es prácticamente inapreciable ya que se realiza con un simple decremento del puntero de pila y no interviene en ella el recolector de basura.

Otra consecuencia de lo anterior es que cuando se realicen asignaciones entre variables de tipos valor, lo que se va a copiar en la variable destino es el objeto almacenado por la variable fuente y no la dirección de memoria dinámica a la que apuntaba ésta. Por ejemplo, dado el siguiente tipo (nótese que las estructuras se definen igual que las clases pero usando la palabra reservada **struct** en vez de **class**):

struct Point

{  
 public int x, y;

public Point(int x, int y)

{  
 this.x = x;

this.y = y;

}

}

Si usamos este tipo en un código como el siguiente:

Punto p = new Punto(10,10);

Punto p2 = p;

p2.x = 100;

Console.WriteLine(p.x);

Lo que se mostrará por pantalla será 10. Esto se debe a que el valor de x modificado es el de p2, que como es una copia de p los cambios que se le hagan no afectarán a p. Sin embargo, si Punto hubiese sido definido como una clase entonces sí que se hubiese mostrado por pantalla 100, ya que en ese caso lo que se habría copiado en p2 habría sido una referencia a la misma dirección de memoria dinámica referenciada por p, por lo que cualquier cambio que se haga en esa zona a través de p2 también afectará a p.

De lo anterior se deduce que la asignación entre objetos de tipos estructuras es mucho más lenta que la asignación entre objetos de clases, ya que se ha de copiar un objeto completo y no solo una referencia. Para aliviar esto al pasar objetos de tipos estructura como parámetros, se da la posibilidad de pasarlos como parámetros por referencia (modificador **ref**) o parámetros de salida (**out**) en vez de como parámetros de entrada.

Todas las estructuras derivan implícitamente del tipo **System.ValueType**, que a su vez deriva de la clase primigenia **System.Object**. **ValueType** tiene los mismos miembros que su padre, y la única diferencia señalable entre ambos es que en **ValueType** se ha redefinido **Equals()** de modo que devuelva **true** si los objetos comparados tienen el mismo valor en todos sus campos y **false** si no. Es decir, la comparación entre estructuras con **Equals()** se realiza por valor.

Respecto a la implementación de la igualdad en los tipos definidos como estructuras, también es importante tener muy en cuenta que el operador **==** no es en principio aplicable a las estructuras que defina el programador. Si se desea que lo tenga ha de dársele explícitamente una redefinición al definir dichas estructuras.

***Boxing y unboxing***

Dado que toda estructura deriva de **System.Object**, ha de ser posible a través del polimorfismo almacenar objetos de estos tipos en objetos **object**. Sin embargo, esto no puede hacerse directamente debido a las diferencias semánticas y de almacenamiento que existen entre clases y estructuras: un **object** siempre ha de almacenar una referencia a un objeto en memoria dinámica y una estructura no tiene porqué estarlo. Por ello ha de realizársele antes al objeto de tipo valor una conversión conocida como **boxing**. Recíprocamente, al proceso de conversión de un **object** que contenga un objeto de un tipo valor al tipo valor original se le denomina **unboxing**.

El proceso de boxing es muy sencillo. Consiste en envolver el objeto de tipo valor en un objeto de un tipo referencia creado específicamente para ello. Por ejemplo, para un objeto de un tipo valor T, el tipo referencia creado sería de la forma:

class T\_Box

{

T value;

T\_Box(T t)

{

value = t;

}

}

En realidad todo esto ocurre de forma transparente al programador, el cual simplemente asigna el objeto de tipo valor a un objeto de tipo referencia como si de cualquier asignación polimórfica se tratase. Por ejemplo:

int p = new Punto(10,10);

object o = p; // boxing. Es equivalente a object o = new Punto\_Box(p);

En realidad la clase envoltorio arriba escrita no se crea nunca, pero conceptualmente es como si se crease. Esto se puede comprobar viendo a través del siguiente código que el verdadero tipo del objeto o del ejemplo anterior sigue siendo Punto (y no Punto\_Box):

Console.WriteLine((p is Punto));

La salida por pantalla de este código es True, lo que confirma que se sigue considerando que en realidad p almacena un Punto (recuérdese que el operador **is** sólo devuelve **true** si el objeto que se le pasa como operando izquierdo es del tipo que se le indica como operando derecho)

El proceso de unboxing es también transparente al programador. Por ejemplo, para recuperar como Punto el valor de tipo Punto almacenado en el objeto o anterior se haría:

p = (Punto) o; // Es equivalente a ((Punto\_Box) o).value

Obviamente durante el unboxing se hará una comprobación de tipo para asegurar que el objeto almacenado en o es realmente de tipo Punto. Esta comprobación es tan estricta que se ha de cumplir que el tipo especificado sea exactamente el mismo que el tipo original del objeto, no vale que sea un compatible. Por tanto, este código es inválido:

int i = 123;

object o = i;

long l = (long) o // Error: o contiene un int, no un long

Sin embargo, lo que si sería válido es hacer:

long l = (long) (int) o;

Como se puede apreciar en el constructor del tipo envoltorio creado, durante el boxing el envoltorio que se crea recibe una copia del valor del objeto a convertir, por lo que los cambios que se le hagan no afectarán al objeto original. Por ello, la salida del siguiente código será 10:

Punto p = new Punto(10,10);

object o = p; // boxing

p.X = 100;

Console.WriteLine( ((Punto) o).X); // unboxing

Sin embargo, si Punto se hubiese definido como una clase entonces sí que se mostraría por pantalla un 100 ya que entonces no se haría boxing en la asignación de p a o sino que se aplicaría el mecanismo de polimorfismo normal, que consiste en tratar p a través de o como si fuese de tipo object pero sin realizarse ninguna conversión.

El problema del boxing y el unboxing es que son procesos lentos, ya que implican la creación y destrucción de objetos envoltorio. Por ello puede interesar evitarlos en aquellas situaciones donde la velocidad de ejecución de la aplicación sea crítica, y para ello se proponen varias técnicas:

* Si el problema se debe al paso de estructuras como parámetros de métodos genéricos que tomen parámetros de tipo **object**, puede convenir definir sobrecargas de esos métodos que en lugar de tomar **object**s tomen objetos de los tipos estructura que en concreto la aplicación utiliza

A partir de la versión 2.0 de C#, se pueden utilizar las denominadas **plantillas** o **genéricos**, que no son más que definiciones de tipos de datos en las que no se indica cuál es el tipo exacto de ciertas variables sino que se deja en función de parámetros a los que puede dárseles distintos valores al crear cada objeto de ese tipo. Así, en vez de crearse objetos con métodos que tomen parámetros **object**, se podrían ir creando diferentes versiones del tipo según la estructura con la se vaya a trabajar. El *Tema 21: Novedades de C# 2.*0 explica esto más detalladamente.

* Muchas veces conviene hacer unboxing para poder acceder a miembros específicos de ciertas estructuras almacenadas en **object**s, aunque a continuación vuelva a necesitarse realmacenar la estructura en un **object**. Para evitar esto una posibilidad sería almacenar en el objecto no directamente la estructura sino un objeto de una clase envolvente creada a medida por el programador y que incluya los miembros necesarios para hacer las operaciones anteriores. Así se evitaría tener que hacer unboxing, pues se convertiría de **object** a esa clase, que no es un tipo valor y por tanto no implica unboxing.
* Con la misma idea, otra posibilidad sería que el tipo estructura implementase ciertas interfaces mediante las que se pudiese hacer las operaciones antes comentadas. Aunque las interfaces no se tratarán hasta el *Tema 15: Interfaces*, por ahora basta saber que las interfaces son también tipos referencia y por tanto convertir de **object** a un tipo interfaz no implica unboxing.

***Constructores***

Los constructores de las estructuras se comportan de una forma distinta a los de las clases. Por un lado, no pueden incluir ningún inicializador base debido a que como no puede haber herencia el compilador siempre sabe que ha de llamar al constructor sin parámetros de **System.ValueType**. Por otro, dentro de su cuerpo no se puede acceder a sus miembros hasta inicializarlos, pues para ahorrar tiempo no se les da ningún valor inicial antes de llamar al constructor.

Sin embargo, la diferencia más importante entre los constructores de ambos tipos se encuentra en la implementación del constructor sin parámetros: como los objetos estructura no pueden almacenar el valor por defecto **null** cuando se declaran sin usar constructor ya que ese valor indica referencia a posición de memoria dinámica indeterminada y los objetos estructura no almacenan referencias, toda estructura siempre tiene definido un constructor sin parámetros que lo que hace es darle en esos casos un valor por defecto a los objetos declarados. Ese valor consiste en poner a cero toda la memoria ocupada por el objeto, lo que tiene el efecto de dar como valor a cada campo el cero de su tipo[[12]](#footnote-11). Por ejemplo, el siguiente código imprime un 0 en pantalla:

Punto p = new Punto();

Console.WriteLine(p.X);

Y el siguiente también:

using System;

struct Punto

{

public int X,Y;

}

class EjemploConstructorDefecto

{

Punto p;

public static void Main()

{

Console.WriteLine(p.X);

}

}

Sin embargo, el hecho de que este constructor por defecto se aplique no implica que se pueda acceder a las variables locales sin antes inicializarlas con otro valor. Por ejemplo, el siguiente fragmento de código de un método sería incorrecto:

Punto p;

Console.WriteLine(p.X); // X no inicializada

Sin embrago, como a las estructuras declaradas sin constructor no se les da el valor por defecto **null**, sí que sería válido:

Punto p;

p.X = 2;

Console.WriteLine(p.X);

Para asegurar un valor por defecto común a todos los objetos estructura, se prohibe a los programadores darles su propia definición del constructor sin parámetros. Mientras que en las clases es opcional implementarlo y si no se hace el compilador introduce uno por defecto, en las estructuras no es válido hacerlo. Además, aún en el caso de que se definan otros constructores, el constructor sin parámetros seguirá siendo introducido automáticamente por el compilador a diferencia de cómo ocurría con las clases donde en ese caso el compilador no lo introducía.

Por otro lado, para conseguir que el valor por defecto de todos los objetos estructuras sea el mismo, se prohíbe darles una valor inicial a sus campos en el momento de declararlos, pues si no el constructor por defecto habría de tenerlos en cuenta y su ejecución sería más ineficiente. Por esta razón, los constructores definidos por el programador para una estructura han de inicializar todos sus miembros no estáticos en tanto que antes de llamarlos no se les da ningún valor inicial.

Nótese que debido a la existencia de un constructor por defecto cuya implementación escapa de manos del programador, el código de los métodos de una estructura puede tener que considerar la posibilidad de que se acceda a ellos con los valores resultantes de una inicialización con ese constructor. Por ejemplo, dado:

struct A

{

public readonly string S;

public A(string s)

{

if (s==null)

throw (new ArgumentNullException());

this.S = s;

}

}

Nada asegura que en este código los objetos de clase A siempre se inicialicen con un valor distinto de **null** en su campo S, pues aunque el constructor definido para A comprueba que eso no ocurra lanzando una excepción en caso de que se le pase una cadena que valga **null**, si el programador usa el constructor por defecto creará un objeto en el que S valga **null**. Además, ni siquiera es válido especificar un valor inicial a S en su definición, ya que para inicializar rápidamente las estructuras sus campos no estáticos no pueden tener valores iniciales.

**TEMA 14: Enumeraciones**

***Concepto de enumeración***

Una **enumeración** o **tipo enumerado** es un tipo especial de estructura en la que los literales de los valores que pueden tomar sus objetos se indican explícitamente al definirla. Por ejemplo, una enumeración de nombre Tamaño cuyos objetos pudiesen tomar los valores literales Pequeño, Mediano o Grande se definiría así:

enum Tamaño

{

Pequeño,

Mediano,

Grande

}

Para entender bien la principal utilidad de las enumeraciones vamos a ver antes un problema muy típico en programación: si queremos definir un método que pueda imprimir por pantalla un cierto texto con diferentes tamaños, una primera posibilidad sería dotarlo de un parámetro de algún tipo entero que indique el tamaño con el que se desea mostrar el texto. A estos números que los métodos interpretan con significados específicos se les suele denominar **números mágicos**, y su utilización tiene los inconvenientes de que dificulta la legibilidad del código (hay que recordar qué significa para el método cada valor del número) y su escritura (hay que recordar qué número ha pasársele al método para que funcione de una cierta forma)

Una alternativa mejor para el método anterior consiste en definirlo de modo que tome un parámetro de tipo Tamaño para que así el programador usuario no tenga que recordar la correspondencia entre tamaños y números. Véase así como la llamada (2) del ejemplo que sigue es mucho más legible que la (1):

obj.MuestraTexto(2); // (1)

obj.MuestraTexto(Tamaño.Mediano); // (2)

Además, estos literales no sólo facilitan la escritura y lectura del código sino que también pueden ser usados por herramientas de documentación, depuradores u otras aplicaciones para sustituir números mágicos y mostrar textos muchos más legibles.

Por otro lado, usar enumeraciones también facilita el mantenimiento del código. Por ejemplo, si el método (1) anterior se hubiese definido de forma que 1 significase tamaño pequeño, 2 mediano y 3 grande, cuando se quisiese incluir un nuevo tamaño intermedio entre pequeño y mediano habría que darle un valor superior a 3 o inferior a 1 ya que los demás estarían cogidos, lo que rompería el orden de menor a mayor entre números y tamaños asociados. Sin embargo, usando una enumeración no importaría mantener el orden relativo y bastaría añadirle un nuevo literal.

Otra ventaja de usar enumeraciones frente a números mágicos es que éstas participan en el mecanismo de comprobación de tipos de C# y el CLR. Así, si un método espera un objeto Tamaño y se le pasa uno de otro tipo enumerado se producirá, según cuando se detecte la incoherencia, un error en compilación o una excepción en ejecución. Sin embargo, si se hubiesen usado números mágicos del mismo tipo en vez de enumeraciones no se habría detectado nada, pues en ambos casos para el compilador y el CLR serían simples números sin ningún significado especial asociado.

***Definición de enumeraciones***

Ya hemos visto un ejemplo de cómo definir una enumeración. Sin embargo, la sintaxis completa que se puede usar para definirlas es:

**enum** <nombreEnumeración> **:** <tipoBase>

**{**

<literales>

**}**

En realidad una enumeración es un tipo especial de estructura (luego **System.ValueType** será tipo padre de ella) que sólo puede tener como miembros campos públicos constantes y estáticos. Esos campos se indican en <literales>, y como sus modificadores son siempre los mismos no hay que especificarlos (de hecho, es erróneo hacerlo)

El tipo por defecto de las constantes que forman una enumeración es **int**, aunque puede dárseles cualquier otro tipo básico entero (**byte**, **sbyte**, **short**, **ushort**, **uint**, **int**, **long** o **ulong**) indicándolo en <tipoBase>. Cuando se haga esto hay que tener muy presente que el compilador de C# sólo admite que se indiquen así los alias de estos tipos básicos, pero no sus nombres reales (**System.Byte**, **System.SByte**, etc.)

Si no se especifica valor inicial para cada constante, el compilador les dará por defecto valores que empiecen desde 0 y se incrementen en una unidad para cada constante según su orden de aparición en la definición de la enumeración. Así, el ejemplo del principio del tema es equivalente a:

enum Tamaño:int

{

Pequeño = 0,

Mediano = 1,

Grande = 2

}

Es posible alterar los valores iniciales de cada constante indicándolos explícitamente como en el código recién mostrado. Otra posibilidad es alterar el valor base a partir del cual se va calculando el valor de las siguientes constantes como en este otro ejemplo:

enum Tamaño

{

Pequeño,

Mediano = 5,

Grande

}

En este último ejemplo el valor asociado a Pequeño será 0, el asociado a Mediano será 5, y el asociado a Grande será 6 ya que como no se le indica explícitamente ningún otro se considera que este valor es el de la constante anterior más 1.

Obviamente, el nombre que se de a cada constante ha de ser diferente al de las demás de su misma enumeración y el valor que se de a cada una ha de estar incluido en el rango de valores admitidos por su tipo base. Sin embargo, nada obliga a que el valor que se de a cada constante tenga que ser diferente al de las demás, y de hecho puede especificarse el valor de una constante en función del valor de otra como muestra este ejemplo:

enum Tamaño

{

Pequeño,

Mediano = Pequeño,

Grande = Pequeño + Mediano

}

En realidad, lo único que importa es que el valor que se dé a cada literal, si es que se le da alguno explícitamente, sea una expresión constante cuyo resultado se encuentre en el rango admitido por el tipo base de la enumeración y no provoque definiciones circulares. Por ejemplo, la siguiente definición de enumeración es incorrecta ya que en ella los literales Pequeño y Mediano se han definido circularmente:

enum TamañoMal

{

Pequeño = Mediano,

Mediano = Pequeño,

Grande

}

Nótese que también la siguiente definición de enumeración también sería incorrecta ya que en ella el valor de B depende del de A implícitamente (sería el de A más 1):

enum EnumMal

{

A = B,

B

}

***Uso de enumeraciones***

Las variables de tipos enumerados se definen como cualquier otra variable (sintaxis <nombreTipo> <nombreVariable>) Por ejemplo:

Tamaño t;

El valor por defecto para un objeto de una enumeración es 0, que puede o no corresponderse con alguno de los literales definidos para ésta. Así, si la t del ejemplo fuese un campo su valor sería Tamaño.Pequeño. También puede dársele otro valor al definirla, como muestra el siguiente ejemplo donde se le da el valor Tamaño.Grande:

Tamaño t = Tamaño.Grande; // Ahora t vale Tamaño.Grande

Nótese que a la hora de hacer referencia a los literales de una enumeración se usa la sintaxis <nombreEnumeración>**.**<nombreLiteral>, como es lógico si tenemos en cuenta que en realidad los literales de una enumeración son constantes publicas y estáticas, pues es la sintaxis que se usa para acceder a ese tipo de miembros. El único sitio donde no es necesario preceder el nombre del literal de <nombreEnumeración>**.** es en la propia definición de la enumeración, como también ocurre con cualquier constante estática.

En realidad los literales de una enumeración son constantes de tipos enteros y las variables de tipo enumerado son variables del tipo entero base de la enumeración. Por eso es posible almacenar valores de enumeraciones en variables de tipos enteros y valores de tipos enteros en variables de enumeraciones. Por ejemplo:

int i = Tamaño.Pequeño; // Ahora i vale 0

Tamaño t = (Tamaño) 0; //Ahora t vale Tamaño.Pequeño (=0)

t = (Tamaño) 100; // Ahora t vale 100, que no se corresponde con ningún literal

Como se ve en el último ejemplo, también es posible darle a una enumeración valores enteros que no se correspondan con ninguno de sus literales.

Dado que los valores de una enumeración son enteros, es posible aplicarles muchas de las operaciones que se pueden aplicar a los mismos: **==**, **!=**, **<**, **>**, **<=**, **>=**, **+**,, **^**, **&**, **|**, **~**, **++**, **--** y **sizeof**. Sin embargo, hay que concretar que los operadores binarios **+** y **–** no pueden aplicarse entre dos operandos de enumeraciones, sino que al menos uno de ellos ha de ser un tipo entero; y que **|**, **&** y **^** sólo pueden aplicarse entre enumeraciones.

***La clase System.Enum***

Todos los tipos enumerados derivan de **System.Enum**, que deriva de **System.ValueType**  y ésta a su vez deriva de la clase primigenia **System.Object**. Aparte de los métodos heredados de estas clases padres ya estudiados, toda enumeración también dispone de otros métodos heredados de **System.Enum**, los principales de los cuales son:

* **static Type getUnderlyingType(Type enum)**: Devuelve un objeto **System.Type** con información sobre el tipo base de la enumeración representada por el objeto **System.Type** que se le pasa como parámetro[[13]](#footnote-12).
* **string ToString(string formato)**: Cuando a un objeto de un tipo enumerado se le aplica el método **ToString()** heredado de **object**, lo que se muestra es una cadena con el nombre del literal almacenado en ese objeto. Por ejemplo (nótese que **WriteLine()** llama automáticamente al **ToString()** de sus argumentos no **string**):

Tamaño t = Color.Pequeño;

Console.WriteLine(t); // Muestra por pantalla la cadena "Pequeño"

Como también puede resultar interasante obtener el valor numérico del literal, se ha sobrecargado **System.Enum** el método anterior para que tome como parámetro una cadena que indica cómo se desea mostrar el literal almacenado en el objeto. Si esta cadena es nula, vacía o vale "G" muestra el literal como si del método **ToString()** estándar se tratase, pero si vale "D" o "X" lo que muestra es su valor numérico (en decimal si vale "D" y en hexadecimal si vale "X") Por ejemplo:

Console.WriteLine(t.ToString("X")); // Muestra 0

Console.WriteLine(t.ToString("G")); // Muestra Pequeño

En realidad, los valores de formato son insensibles a la capitalización y da igual si en vez de "G" se usa "g" o si en vez de "X" se usa "x".

* **static string Format(Type enum, object valorLiteral, string formato)**: Funciona de forma parecida a la sobrecarga de **ToString()** recien vista, sólo que ahora no es necesario disponer de ningún objeto del tipo enumerado cuya representación de literal se desea obtener sino que basta indicar el objeto **Type** que lo representa y el número del literal a obtener. Por ejemplo:

Console.Write(Enum.Format(typeof(Tamaño), 0, "G"); // Muestra Pequeño

Si el valorLiteral indicado no estuviese asociado a ningún literal del tipo enumerador representado por enum, se devolvería una cadena con dicho número. Por el contrario, si hubiesen varios literales en la enumeración con el mismo valor numérico asociado, lo que se devolvería sería el nombre del declarado en último lugar al definir la enumeración.

* **static object Parse(Type enum, string nombre*, bool mayusculas?*):** Crea un objeto de un tipo enumerado cuyo valor es el correspondiente al literal de nombre asociado nombre. Si la enumeración no tuviese ningún literal con ese nombre se lanzaría una **ArgumentException**, y para determinar cómo se ha de buscar el nombre entre los literales de la enumeración se utiliza el tercer parámetro (es opcional y por defecto vale **false**) que indica si se ha de ignorar la capitalización al buscarlo. Un ejemplo del uso de este método es:

Tamaño t = (Tamaño) Enum.Parse(typeof(Tamaño), "Pequeño");

Console.WriteLine(t) // Muestra Pequeño

Aparte de crear objetos a partir del nombre del literal que almacenarán, **Parse()** también permite crearlos a partir del valor numérico del mismo. Por ejemplo:

Tamaño t = (Tamaño) Enum.Parse(typeof(Tamaño), "0");

Console.WriteLine(t) // Muestra Pequeño

En este caso, si el valor indicado no se correspondiese con el de ninguno de los literales de la enumeración no saltaría ninguna excepción, pero el objeto creado no almacenaría ningún literal válido. Por ejemplo:

Tamaño t = (Tamaño) Enum.Parse(typeof(Tamaño), "255");

Console.WriteLine(t) // Muestra 255

* **static object[] GetValues(Type enum)**: Devuelve una tabla con los valores de todos los literales de la enumeración representada por el objeto **System.Type** que se le pasa como parámetro. Por ejemplo:

object[] tabla = Enum.GetValues(typeof(Tamaño));

Console.WriteLine(tabla[0]); // Muestra 0, pues Pequeño = 0

Console.WriteLine(tabla[1]); // Muestra 1, pues Mediano = 1

Console.WriteLine(tabla[2]); // Muestra 1, pues Grande = Pequeño+Mediano

* **static string GetName(Type enum, object valor)**: Devuelve una cadena con el nombre del literal de la enumeración representada por enum que tenga el valor especificado en valor. Por ejemplo, este código muestra Pequeño por pantalla:

Console.WriteLine(Enum.GetName(typeof(Tamaño), 0)); //Imprime Pequeño

Si la enumeración no contiene ningún literal con ese valor devuelve **null**, y si tuviese varios con ese mismo valor devolvería sólo el nombre del último. Si se quiere obtener el de todos es mejor usar **GetNames()**, que se usa como **GetName()** pero devuelve un **string[]** con los nombres de todos los literales que tengan el valor indicado ordenados según su orden de definición en la enumeración.

* **static bool isDefined (Type enum, object valor)**: Devuelve un booleano que indica si algún literal de la enumeración indicada tiene el valor indicado.

***Enumeraciones de flags***

Muchas veces interesa dar como valores de los literales de una enumeración únicamente valores que sean potencias de dos, pues ello permite que mediante operaciones de bits **&** y **|** se puede tratar los objetos del tipo enumerado como si almacenasen simultáneamente varios literales de su tipo. A este tipo de enumeraciones las llamaremos **enumeraciones de flags**, y un ejemplo de ellas es el siguiente:

enum ModificadorArchivo

{

Lectura = 1,

Escritura = 2,

Oculto = 4,

Sistema = 8

}

Si queremos crear un objeto de este tipo que represente los modificadores de un archivo de lectura-escritura podríamos hacer:

ModificadorArchivo obj = ModificadorArchivo.Lectura | ModificadorArchivo.Escritura

El valor del tipo base de la enumeración que se habrá almacenado en obj es 3, que es el resultado de hacer la operación OR entre los bits de los valores de los literales Lectura y Escritura. Al ser los literales de ModificadorArchivo potencias de dos sólo tendrán un único bit a 1 y dicho bit será diferente en cada uno de ellos, por lo que la única forma de generar un 3 (últimos dos bits a 1) combinando literales de ModificadorArchivo es combinando los literales Lectura (último bit a 1) y Escritura (penúltimo bit a 1) Por tanto, el valor de obj identificará unívocamente la combinación de dichos literales.

Debido a esta combinabilidad no se debe determinar el valor literal de los objetos ModificadorArchivo tal y como si sólo pudiesen almacenar un único literal, pues su valor numérico no tendría porqué corresponderse con el de ningún literal de la enumeración Por ejemplo:

bool permisoLectura = (obj == ModificadorArchivo.Lectura); // Almacena false

Aunque los permisos representados por obj incluían permiso de lectura, se devuelve **false** porque el valor numérico de obj es 3 y el del ModificadorArchivo.Lectura es 1. Si lo que queremos es comprobar si obj contiene permiso de lectura, entonces habrá que usar el operador de bits **&** para aislarlo del resto de literales combinados que contiene:

bool permisoLectura = (ModificadorArchivo.Lectura ==

(obj & ModificadorArchivo.Lectura)); // Almacena true

O, lo que es lo mismo:

bool permisoLectura = ( (obj & ModificadorArchivo.Lectura) != 0); // Almacena true

Asimismo, si directamente se intenta mostrar por pantalla el valor de un objeto de una enumeración que almacene un valor que sea combinación de literales, no se obtendrá el resultado esperado (nombre del literal correspondiente a su valor) Por ejemplo, dado:

Console.Write(obj); // Muestra 3

Se mostrará un 3 por pantalla ya que en realidad ningún literal de ModificadorArchivo tiene asociado dicho valor. Como lo natural sería que se desease obtener un mensaje de la forma Lectura, Escritura, los métodos **ToString()** y **Format()** de las enumeraciones ya vistos admiten un cuarto valor "F" para su parámetro formato (su nombre viene de flags) con el que se consigue lo anterior. Por tanto:

Console.Write(obj.ToString("F")); // Muestra Lectura, Escritura

Esto se debe a que cuando **Format()** detecta este indicador (**ToString()** también, pues para generar la cadena llama internamente a **Format()**) y el literal almacenado en el objeto no se corresponde con ninguno de los de su tipo enumerado, entonces lo que hace es mirar uno por uno los bits a uno del valor numérico asociado de dicho literal y añadirle a la cadena a devolver el nombre de cada literal de la enumeración cuyo valor asociado sólo tenga ese bit a uno, usándo como separador entre nombres un carácter de coma.

Nótese que nada obliga a que los literales del tipo enumerado tengan porqué haberse definido como potencias de dos, aunque es lo más conveniente para que "F" sea útil, pues si la enumeración tuviese algún literal con el valor del objeto de tipo enumerado no se realizaría el proceso anterior y se devolvería sólo el nombre de ese literal.

Por otro lado, si alguno de los bits a 1 del valor numérico del objeto no tuviese el correspondiente literal con sólo ese bit a 1 en la enumeración no se realizaría tampoco el proceso anterior y se devolvería una cadena con dicho valor numérico.

Una posibilidad más cómoda para obtener el mismo efecto que con "F" es marcar la definición de la enumeración con el atributo **Flags**, con lo que ni siquiera sería necesario indicar formato al llamar a **ToString()** O sea, si se define ModificadorArchivo así:

[Flags]

enum ModificadorArchivo

{

Lectura = 1,

Escritura = 2,

Oculto = 4,

Sistema = 8

}

Entonces la siguiente llamada producirá como salida Lectura, Escritura:

Console.Write(obj); // Muestra Lectura, Escritura

Esto se debe a que en ausencia del modificador "F", **Format()** mira dentro de los metadatos del tipo enumerado al que pertenece el valor numérico a mostrar si éste dispone del atributo **Flags**. Si es así funciona como si se le hubiese pasado "F".

También cabe destacar que, para crear objetos de enumeraciones cuyo valor sea una combinación de valores de literales de su tipo enumerado, el método método **Parse()** de **Enum** permite que la cadena que se le especifica como segundo parámetro cuente con múltiples literales separados por comas. Por ejemplo, un objeto ModificadorArchivo que represente modificadores de lectura y ocultación puede crearse con:

ModificadorArchivo obj =

(ModificadorArchivo) Enum.Parse(typeof(ModificadorArchivo),"Lectura,Oculto"));

Hay que señalar que esta capacidad de crear objetos de enumeraciones cuyo valor almacenado sea una combinación de los literales definidos en dicha enumeración es totalmente independiente de si al definirla se utilizó el atributo **Flags** o no.

**TEMA 15: Interfaces**

***Concepto de interfaz***

Una **interfaz** es la definición de un conjunto de métodos para los que no se da implementación, sino que se les define de manera similar a como se definen los métodos abstractos. Es más, una interfaz puede verse como una forma especial de definir clases abstractas que tan sólo contengan miembros abstractos.

Como las clases abstractas, las interfaces son tipos referencia, no puede crearse objetos de ellas sino sólo de tipos que deriven de ellas, y participan del polimorfismo. Sin embargo, también tienen numerosas diferencias con éstas:

* **Es posible definir tipos que deriven de más de una interfaz**. Esto se debe a que los problemas que se podrían presentar al crear tipos que hereden de varios padres se deben a la difícil resolución de los conflictos derivados de la herencia de varias implementaciones diferentes de un mismo método. Sin embargo, como con las interfaces esto nunca podrá ocurrir en tanto que no incluyen código, se permite la herencia múltiple de las mismas.
* Las estructuras no pueden heredar de clases pero sí de interfaces, y las interfaces no pueden derivar de clases, pero sí de otras interfaces.
* Todo tipo que derive de una interfaz ha de dar una implementación de todos los miembros que hereda de esta, y no como ocurre con las clases abstractas donde es posible no darla si se define como abstracta también la clase hija. De esta manera queda definido un contrato en la clase que la hereda que va a permitir poder usarla con seguridad en situaciones polimórficas: toda clase que herede una interfaz implementará todos los métodos de la misma. Por esta razón se suele denominar **implementar** una interfaz al hecho de heredar de ella.

Nótese que debido a esto, no suele convenir ampliar interfaces ya definidas e implementadas, puesto que cualquier añadido invalidará sus implementaciones hasta que se defina en las mismas un implementación para dicho añadido. Sin embargo, si se hereda de una clase abstracta este problema no se tendrá siempre que el miembro añadido a la clase abstracta no sea abstracto.

* Las interfaces sólo pueden tener como miembros métodos normales, eventos, propiedades e indizadores; pero no pueden incluir definiciones de campos, operadores, constructores, destructores o miembros estáticos. Además, todos los miembros de las interfaces son implícitamente públicos y no se les puede dar ningún modificador de acceso (ni siquiera **public**, pues se supone)

***Definición de interfaces***

La sintaxis general que se sigue a la hora de definir una interfaz es:

<modificadores> **interface** <nombre>***:****<interfacesBase>*

**{**

<miembros>

**}**

Los <modificadores> admitidos por las interfaces son los mismos que los de las clases Es decir, **public**, **internal, private**, **protected**, **protected internal** o **new** (e igualmente, los cuatro últimos sólo son aplicables a interfaces definidas dentro de otros tipos)

El <nombre> de una interfaz puede ser cualquier identificador válido, aunque por convenio se suele usar I como primer carácter del mismo (IComparable, IA, etc)

Los <miembros> de las interfaces pueden ser definiciones de métodos, propiedades, indizadores o eventos, pero no campos, operadores, constructores o destructores. La sintaxis que se sigue para definir cada tipo de miembro es la misma que para definirlos como abstractos en una clase pero sin incluir **abstract** por suponerse implícitamente:

* **Métodos:** <tipoRetorno> <nombreMétodo>**(***<parámetros>***);**
* **Propiedades:** <tipo> <nombrePropiedad> **{*set; get;*}**

Los bloques **get** y **set** pueden intercambiarse y puede no incluirse uno de ellos (propiedad de sólo lectura o de sólo escritura según el caso), pero no los dos.

* **Indizadores:** <tipo> **this[**<índices>**]** **{*set; get;*}**

Al igual que las propiedades, los bloques **set** y **get** pueden intercambiarse y obviarse uno de ellos al definirlos.

* **Eventos:** **event** <delegado> <nombreEvento>**;**

Nótese que a diferencia de las propiedades e indizadores, no es necesario indicar nada sobre sus bloques **add** y **remove**. Esto se debe a que siempre se han de implementar ambos, aunque si se usa la sintaxis básica el compilador les da una implementación por defecto automáticamente.

Cualquier definición de un miembro de una interfaz puede incluir el modificador **new** para indicar que pretende ocultar otra heredada de alguna interfaz padre. Sin embargo, el resto de modificadores no son válidos ya que implícitamente siempre se considera que son **public** y **abstract**. Además, una interfaz tampoco puede incluir miembros de tipo, por lo que es incorrecto incluir el modificador **static** al definir sus miembros.

Cada interfaz puede heredar de varias interfaces, que se indicarían en <interfacesBase> separadas por comas. Esta lista sólo puede incluir interfaces, pero no clases o estructuras; y a continuación se muestra un ejemplo de cómo definir una interfaz IC que hereda de otras dos interfaces IA y IB:

public delegate void D (int x);

interface IA

{

int PropiedadA{get;}

void Común(int x);

}

interface IB

{

int this [int índice] {get; set;}

void Común(int x);

}

interface IC: IA, IB

{

event D EventoC;

}

Nótese que aunque las interfaces padres de IC contienen un método común no hay problema alguno a la hora de definirlas. En el siguiente epígrafe veremos cómo se resuelven las ambigüedades que por esto pudiesen darse al implementar IC.

***Implementación de interfaces***

Para definir una clase o estructura que implemente una o más interfaces basta incluir los nombres de las mismas como si de una clase base se tratase -separándolas con comas si son varias o si la clase definida hereda de otra clase- y asegurar que la clase cuente con definiciones para todos los miembros de las interfaces de las que hereda -lo que se puede conseguir definiéndolos en ella o heredándolos de su clase padre.

Las definiciones que se den de miembros de interfaces han de ser siempre públicas y no pueden incluir **override**, pues como sus miembros son implícitamente **abstract** se sobreentiende. Sin embargo, sí pueden dársele los modificadores como **virtual** ó **abstract** y usar **override** en redefiniciones que se les den en clases hijas de la clase que implemente la interfaz.

Cuando una clase deriva de más de una interfaz que incluye un mismo miembro, la implementación que se le dé servirá para todas las interfaces que cuenten con ese miembro. Sin embargo, también es posible dar una implementación diferente para cada una usando una **implementación explícita**, lo que consiste en implementar el miembro sin el modificador **public** y anteponiendo a su nombre el nombre de la interfaz a la que pertenece seguido de un punto (carácter **.**)

Cuando un miembro se implementa explícitamente, no se le pueden dar modificadores como en las implementaciones implícitas, ni siquiera **virtual** o **abstract**. Una forma de simular los modificadores que se necesiten consiste en darles un cuerpo que lo que haga sea llamar a otra función que sí cuente con esos modificadores.

El siguiente ejemplo muestra cómo definir una clase CL que implemente la interfaz IC:

class CL:IC

{

public int PropiedadA

{

get {return 5;}

set {Console.WriteLine(“Asignado{0} a PropiedadA”, value);}

}

void IA.Común(int x)

{

Console.WriteLine(“Ejecutado Común() de IA”);

}

public int this[int índice]

{

get { return 1;}

set { Console.WriteLine(“Asignado {0} a indizador”, value); }

}

void IB.Común(int x)

{

Console.WriteLine(“Ejecutado Común() de IB”);

}

public event D EventoC;

}

Como se ve, para implementar la interfaz IC ha sido necesario implementar todos sus miembros, incluso los heredados de IA y IB, de la siguiente manera:

* Al EventoC se le ha dado la implementación por defecto, aunque si se quisiese se podría haber dado una implementación específica a sus bloques **add** y **remove**.
* Al método Común() se le ha dado una implementación para cada versión heredada de una de las clases padre de IC, usándose para ello la sintaxis de implementación explícita antes comentada. Nótese que no se ha incluido el modificador **public** en la implementación de estos miembros.
* A la PropiedadA se le ha dado una implementación con un bloque set que no aparecía en la definición de PropiedadA en la interfaz IA. Esto es válido hacerlo siempre y cuando la propiedad no se haya implementado explícitamente, y lo mismo ocurre con los indizadores y en los casos en que en vez de **set** sea **get** el bloque extra implementado.

Otra utilidad de las implementaciones explícitas es que son la única manera de conseguir poder dar implementación a métodos ocultados en las definiciones de interfaces. Por ejemplo, si tenemos:

interface IPadre

{

int P{get;}

}

interface IHija:Padre

{

new int P();

}

La única forma de poder definir una clase donde se dé una implementación tanto para el método P() como para la propiedad P, es usando implementación explícita así:

class C: IHija

{  
 void IPadre.P {}

public int P() {…}

}

O así:

class C: IHija

{  
 public void P () {}

int IHija.P() {}

}

O así:

class C: IHija

{  
 void IPadre.P() {}

int IHija.P() {}

}

Pero como no se puede implementar es sin ninguna implementación explícita, pues se produciría un error al tener ambos miembros las misma signatura. Es decir, la siguiente definición no es correcta:

class C: IHija

{  
 public int P() {} // ERROR: Ambos miembros tienen la misma signatura

public void P() {}

}

Es posible reimplementar en una clase hija las definiciones que su clase padre diese para los métodos que heredó de una interfaz. Para hacer eso basta hacer que la clase hija también herede de esa interfaz y dar en ella las definiciones explícitas de miembros de la interfaz que se estimen convenientes, considerándose que las implementaciones para los demás serán las heredadas de su clase padre. Por ejemplo:

using System;

interface IA

{

void F();

}

class C1: IA

{

public void F()

{

Console.WriteLine("El F() de C1");

}

}

class C2: C1, IA

{

void IA.F() // Sin implementación explícita no redefiniría, sino ocultaría

{

Console.WriteLine("El F() de C2");

}

public static void Main()

{

IA obj = new C1();

IA obj2 = new C2();

obj.F();

obj2.F();

}

}

Reimplementar un miembro de una interfaz de esta manera es parecido a redefinir los miembros reimplementados, sólo que ahora la redefinición sería solamente accesible a través de variables del tipo de la interfaz. Así, la salida del ejemplo anterior sería:

El F() de C1

El F() de C2

Hay que tener en cuenta que de esta manera sólo pueden hacerse reimplementaciones de miembros si la clase donde se reimplementa hereda directamente de la interfaz implementada explícitamente o de alguna interfaz derivada de ésta. Así, en el ejemplo anterior sería incorrecto haber hecho:

class C2:C1 //La lista de herencias e interfaces implementadas por C2 sólo incluye a C1

{

void IA.f(); // ERROR: Aunque C1 herede de IA, IA no se incluye directamente // en la lista de interfaces implementadas por C2

}

Es importante señalar que el nombre de interfaz especificado en una implementación explícita ha de ser exactamente el nombre de la interfaz donde se definió el miembro implementado, no el de alguna subclase de la misma. Por ejemplo:

interface I1

{

void F()

}

interface I2:I1

{}

class C1:I2

{

public void I2.F(); //ERROR: habría que usar I1.F()

}

En el ejemplo anterior, la línea comentada contiene un error debido a que F() se definió dentro de la interfaz I1, y aunque también pertenezca a I2 porque ésta lo hereda de I1, a la hora de implementarlo explícitamente hay que prefijar su nombre de I1, no de I2.

***Acceso a miembros de una interfaz***

Se puede acceder a los miembros de una interfaz implementados en una clase de manera no explícita a través de variables de esa clase como si de miembros normales de la misma se tratase. Por ejemplo, este código mostraría un cinco por pantalla:

CL c = new CL();

Console.WriteLine(c.PropiedadA);

Sin embargo, también es posible definir variables cuyo tipo sea una interfaz. Aunque no existen constructores de interfaces, estas variables pueden inicializarse gracias al polimorfismo asignándoles objetos de clases que implementen esa interfaz. Así, el siguiente código también mostraría un cinco por pantalla:

IA a = new CL();

Console.WriteLine(a.PropiedadA);

Nótese que a través de una variable de un tipo interfaz sólo se puede acceder a miembros del objeto almacenado en ella que estén definidos en esa interfaz. Es decir, los únicos miembros válidos para el objeto a anterior serían PropiedadA y Común()

En caso de que el miembro al que se pretenda acceder haya sido implementado explícitamente, sólo puede accederse a él a través de variables del tipo interfaz al que pertenece y no a través de variables de tipos que hereden de ella, ya que la definición de estos miembros es privada al no llevar modificador de acceso. Por ejemplo:

CL cl = new CL();

IA a = cl;

IB b = cl;

// Console.WriteLine(cl.Común()); // Error: Común() fue implementado explícitamente

Console.WriteLine(a.Común());

Console.WriteLine(b.Común());

Console.WriteLine(((IA) cl).Común());

Console.WriteLine(((IB) cl).Común());

Cada vez que se llame a un método implementado explícitamente se llamará a la versión del mismo definida para la interfaz a través de la que se accede. Por ello, la salida del código anterior será:

Ejecutado Común() de IA

Ejecutado Común() de IB

Ejecutado Común() de IA

Ejecutado Común() de IB

Se puede dar tanto una implementación implícita como una explícita de cada miembro de una interfaz. La explícita se usará cuando se acceda a un objeto que implemente esa interfaz a través de una referencia a la interfaz, mientras que la implícita se usará cuando el acceso se haga a través de una referencia del tipo que implementa la interfaz. Por ejemplo, dado el siguiente código:

interface I

{

object Clone();

}

class Clase:I

{

public object Clone()

{

Console.WriteLine(“Implementación implícita”);

}

public object IClonable.Clone()

{

Console.WriteLine(“Implementación explícita”);

}

public static void Main()

{

Clase obj = new Clase();

((I) obj).Clone();

obj.Clone();

}

}

El resultado que por pantalla se mostrará tras ejecutarlo es:

Implementación explícita

Implementación implícita

**Acceso a miembros de interfaces y boxing**

Es importante señalar que aunque las estructuras puedan implementar interfaces tal y como lo hacen las clases, el llamarlas a través de referencias a la interfaz supone una gran pérdida de rendimiento, ya que como las interfaces son tipos referencia ello implicaría la realización del ya visto proceso de boxing. Por ejemplo, en el código:

using System;

interface IIncrementable

{ void Incrementar();}

struct Estructura:IIncrementable

{

public int Valor;

public void Incrementar()

{

Valor++;

}

static void Main()

{

Estructura o = new Estructura();

Console.WriteLine(o.Valor);

((IIncrementable) o).Incrementar();

Console.WriteLine(o.Valor);

o.Incrementar();

Console.WriteLine(o.Valor);

}

}

La salida obtenida será:

0

0

1

Donde nótese que el resultado tras la primera llamada a Incrementar() sigue siendo el mismo ya que como se le ha hecho a través de un referencia a la interfaz, habrá sido aplicado sobre la copia de la estructura resultante del boxing y no sobre la estructura original. Sin embargo, la segunda llamada sí que se aplica a la estructura ya que se realiza directamente sobre el objeto original, y por tanto incrementa su campo Valor.

**TEMA 16: Instrucciones**

***Concepto de instrucción***

Toda acción que se pueda realizar en el cuerpo de un método, como definir variables locales, llamar a métodos, asignaciones y muchas cosas más que veremos a lo largo de este tema, son **instrucciones**.

Las instrucciones se agrupan formando **bloques de instrucciones**, que son listas de instrucciones encerradas entre llaves que se ejecutan una tras otra. Es decir, la sintaxis que se sigue para definir un bloque de instrucciones es:

**{**

<listaInstrucciones>

**}**

Toda variable que se defina dentro de un bloque de instrucciones sólo existirá dentro de dicho bloque. Tras él será inaccesible y podrá ser destruida por el recolector de basura. Por ejemplo, este código no es válido:

public void f();

{

{ int b; }

b = 1; // ERROR: b no existe fuera del bloque donde se declaró

}

Los bloques de instrucciones pueden anidarse, aunque si dentro de un bloque interno definimos una variable con el mismo nombre que otra definida en un bloque externo se considerará que se ha producido un error, ya que no se podrá determinar a cuál de las dos se estará haciendo referencia cada vez que se utilice su nombre en el bloque interno.

***Instrucciones básicas***

**Definiciones de variables locales**

En el *Tema 7: Variables y tipos de datos* se vio que las **variables locales** son variables que se definen en el cuerpo de los métodos y sólo son accesibles desde dichos cuerpos. Recuérdese que la sintaxis explicada para definirlas era la siguiente:

*<modificadores>* <tipoVariable> <nombreVariable>***=*** *<valor>***;**

También ya entonces se vio que podían definirse varias variables en una misma instrucción separando sus pares nombre-valor mediante comas, como en por ejemplo:

int a=5, b, c=-1;

**Asignaciones**

Una **asignación** es simplemente una instrucción mediante la que se indica un valor a almacenar en un dato. La sintaxis usada para ello es:

<destino> **=** <origen>**;**

En temas previos ya se han dado numerosos ejemplos de cómo hacer esto, por lo que no es necesario hacer ahora mayor hincapié en ello.

**Llamadas a métodos**

En el *Tema 8: Métodos* ya se explicó que una **llamada a un método** consiste en solicitar la ejecución de sus instrucciones asociadas dando a sus parámetros ciertos valores. Si el método a llamar es un método de objeto, la sintaxis usada para ello es:

<objeto>**.**<nombreMétodo>**(***<valoresParámetros>***);**

Y si el método a llamar es un método de tipo, entonces la llamada se realiza con:

*<nombreTipo>****.***<nombreMétodo>**(***<valoresParámetros>***);**

Recuérdese que si la llamada al método de tipo se hace dentro de la misma definición de tipo donde el método fue definido, la sección *<nombreTipo>***.** de la sintaxis es opcional.

**Instrucción nula**

La **instrucción nula** es una instrucción que no realiza nada en absoluto. Su sintaxis consiste en escribir un simple punto y coma para representarla. O sea, es:

**;**

Suele usarse cuando se desea indicar explícitamente que no se desea ejecutar nada, lo que es útil para facilitar la legibilidad del código o, como veremos más adelante en el tema, porque otras instrucciones la necesitan para indicar cuándo en algunos de sus bloques de instrucciones componentes no se ha de realizar ninguna acción.

***Instrucciones condicionales***

Las **instrucciones condicionales** son instrucciones que permiten ejecutar bloques de instrucciones sólo si se da una determinada condición. En los siguientes subapartados de este epígrafe se describen cuáles son las instrucciones condicionales disponibles en C#

**Instrucción if**

La **instrucción if** permite ejecutar ciertas instrucciones sólo si de da una determinada condición. Su sintaxis de uso es la sintaxis:

**if (**<condición>**)**

<instruccionesIf>

***else***

*<instruccionesElse>*

El significado de esta instrucción es el siguiente: se evalúa la expresión <condición>, que ha de devolver un valor lógico. Si es cierta (devuelve **true**) se ejecutan las <instruccionesIf>, y si es falsa (**false**) se ejecutan las <instruccionesElse> La rama **else** es opcional, y si se omite y la condición es falsa se seguiría ejecutando a partir de la instrucción siguiente al **if**. En realidad, tanto <instruccionesIf> como <instruccionesElse> pueden ser una única instrucción o un bloque de instrucciones.

Un ejemplo de aplicación de esta instrucción es esta variante del HolaMundo:

using System;

class HolaMundoIf

{

public static void Main(String[] args)

{

if (args.Length > 0)

Console.WriteLine(“Hola {0}!”, args[0]);

else

Console.WriteLine(“Hola mundo!”);

}

}

Si ejecutamos este programa sin ningún argumento veremos que el mensaje que se muestra es ¡Hola Mundo!, mientras que si lo ejecutamos con algún argumento se mostrará un mensaje de bienvenida personalizado con el primer argumento indicado.

**Instrucción switch**

La **instrucción switch** permite ejecutar unos u otros bloques de instrucciones según el valor de una cierta expresión. Su estructura es:

**switch (**<expresión>**)**

**{**

***case*** *<valor1>****:*** *<bloque1>*

*<siguienteAcción>*

***case*** *<valor2>****:*** *<bloque2>*

*<siguienteAcción>*

*...*

***default:*** *<bloqueDefault>*

*<siguienteAcción>*

**}**

El significado de esta instrucción es el siguiente: se evalúa <expresión>. Si su valor es <valor1> se ejecuta el <bloque1>, si es <valor2> se ejecuta <bloque2>, y así para el resto de valores especificados. Si no es igual a ninguno de esos valores y se incluye la rama **default**, se ejecuta el <bloqueDefault>; pero si no se incluye se pasa directamente a ejecutar la instrucción siguiente al **switch**.

Los valores indicados en cada rama del **switch** han de ser expresiones constantes que produzcan valores de algún tipo básico entero, de una enumeración, de tipo **char** o de tipo **string**. Además, no puede haber más de una rama con el mismo valor.

En realidad, aunque todas las ramas de un **switch** son opcionales siempre se ha de incluir al menos una. Además, la rama **default** no tiene porqué aparecer la última si se usa, aunque es recomendable que lo haga para facilitar la legibilidad del código.

El elemento marcado como <siguienteAcción> colocado tras cada bloque de instrucciones indica qué es lo que ha de hacerse tras ejecutar las instrucciones del bloque que lo preceden. Puede ser uno de estos tres tipos de instrucciones:

**goto case** <valori>**;**

**goto default;**

**break;**

Si es un **goto case** indica que se ha de seguir ejecutando el bloque de instrucciones asociado en el **switch** a la rama del <valori> indicado, si es un **goto default** indica que se ha de seguir ejecutando el bloque de instrucciones de la rama **default**, y si es un **break** indica que se ha de seguir ejecutando la instrucción siguiente al switch.

El siguiente ejemplo muestra cómo se utiliza **switch**:

using System;

class HolaMundoSwitch

{

public static void Main(String[] args)

{

if (args.Length > 0)

switch(args[0])

{

case “José”: Console.WriteLine(“Hola José. Buenos días”);

break;

case “Paco”: Console.WriteLine(“Hola Paco. Me alegro de verte”);

break;

default: Console.WriteLine(“Hola {0}”, args[0]);

break;

}

else

Console.WriteLine(“Hola Mundo”);

}

}

Este programa reconoce ciertos nombres de personas que se le pueden pasar como argumentos al lanzarlo y les saluda de forma especial. La rama **default** se incluye para dar un saludo por defecto a las personas no reconocidas.

Para los programadores habituados a lenguajes como C++ es importante resaltarles el hecho de que, a diferencia de dichos lenguajes, C# obliga a incluir una sentencia **break** o una sentencia **goto case** al final de cada rama del **switch** para evitar errores comunes y difíciles de detectar causados por olvidar incluir **break;** al final de alguno de estos bloques y ello provocar que tras ejecutarse ese bloque se ejecute también el siguiente.

***Instrucciones iterativas***

Las **instrucciones iterativas** son instrucciones que permiten ejecutar repetidas veces una instrucción o un bloque de instrucciones mientras se cumpla una condición. Es decir, permiten definir bucles donde ciertas instrucciones se ejecuten varias veces. A continuación se describen cuáles son las instrucciones de este tipo incluidas en C#.

**Instrucción while**

La **instrucción while** permite ejecutar un bloque de instrucciones mientras se de una cierta instrucción. Su sintaxis de uso es:

**while (**<condición>**)**

<instrucciones>

Su significado es el siguiente: Se evalúa la <condición> indicada, que ha de producir un valor lógico. Si es cierta (valor lógico **true**) se ejecutan las <instrucciones> y se repite el proceso de evaluación de <condición> y ejecución de <instrucciones> hasta que deje de serlo. Cuando sea falsa (**false**) se pasará a ejecutar la instrucción siguiente al **while**. En realidad <instrucciones> puede ser una única instrucción o un bloque de instrucciones.

Un ejemplo cómo utilizar esta instrucción es el siguiente:

using System;

class HolaMundoWhile

{

public static void Main(String[] args)

{

int actual = 0;

if (args.Length > 0)

while (actual < args.Length)

{

Console.WriteLine(“¡Hola {0}!”, args[actual]);

actual = actual + 1;

}

else

Console.WriteLine(“¡Hola mundo!”);

}

}

En este caso, si se indica más de un argumento al llamar al programa se mostrará por pantalla un mensaje de saludo para cada uno de ellos. Para ello se usa una variable actual que almacena cuál es el número de argumento a mostrar en cada ejecución del **while**. Para mantenerla siempre actualizada lo que se hace es aumentar en una unidad su valor tras cada ejecución de las <instrucciones> del bucle.

Por otro lado, dentro de las <instrucciones> de un **while** pueden utilizarse las siguientes dos instrucciones especiales:

* **break;**: Indica que se ha de abortar la ejecución del bucle y continuarse ejecutando por la instrucción siguiente al **while**.
* **continue;**: Indica que se ha de abortar la ejecución de las <instrucciones> y reevaluarse la <condición> del bucle, volviéndose a ejecutar las <instrucciones> si es cierta o pasándose a ejecutar la instrucción siguiente al **while** si es falsa.

**Instrucción do...while**

La instrucción **do...while** es una variante del **while** que se usa así:

**do**

<instrucciones>

**while(**<condición>**);**

La única diferencia del significado de **do...while** respecto al de **while** es que en vez de evaluar primero la condición y ejecutar <instrucciones> sólo si es cierta, **do...while** primero ejecuta las <instrucciones> y luego mira la <condición> para ver si se ha de repetir la ejecución de las mismas. Por lo demás ambas instrucciones son iguales, e incluso también puede incluirse **break;** y **continue;** entre las <instrucciones> del **do...while**.

**do ... while** está especialmente destinado para los casos en los que haya que ejecutar las <instrucciones> al menos una vez aún cuando la condición sea falsa desde el principio, como ocurre en el siguiente ejemplo:

using System;

class HolaMundoDoWhile

{

public static void Main()

{

String leído;

do

{

Console.WriteLine(“Clave: “);

leído = Console.ReadLine();

}

while (leído != “José”);

Console.WriteLine(“Hola José”);

}

}

Este programa pregunta al usuario una clave y mientras no introduzca la correcta (José) no continuará ejecutándose. Una vez que introducida correctamente dará un mensaje de bienvenida al usuario.

**Instrucción for**

La **instrucción for** es una variante de **while** que permite reducir el código necesario para escribir los tipos de bucles más comúnmente usados en programación. Su sintaxis es:

**for (**<inicialización>**;** <condición>**;** <modificación>**)**

<instrucciones>

El significado de esta instrucción es el siguiente: se ejecutan las instrucciones de <inicialización>, que suelen usarse para definir e inicializar variables que luego se usarán en <instrucciones>. Luego se evalúa <condición>, y si es falsa se continúa ejecutando por la instrucción siguiente al **for**; mientras que si es cierta se ejecutan las <instrucciones> indicadas, luego se ejecutan las instrucciones de <modificación> -que como su nombre indica suelen usarse para modificar los valores de variables que se usen en <instrucciones>- y luego se reevalúa <condición> repitiéndose el proceso hasta que ésta última deje de ser cierta.

En <inicialización> puede en realidad incluirse cualquier número de instrucciones que no tienen porqué ser relativas a inicializar variables o modificarlas, aunque lo anterior sea su uso más habitual. En caso de ser varias se han de separar mediante comas (**,**), ya que el carácter de punto y coma (**;**) habitualmente usado para estos menesteres se usa en el **for** para separar los bloques de <inicialización>, <condición> y <modificación> Además, la instrucción nula no se puede usar en este caso y tampoco pueden combinarse definiciones de variables con instrucciones de otros tipos.

Con <modificación> pasa algo similar, ya que puede incluirse código que nada tenga que ver con modificaciones pero en este caso no se pueden incluir definiciones de variables.

Como en el resto de instrucciones hasta ahora vistas, en <instrucciones> puede ser tanto una única instrucción como un bloque de instrucciones. Además, las variables que se definan en <inicialización> serán visibles sólo dentro de esas <instrucciones>.

La siguiente clase es equivalente a la clase HolaMundoWhile ya vista solo que hace uso del **for** para compactar más su código:

using System;

class HolaMundoFor

{

public static void Main(String[] args)

{

if (args.Length > 0)

for (int actual = 0; actual < args.Length; actual++)

Console.WriteLine(“¡Hola {0}!”, args[actual]);

else

Console.WriteLine(“¡Hola mundo!”);

}

}

Al igual que con **while**, dentro de las <instrucciones> del **for** también pueden incluirse instrucciones **continue;** y **break;** que puedan alterar el funcionamiento normal del bucle.

**Instrucción foreach**

La **instrucción foreach** es una variante del **for** pensada especialmente para compactar la escritura de códigos donde se realice algún tratamiento a todos los elementos de una colección, que suele un uso muy habitual de **for** en los lenguajes de programación que lo incluyen. La sintaxis que se sigue a la hora de escribir esta instrucción **foreach** es:

**foreach (**<tipoElemento> <elemento> **in** <colección>**)**

<instrucciones>

El significado de esta instrucción es muy sencillo: se ejecutan<instrucciones> para cada uno de los elementos de la <colección> indicada. <elemento> es una variable de sólo lectura de tipo <tipoElemento> que almacenará en cada momento el elemento de la colección que se esté procesando y que podrá ser accedida desde <instrucciones>.

Es importante señalar que <colección> no puede valer **null** porque entonces saltaría una excepción de tipo **System.NullReferenceException**, y que <tipoElemento> ha de ser un tipo cuyos objetos puedan almacenar los valores de los elementos de <colección>

En tanto que una tabla se considera que es una colección, el siguiente código muestra cómo usar **for** para compactar aún más el código de la clase HolaMundoFor anterior:

using System;

class HolaMundoForeach

{

public static void Main(String[] args)

{

if (args.Length > 0)

foreach(String arg in args)

Console.WriteLine(“¡Hola {0}!”, arg);

else

Console.WriteLine(“¡Hola mundo!”);

}

}

Las tablas multidimensionales también pueden recorrerse mediante el **foreach**, el cual pasará por sus elementos en orden tal y como muestra el siguiente fragmento de código:

int[,] tabla = { {1,2}, {3,4} };

foreach (int elemento in tabla)

Console.WriteLine(elemento);

Cuya salida por pantalla es:

1

2

3

4

En general, se considera que una colección es todo aquel objeto que implemente las interfaces **IEnumerable** o **IEnumerator** del espacio de nombres **System.Collections** de la BCL, que están definidas como sigue:

**interface IEnumerable**

**{**

**IEnumerator GetEnumerator();**

**}**

**interface IEnumerator**

**{**

**object Current {get;}**

**bool MoveNext();**

**void Reset();**

**}**

El método **Reset()** ha de implementarse de modo que devuelva el enumerador reiniciado a un estado inicial donde aún no referencie ni siquiera al primer elemento de la colección sino que sea necesario llamar a **MoveNext()** para que lo haga.

El método **MoveNext()** se ha de implementar de modo que haga que el enumerador pase a apuntar al siguiente elemento de la colección y devuelva un booleano que indique si tras avanzar se ha alcanzado el final de la colección.

La propiedad **Current** se ha de implementar de modo que devuelva siempre el elemento de la colección al que el enumerador esté referenciando. Si se intenta leer **Current** habiéndose ya recorrido toda la colección o habiéndose reiniciado la colección y no habiéndose colocado en su primer elemento con **MoveNext()**, se ha de producir una excepción de tipo **System.Exception.SystemException.InvalidOperationException**

Otra forma de conseguir que **foreach** considere que un objeto es una colección válida consiste en hacer que dicho objeto siga el **patrón de colección**. Este patrón consiste en definir el tipo del objeto de modo que sus objetos cuenten con un método público **GetEnumerator()** que devuelva un objeto no nulo que cuente con una propiedad pública llamada **Current** que permita leer el elemento actual y con un método público **bool MoveNext()** que permita cambiar el elemento actual por el siguiente y devuelva **false** sólo cuando se haya llegado al final de la colección.

El siguiente ejemplo muestra ambos tipos de implementaciones:

using System;

using System.Collections;

class Patron

{

private int actual = -1;

public Patron GetEnumerator()

{

return this;

}

public int Current

{

get {return actual;}

}

public bool MoveNext()

{

bool resultado = true;

actual++;

if (actual==10)

resultado = false;

return resultado;

}

}

class Interfaz:IEnumerable,IEnumerator

{

private int actual = -1;

public object Current

{

get {return actual;}

}

public bool MoveNext()

{

bool resultado = true;

actual++;

if (actual==10)

resultado = false;

return resultado;

}

public IEnumerator GetEnumerator()

{

return this;

}

public void Reset()

{

actual = -1;

}

}

class Principal

{

public static void Main()

{

Patron obj = new Patron();

Interfaz obj2 = new Interfaz();

foreach (int elem in obj)

Console.WriteLine(elem);

foreach (int elem in obj2)

Console.WriteLine(elem);

}

}

Nótese que en realidad en este ejemplo no haría falta implementar **IEnumerable**, puesto que la clase Interfaz ya implementa **IEnumerator** y ello es suficiente para que pueda ser recorrida mediante **foreach**.

La utilidad de implementar el patrón colección en lugar de la interfaz **IEnumerable** es que así no es necesario que **Current** devuelva siempre un **object**, sino que puede devolver objetos de tipos más concretos y gracias a ello puede detectarse al compilar si el <tipoElemento> indicado puede o no almacenar los objetos de la colección.

Por ejemplo, si en el ejemplo anterior sustituimos en el último **foreach** el <tipoElemento> indicado por Patrón, el código seguirá compilando pero al ejecutarlo saltará una excepción **System.InvalidCastException**. Sin embargo, si la sustitución se hubiese hecho en el penúltimo **foreach**, entonces el código directamente no compilaría y se nos informaría de un error debido a que los objetos **int** no son convertibles en objetos Patrón.

También hay que tener en cuenta que la comprobación de tipos que se realiza en tiempo de ejecución si el objeto sólo implementó la interfaz **IEnumerable** es muy estricta, en el sentido de que si en el ejemplo anterior sustituimos el <tipoElemento> del último **foreach** por **byte** también se lanzará la excepción al no ser los objetos de tipo **int** implícitamente convertibles en **byte**ssino sólo a través del operador **()** Sin embargo, cuando se sigue el patrón de colección las comprobaciones de tipo no son tan estrictas y entonces sí que sería válido sustituir **int** por **byte** en <tipoElemento>.

El problema de sólo implementar el patrón colección es que este es una característica propia de C# y con las instrucciones **foreach** (o equivalentes) de lenguajes que no lo soporten no se podría recorrer colecciones que sólo siguiesen este patrón. Una solución en estos casos puede ser hacer que el tipo del objeto colección implemente tanto la interfaz **IEnumerable** como el patrón colección. Obviamente esta interfaz debería implementarse explícitamente para evitarse conflictos derivados de que sus miembros tengan signaturas coincidentes con las de los miembros propios del patrón colección.

Si un objeto de un tipo colección implementa tanto la interfaz **IEnumerable** como el patrón de colección,entonces en C# **foreach** usará el patrón colección para recorrerlo.

***Instrucciones de excepciones***

**Concepto de excepción.**

Las **excepciones** son el mecanismo recomendado en la plataforma .NET para propagar los que se produzcan durante la ejecución de las aplicaciones (divisiones por cero, lectura de archivos no disponibles, etc.) Básicamente, son objetos derivados de la clase **System.Exception** que se generan cuando en tiempo de ejecución se produce algún error y que contienen información sobre el mismo. Esto es una diferencia respecto a su implementación en el C++ tradicional que les proporciona una cierta homogeneidad, consistencia y sencillez, pues en éste podían ser valores de cualquier tipo.

Tradicionalmente, el sistema que en otros lenguajes y plataformas se ha venido usando para informar estos errores consistía simplemente en hacer que los métodos en cuya ejecución pudiesen producirse devolvieran códigos que informasen sobre si se han ejecutado correctamente o, en caso contrario, sobre cuál fue el error producido. Sin embargo, las excepciones proporcionan las siguientes ventajas frente a dicho sistema:

* **Claridad:** El uso de códigos especiales para informar de error suele dificultar la legibilidad del fuente en tanto que se mezclan las instrucciones propias de la lógica del mismo con las instrucciones propias del tratamiento de los errores que pudiesen producirse durante su ejecución. Por ejemplo:

int resultado = obj.Método();

if (resultado == 0) // Sin errores al ejecutar obj.Método();

{...}

else if (resultado == 1) // Tratamiento de error de código 1

{...}

else if (resultado == 2) // Tratamiento de error de código 2

...

Como se verá, utilizando excepciones es posible escribir el código como si nunca se fuesen a producir errores y dejar en una zona aparte todo el código de tratamiento de errores, lo que contribuye a facilitar la legibilidad de los fuentes.

* **Más información:** A partir del valor de un código de error puede ser difícil deducir las causas del mismo y conseguirlo muchas veces implica tenerse que consultar la documentación que proporcionada sobre el método que lo provocó, que puede incluso que no especifique claramente su causa.

Por el contrario, una excepción es un objeto que cuenta con campos que describen las causas del error y a cuyo tipo suele dársele un nombre que resuma claramente su causa. Por ejemplo, para informar errores de división por cero se suele utilizar una excepción predefinida de tipo **DivideByZeroException** en cuyo campo **Message** se detallan las causas del error producido

* **Tratamiento asegurado:** Cuando se utilizan códigos de error nada obliga a tratarlos en cada llamada al método que los pueda producir, e ignorarlos puede provocar más adelante en el código comportamientos inesperados de causas difíciles de descubrir.

Cuando se usan excepciones siempre se asegura que el programador trate toda excepción que pueda producirse o que, si no lo hace, se aborte la ejecución de la aplicación mostrándose un mensaje indicando dónde se ha producido el error.

Ahora bien, tradicionalmente en lenguajes como C++ el uso de excepciones siempre ha tenido las desventajas respecto al uso de códigos de error de complicar el compilador y dar lugar a códigos más lentos y difíciles de optimizar en los que tras cada instrucción que pudiese producir excepciones el compilador debe introducir las comprobaciones necesarias para detectarlas y tratarlas así como para comprobar que los objetos creados sean correctamente destruidos si se producen.

Sin embargo, en la plataforma .NET desaparecen los problemas de complicar el compilador y dificultar las optimizaciones ya que es el CLR quien se encarga de detectar y tratar las excepciones y es su recolector de basura quien se encarga asegurar la correcta destrucción de los objetos. Obviamente el código seguirá siendo algo más lento, pero es un pequeño sacrificio que merece la pena hacer en tanto que ello asegura que nunca se producirán problemas difíciles de detectar derivados de errores ignorados.

**La clase System.Exception**

Como ya se ha dicho, todas las excepciones derivan de un tipo predefinido en la BCL llamado **System.Exception**. Los principales miembros que heredan de ésteson:

* **string Message {virtual get;}**: Contiene un mensaje descriptivo de las causas de la excepción. Por defecto este mensaje es una cadena vacía (**“”**)
* **Exception InnerException {virtual get;}**: Si una excepción fue causada como consecuencia de otra, esta propiedad contiene el objeto **System.Exception** que representa a la excepción que la causó. Así se pueden formar cadenas de excepciones de cualquier longitud. Si se desea obtener la última excepción de la cadena es mejor usar el método **virtual Exception GetBaseException()**
* **string StackTrace {virtual get;}:** Contiene la pila de llamadas a métodos que se tenía en el momento en que se produjo la excepción. Esta pila es una cadena con información sobre cuál es el método en que se produjo la excepción, cuál es el método que llamó a este, cuál es el que llamó a ese otro, etc.
* **string Source {virtual get; virtual set;}**: Almacena información sobre cuál fue la aplicación u objeto que causó la excepción.
* **MethodBase TargetSite {virtual get;}**: Almacena cuál fue el método donde se produjo la excepción en forma de objeto **System.Reflection.MethodBase**. Puede consultar la documentación del SDK si desea cómo obtener información sobre las características del método a través del objeto **MethodBase**.
* **string HelpLink {virtual get;}:** Contiene una cadena con información sobre cuál es la URI donde se puede encontrar información sobre la excepción. El valor de esta cadena puede establecerse con **virtual Exception SetHelpLink (string URI)**, que devuelve la excepción sobre la que se aplica pero con la URI ya actualizada.

Para crear objetos de clase **System.Exception** se puede usar los constructores:

**Exception()**

**Exception(string msg)**

**Exception(string msg, Exception causante)**

El primer constructor crea una excepción cuyo valor para **Message** será **“”** y no causada por ninguna otra excepción (**InnerException** valdrá **null**) El segundo la crea con el valor indicado para **Message**, y el último la crea con además la excepción causante indicada.

En la práctica, cuando se crean nuevos tipos derivados de **System.Exception** no se suele redefinir sus miembros ni añadirles nuevos, sino que sólo se hace la derivación para distinguir una excepción de otra por el nombre del tipo al que pertenecen. Ahora bien, es conveniente respetar el convenio de darles un nombre acabado en **Exception** y redefinir los tres constructores antes comentados.

**Excepciones predefinidas comunes**

En el espacio de nombres **System** de la BCL hay predefinidas múltiples excepciones derivadas de **System.Exception** que se corresponden con los errores más comunes que pueden surgir durante la ejecución de una aplicación. En la **Tabla 8** se recogen algunas:

|  |  |
| --- | --- |
| **Tipo de la excepción** | **Causa de que se produzca la excepción** |
| **ArgumentException** | Pasado argumento no válido (base de excepciones de argumentos) |
| **ArgumentNullException** | Pasado argumento nulo |
| **ArgumentOutOfRangeException** | Pasado argumento fuera de rango |
| **ArrayTypeMistmatchException** | Asignación a tabla de elemento que no es de su tipo |
| **COMException** | Excepción de objeto COM |
| **DivideByZeroException** | División por cero |
| **IndexOutOfRangeException** | Índice de acceso a elemento de tabla fuera del rango válido (menor que cero o mayor que el tamaño de la tabla) |
| **InvalidCastException** | Conversión explícita entre tipos no válida |
| **InvalidOperationException** | Operación inválida en estado actual del objeto |
| **InteropException** | Base de excepciones producidas en comunicación con código inseguro |
| **NullReferenceException** | Acceso a miembro de objeto que vale **null** |
| **OverflowException** | Desbordamiento dentro de contexto donde se ha de comprobar los desbordamientos (expresión constante, instrucción **checked**, operación **checked** u opción del compilador **/checked**) |
| **OutOfMemoryException** | Falta de memoria para crear un objeto con **new** |
| **SEHException** | Excepción SHE del API Win32 |
| **StackOverflowException** | Desbordamiento de la pila, generalmente debido a un excesivo número de llamadas recurrentes. |
| **TypeInizializationException** | Ha ocurrido alguna excepción al inicializar los campos estáticos o el constructor estático de un tipo. En **InnerException** se indica cuál es. |

**Tabla 8:** Excepciones predefinidas de uso frecuente

Obviamente, es conveniente que si las aplicaciones que escribamos necesiten lanzar excepciones relativas a errores de los tipos especificados en la **Tabla 8**, lancen precisamente las excepciones indicadas en esa tabla y no cualquier otra –ya sea definida por nosotros mismos o predefinida en la BCL con otro significado.

**Lanzamiento de excepciones. Instrucción throw**

Para informar de un error no basta con crear un objeto del tipo de excepción apropiado, sino que también hay pasárselo al mecanismo de propagación de excepciones del CLR. A esto se le llama **lanzar la excepción**, y para hacerlo se usa la siguiente instrucción:

**throw** <objetoExcepciónALanzar>**;**

Por ejemplo, para lanzar una excepción de tipo **DivideByZeroException** se podría hacer:

throw new DivideByZeroException();

Si el objeto a lanzar vale **null**, entonces se producirá una **NullReferenceException** que será lanzada en vez de la excepción indicada en la instrucción **throw**.

**Captura de excepciones. Instrucción try**

Una vez lanzada una excepción es posible escribir código que es encargue de tratarla. Por defecto, si este código no se escribe la excepción provoca que la aplicación aborte mostrando un mensaje de error en el que se describe la excepción producida (información de su propiedad **Message**) y dónde se ha producido (información de su propiedad **StackTrace**) Así, dado el siguiente código fuente de ejemplo:

using System;

class PruebaExcepciones

{

static void Main()

{

A obj1 = new A();

obj1.F();

}

}

class A

{

public void F()

{

G();

}

static public void G()

{

int c = 0;

int d = 2/c;

}

}

Al compilarlo no se detectará ningún error ya que al compilador no le merece la pena calcular el valor de c en tanto que es una variable, por lo que no detectará que dividir 2/c no es válido. Sin embargo, al ejecutarlo se intentará dividir por cero en esa instrucción y ello provocará que aborte la aplicación mostrando el siguiente mensaje:

Unhandled Exception: System.DivideByZeroException: Attempted to divide by zero.

at PruebaExcepciones.Main()

Como se ve, en este mensaje se indica que no se ha tratado una excepción de división por cero (tipo **DivideByZeroException**) dentro del código del método Main() del tipo PruebaExcepciones. Si al compilar el fuente hubiésemos utilizado la opción **/debug**, el compilador habría creado un fichero **.pdb** con información extra sobre las instrucciones del ejecutable generado que permitiría que al ejecutarlo se mostrase un mensaje mucho más detallado con información sobre la instrucción exacta que provocó la excepción, la cadena de llamadas a métodos que llevaron a su ejecución y el número de línea que cada una ocupa en el fuente:

Unhandled Exception: System.DivideByZeroException: Attempted to divide by zero.

at A.G() in E:\c#\Ej\ej.cs:line 22

at A.F() in E:\c#\Ej\ej.cs:line 16

at PruebaExcepciones.Main() in E:\c#\Ej\ej.cs:line 8

Si se desea tratar la excepción hay que encerrar la división dentro de una **instrucción try** con la siguiente sintaxis:

**try**

<instrucciones>

***catch (****<excepción1>****)***

*<tratamiento1>*

***catch (****<excepción2>****)***

*<tratamiento2>*

*...*

***finally***

*<instruccionesFinally>*

El significado de **try** es el siguiente: si durante la ejecución de las <instrucciones> se lanza una excepción de tipo <excepción1> (o alguna subclase suya) se ejecutan las instrucciones <tratamiento1>, si fuese de tipo <excepción2> se ejecutaría <tratamiento2>, y así hasta que se encuentre una cláusula **catch** que pueda tratar la excepción producida. Si no se encontrase ninguna y la instrucción **try** estuviese anidada dentro de otra, se miraría en los **catch** de su **try** padre y se repetiría el proceso. Si al final se recorren todos los **try** padres y no se encuentra ningún **catch** compatible, entonces se buscaría en el código desde el que se llamó al método que produjo la excepción. Si así se termina llegando al método que inició el hilo donde se produjo la excepción y tampoco allí se encuentra un tratamiento apropiado se aborta dicho hilo; y si ese hilo es el principal (el que contiene el punto de entrada) se aborta el programa y se muestra el mensaje de error con información sobre la excepción lanzada ya visto.

Así, para tratar la excepción del ejemplo anterior de modo que una división por cero provoque que a d se le asigne el valor 0, se podría rescribir G() de esta otra forma:

static public void G()

{

try

{

int c = 0;

int d = 2/c;

}

catch (DivideByZeroException)

{ d=0; }

}

Para simplificar tanto el compilador como el código generado y favorecer la legibilidad del fuente, en los **catch**s se busca siempre orden de aparición textual, por lo que para evitar **catch**s absurdos no se permite definir **catch**sque puedan capturar excepciones capturables por **catch**s posteriores a ellos en su misma instrucción **try**.

También hay que señalar que cuando en <instrucciones> se lance una excepción que sea tratada por un **catch** de algún **try** -ya sea de la que contiene las <instrucciones>, de algún **try** padre suyo o de algunode los métodos que provocaron la llamada al que produjo la excepción- se seguirá ejecutando a partir de las instrucciones siguientes a ese **try**.

El bloque **finally** es opcional, y si se incluye ha de hacerlo tras todas los bloques **catch**. Las <instruccionesFinally> de este bloque se ejecutarán tanto si se producen excepciones en <instrucciones> como si no. En el segundo caso sus instrucciones se ejecutarán tras las <instrucciones>, mientras que en el primero lo harán después de tratar la excepción pero antes de seguirse ejecutando por la instrucción siguiente al **try** que la trató. Si en un **try** no se encuentra un **catch** compatible, antes de pasar a buscar en su **try** padre o en su método llamante padre se ejecutarán las <instruccionesFinally>.

Sólo si dentro de un bloque **finally** se lanzase una excepción se aborta la ejecución del mismo. Dicha excepción sería propagada al **try** padre o al método llamante padre del **try** que contuviese el **finally**.

Aunque los bloques **catch** y **finally** son opcionales, toda instrucción **try** ha de incluir al menos un bloque **catch** o un bloque **finally**.

El siguiente ejemplo resume cómo funciona la propagación de excepciones:

using System;

class MiException:Exception {}

class Excepciones

{

public static void Main()

{

try

{

Console.WriteLine(“En el try de Main()”);

Método();

Console.WriteLine(“Al final del try de Main()”); }

catch (MiException)

{

Console.WriteLine(“En el catch de Main()”);

}

finally

{

Console.WriteLine(“finally de Main()”);

}

}

public static void Método()

{

try

{

Console.WriteLine(“En el try de Método()”);

Método2();

Console.WriteLine(“Al final del try de Método()”);

}

catch (OverflowException)

{

Console.WriteLine(“En el catch de Método()”);

}

finally

{

Console.WriteLine(“finally de Método()”);

}

}

public static void Método2()

{

try

{

Console.WriteLine(“En el try de Método2()”);

throw new MiException();

Console.WriteLine(“Al final del try de Método2()”);

}

catch (DivideByZeroException)

{ Console.WriteLine(“En el catch de Método2()”); }

finally

{ Console.WriteLine(“finally de Método2()”); }

}

}

Nótese que en este código lo único que se hace es definir un tipo nuevo de excepción llamado MiException y llamarse en el **Main()** a un método llamado Método() que llama a otro de nombre Método2() que lanza una excepción de ese tipo. Viendo la salida de este código es fácil ver el recorrido seguido durante la propagación de la excepción:

En try de Main()

En try de Método()

En try de Método2()

finally de Método2

finally de Método

En catch de Main()

finally de Main()

Como se puede observar, hay muchos **WriteLine()** que nunca se ejecutan ya que en cuanto se lanza una excepción se sigue ejecutando tras la instrucción siguiente al **try** que la trató (aunque ejecutando antes los **finally** pendientes, como se deduce de la salida del ejemplo) De hecho, el compilador se dará cuenta que la instrucción siguiente al **throw** nunca se ejecutará e informará de ello con un mensaje de aviso.

La idea tras este mecanismo de excepciones es evitar mezclar código normal con código de tratamiento de errores. En <instrucciones> se escribiría el código como si no pudiesen producirse errores, en las cláusulas **catch** se tratarían los posibles errores, y en el **finally** se incluiría el código a ejecutar tanto si producen errores como si no (suele usarse para liberar recursos ocupados, como ficheros o conexiones de red abiertas)

En realidad, también es posible escribir cada cláusula **catch** definiendo una variable que se podrá usar dentro del código de tratamiento de la misma para hacer referencia a la excepción capturada. Esto se hace con la sintaxis:

**catch (**<tipoExcepción> <nombreVariable>**)**

**{**

<tratamiento>

**}**

Nótese que en tanto que todas las excepciones derivan de **System.Exception**, para definir una cláusula **catch** que pueda capturar cualquier tipo de excepción basta usar:

**catch(System.Exception** *<nombreObjeto>***)**

**{**

<tratamiento>

**}**

En realidad la sintaxis anterior sólo permite capturar las excepciones propias de la plataforma .NET, que derivan de **System.Exception**. Sin embargo, lenguajes como C++ permiten lanzar excepciones no derivadas de dicha clase, y para esos casos se ha incluido en C# una variante de **catch** que sí que realmente puede capturar excepciones de cualquier tipo, tanto si derivan de **System.Exception** como si no. Su sintaxis es:

**catch**

**{**

<tratamiento>

**}**

Como puede deducirse de su sintaxis, el problema que presenta esta última variante de **catch** es que no proporciona información sobre cuál es la excepción capturada, por lo que a veces puede resultar poco útil y si sólo se desea capturar cualquier excepción derivada de **System.Exception** es mejor usar la sintaxis previamente explicada.

En cualquier caso, ambos tipos de cláusulas **catch** sólo pueden ser escritas como la última cláusula **catch** del **try**, ya que si no las cláusulas **catch** que le siguiesen nunca llegarían a ejecutarse debido a que las primeras capturarían antes cualquier excepción derivada de **System.Exception**.

Respecto al uso de **throw**, hay que señalar que hay una forma extra de usarlo que sólo es válida dentro de códigos de tratamiento de excepciones (códigos <tratamientoi> de las cláusulas **catch**) Esta forma de uso consiste en seguir simplemente esta sintaxis:

**throw;**

En este caso lo que se hace es relanzar la misma excepción que se capturó en el bloque **catch** dentro de cuyo de código de tratamiento se usa el **throw;** Hay que precisar que la excepción relanzada es precisamente la capturada, y aunque en el bloque **catch** se la modifique a través de la variable que la representa, la versión relanzada será la versión original de la misma y no la modificada.

Además, cuando se relance una excepción en un **try** con cláusula **finally**, antes de pasar a reprocesar la excepción en el **try** padre del que la relanzó se ejecutará dicha cláusula.

***Instrucciones de salto***

Las **instrucciones de salto** permiten variar el orden normal en que se ejecutan las instrucciones de un programa, que consiste en ejecutarlas una tras otra en el mismo orden en que se hubiesen escrito en el fuente. En los subapartados de este epígrafe se describirán cuáles son las instrucciones de salto incluidas en C#:

**Instrucción break**

Ya se ha visto que la **instrucción break** sólo puede incluirse dentro de bloques de instrucciones asociados a instrucciones iterativas o instrucciones **switch** e indica que se desea abortar la ejecución de las mismas y seguir ejecutando a partir de la instrucción siguiente a ellas. Se usa así:

**break;**

Cuando esta sentencia se usa dentro de un **try** con cláusula **finally**, antes de abortarse la ejecución de la instrucción iterativa o del **switch** que la contiene y seguirse ejecutando por la instrucción que le siga, se ejecutarán las instrucciones de la cláusula **finally** del **try**. Esto se hace para asegurar que el bloque **finally** se ejecute aún en caso de salto.

Además, si dentro una cláusula **finally** incluida en de un **switch** o de una instrucción iterativa se usa **break**, no se permite que como resultado del **break** se salga del **finally**.

**Instrucción continue**

Ya se ha visto que la **instrucción continue** sólo puede usarse dentro del bloque de instrucciones de una instrucción iterativa e indica que se desea pasar a reevaluar directamente la condición de la misma sin ejecutar el resto de instrucciones que contuviese. La evaluación de la condición se haría de la forma habitual: si es cierta se repite el bucle y si es falsa se continúa ejecutando por la instrucción que le sigue. Su sintaxis de uso es así de sencilla:

**continue;**

En cuanto a sus usos dentro de sentencias **try**, tiene las mismas restricciones que **break**: antes de salir de un **try** se ejecutará siempre su bloque **finally** y no es posible salir de un **finally** incluido dentro de una instrucción iterativa como consecuencia de un **continue**.

**Instrucción return**

Esta instrucción se usa para indicar cuál es el objeto que ha de devolver un método. Su sintaxis es la siguiente:

**return** <objetoRetorno>**;**

La ejecución de esta instrucción provoca que se aborte la ejecución del método dentro del que aparece y que se devuelva el <objetoRetorno> al método que lo llamó. Como es lógico, este objeto ha de ser del tipo de retorno del método en que aparece el **return** o de alguno compatible con él, por lo que esta instrucción sólo podrá incluirse en métodos cuyo tipo de retorno no sea **void**, o en los bloques **get** de las propiedades o indizadores. De hecho, es obligatorio que todo método con tipo de retorno termine por un **return**.

Los métodos que devuelvan **void** pueden tener un **return** con una sintaxis espacial en la que no se indica ningún valor a devolver sino que simplemente se usa **return** para indicar que se desea terminar la ejecución del método:

**return;**

Nuevamente, como con el resto de instrucciones de salto hasta ahora vistas, si se incluyese un **return** dentro de un bloque **try** con cláusula **finally**, antes de devolverse el objeto especificado se ejecutarían las instrucciones de la cláusula **finally**. Si hubiesen varios bloques **finally** anidados, las instrucciones de cada uno es ejecutarían de manera ordenada (o sea, del más interno al más externo) Ahora bien, lo que no es posible es incluir un **return** dentro de una cláusula **finally**.

**Instrucción goto**

La **instrucción goto** permite pasar a ejecutar el código a partir de una instrucción cuya etiqueta se indica en el **goto**. La sintaxis de uso de esta instrucción es:

**goto** <etiqueta>**;**

Como en la mayoría de los lenguajes, **goto** es una **instrucción maldita** cuyo uso no se recomienda porque dificulta innecesariamente la legibilidad del código y suele ser fácil simularla usando instrucciones iterativas y selectivas con las condiciones apropiadas. Sin embargo, en C# se incluye porque puede ser eficiente usarla si se anidan muchas instrucciones y para reducir sus efectos negativos se le han impuesto unas restricciones:

* Sólo se pueden etiquetar instrucciones, y no directivas preprocesado, directivas **using** o definiciones de miembros, tipos o espacios de nombres.
* La etiqueta indicada no pueda pertenecer a un bloque de instrucciones anidado dentro del bloque desde el que se usa el **goto** ni que etiquete a instrucciones de otro método diferente a aquél en el cual se encuentra el **goto** que la referencia.

Para etiquetar una instrucción de modo que pueda ser destino de un salto con **goto** basta precederla del nombre con el que se la quiera etiquetar seguido de dos puntos (**:**) Por ejemplo, el siguiente código demuestra cómo usar **goto** y definir una etiqueta:

using System;

class HolaMundoGoto

{  
 public static void Main(string[] args)

{

for (int i=0; i<args.Length; i++)

{

if (args[i] != “salir”)

Console.WriteLine(args[i]);

else

goto fin:

}

fin: ;

}

}

Este programa de ejemplo lo que hace es mostrar por pantalla todos los argumentos que se le pasen como parámetros, aunque si alguno de fuese salir entonces se dejaría de mostrar argumentos y se aborta la ejecución de la aplicación. Véase además que este ejemplo pone de manifiesto una de las utilidades de la instrucción nula, ya que si no se hubiese escrito tras la etiqueta fin el programa no compilaría en tanto que toda etiqueta ha de preceder a alguna instrucción (aunque sea la instrucción nula)

Nótese que al fin y al cabo los usos de **goto** dentro de instrucciones **switch** que se vieron al estudiar dicha instrucción no son más que variantes del uso general de **goto**, ya que **default:** no es más que una etiqueta y **case** <valor>**:** puede verse como una etiqueta un tanto especial cuyo nombre es **case** seguido de espacios en blanco y un valor. En ambos casos, la etiqueta indicada ha de pertenecer al mismo **switch** que el **goto** usado y no vale que éste no la contenga pero la contenga algún **switch** que contenga al **switch** del **goto**.

El uso de **goto** dentro de sentencias **try**, tiene las mismas restricciones que **break**, **continue** y **return**: antes de salir con un **goto** de un **try** se ejecutará siempre su bloque **finally** y no es posible forzar a saltar fuera de un **finally**.

**Instrucción throw**

La **instrucción throw** ya se ha visto que se usa para lanzar excepciones de este modo:

**throw** *<objetoExcepciónALanzar>***;**

En caso de que no se indique ningún <objetoExcepciónALanzar> se relanzará el que se estuviese tratando en ese momento, aunque esto sólo es posible si el **throw** se ha escrito dentro del código de tratamiento asociado a alguna cláusula **catch**.

Como esta instrucción ya ha sido explicada a fondo en este mismo tema, para más información sobre ella puede consultarse el epígrafe *Excepciones* del mismo.

***Otras instrucciones***

Las instrucciones vistas hasta ahora son comunes a muchos lenguajes de programación. Sin embargo, en C# también se ha incluido un buen número de nuevas instrucciones propias de este lenguaje. Estas instrucciones se describen en los siguientes apartados:

**Instrucciones checked y unchecked**

Las instrucciones **checked** y **unchecked** permiten controlar la forma en que tratarán los desbordamientos que ocurran durante la realización de operaciones aritméticas con tipos básico enteros. Funcionan de forma similar a los operadores **checked** y **unchecked** ya vistos en el *Tema 4: Aspectos léxicos*, aunque a diferencia de éstos son aplicables a bloques enteros de instrucciones y no a una única expresión. Así, la **instrucción checked** se usa de este modo:

**checked**

<instrucciones>

Todo desbordamiento que se produzca al realizar operaciones aritméticas con enteros en <instrucciones> provocará que se lance una excepción **System.OverflowException**. Por su parte, la **instrucción unchecked** se usa así:

**unchecked**

<instrucciones>

En este caso, todo desbordamiento que se produzca al realizar operaciones aritméticas con tipos básicos enteros en <instrucciones> será ignorado y lo que se hará será tomar el valor resultante de quedarse con los bits menos significativos necesarios.

Por defecto, en ausencia de estas instrucciones las expresiones constantes se evalúan como si se incluyesen dentro de una instrucción **checked** y las que no constantes como si se incluyesen dentro de una instrucción **unchecked**. Sin embargo, a través de la opción **/checked** del compilador es posible tanto hacer que por defecto se comprueben los desbordamientos en todos los casos para así siempre poder detectarlos y tratarlos.

Desde Visual Studio.NET, la forma de controlar el tipo de comprobaciones que por defecto se harán es a través de **View → Propety Pages → Configuration Settings → Build → Check for overflow underflow**.

El siguiente código muestra un ejemplo de cómo usar ambas instrucciones:

using System;

class Unchecked

{

static short x = 32767; // Valor maximo del tipo short

public static void Main()

{

unchecked

{

Console.WriteLine((short) (x+1)); // (1)

Console.WriteLine((short) 32768); // (2)

}

}

}

En un principio este código compilaría, pero los desbordamientos producidos por el hecho de que 32768 no es un valor que se pueda representar con un **short** (16 bits con signo) provocarían que apareciese por pantalla dicho valor truncado, mostrándose:

-32768

-32678

Sin embargo, si sustituyésemos la instrucción **unchecked** por **checked**, el código anterior ni siquiera compilaría ya que el compilador detectaría que se va a producir un desbordamiento en (2) debido a que 32768 es constante y no representable con un **short**.

Si eliminamos la instrucción (2) el código compilaría ya que (x+1) no es una expresión constante y por tanto el compilador no podría detectar desbordamiento al compilar. Sin embargo, cuando se ejecutase la aplicación se lanzaría una **System.OverflowException**.

**Instrucción lock**

La **instrucción lock** es útil en aplicaciones concurrentes donde múltiples hilos pueden estar accediendo simultáneamente a un mismo recurso, ya que lo que hace es garantizar que un hilo no pueda acceder a un recurso mientras otro también lo esté haciendo. Su sintaxis es la siguiente:

**lock (**<objeto>**)**

<instrucciones>

Su significado es el siguiente: ningún hilo puede ejecutar las <instrucciones> del bloque indicado si otro las está ejecutando, y si alguno lo intenta se quedará esperando hasta que acabe el primero. Esto también afecta a bloques de <instrucciones> de cualquier otro **lock** cuyo <objeto> sea el mismo. Este <objeto> ha de ser de algún tipo referencia.

En realidad, la instrucción anterior es equivalente a hacer:

**System.Threading.Monitor.Enter(**<objeto>**);  
 try**

<instrucciones>

**finally**

**{**

**System.Threading.Monitor.Exit(**<objeto>**);**

**}**

Sin embargo, usar **lock** tiene dos ventajas: es más compacto y eficiente (<objeto>sólo se evalúa una vez)

Una buena forma de garantizar la exclusión mutua durante la ejecución de un método de un cierto objeto es usando **this** como <objeto> En el caso de que se tratase de un método de tipo, en tanto que **this** no tiene sentido dentro de estos métodos estáticos una buena alternativa sería usar el objeto **System.Type** que representase a ese tipo. Por ejemplo:

class C

{

public static void F()

{

lock(typeof(C))

{

// ... Código al que se accede exclusivamente

}

}

}

**Instrucción using**

La **instrucción using** facilita el trabajo con objetos que tengan que ejecutar alguna tarea de limpieza o liberación de recursos una vez que termine de ser útiles. Aunque para estos menesteres ya están los destructores, dado su carácter indeterminista puede que en determinadas ocasiones no sea conveniente confiar en ellos para realizar este tipo de tareas. La sintaxis de uso de esta instrucción es la siguiente:

**using (**<tipo> <declaraciones>**)**

<instrucciones>

En <declaraciones> se puede indicar uno o varios objetos de tipo <tipo> separados por comas. Estos objetos serán de sólo lectura y sólo serán accesibles desde <instrucciones>. Además, han de implementar la interfaz **System.IDisposable** definida como sigue:

**interface IDisposable**

**{**

**void Dispose()**

**}**

En la implementación de **Dispose()** se escribiría el código de limpieza necesario, pues el significado de **using** consiste en que al acabar la ejecución de <instrucciones>, se llama automáticamente al método **Dispose()** de los objetos definidos en <declaraciones>.

Hay que tener en cuenta que la llamada a Dispose() se hace sea cual sea la razón de que se deje de ejecutar las <instrucciones> Es decir, tanto si se ha producido una excepción como si se ha acabado su ejecución normalmente o con una instrucción de salto, **Dispose()** es siempre llamado. En realidad una instrucción **using** como:

using (R1 r1 = new R1())

{

r1.F();

}

Es tratada por el compilador como:

{

R1 r1 = new R1()

try

{

r1.F();

}

finally

{

if (r1!=null)

((IDisposable) r1).Dispose();

}

}

Si se declarasen varios objetos en <declaraciones>, a **Dispose()** se le llamaría en el orden inverso a como fueron declarados. Lo mismo ocurre si se anidasen varias instrucciones **using**: primero se llamaría al **Dispose()** de las variables declaradas en los **using** internos y luego a las de los externos. Así, estas dos instrucciones son equivalentes:

using (Recurso obj = new Recurso(), obj2= new Recurso())

{

r1.F();

r2.F();  
 }

using (Recurso obj = new Recurso())

{

using (Recurso obj2= new Recurso())

{

r1.F();

r2.F();

}  
 }

El siguiente ejemplo resume cómo funciona la sentencia **using**:

using System;

class A:IDisposable

{

public void Dispose()

{

Console.WriteLine("Llamado a Dispose() de {0}", Nombre);

}

public A(string nombre)

{

Nombre = nombre;

}

string Nombre;

}

class Using

{

public static void Main()

{

A objk = new A("objk");

using (A obj1 = new A("obj1"), obj2 = new A("objy"))

{

Console.WriteLine("Dentro del using");

}

Console.WriteLine("Fuera del using");

}

}

La salida por pantalla resultante de ejecutar este ejemplo será:

Dentro del using

Llamando a Dispose() de objy

Llamando a Dispose() de obj1

Fuera del using

Como se deduce de los mensajes de salida obtenidos, justo antes de salirse del **using** se llama a los métodos **Dispose()** de los objetos declarados en la sección <declaraciones> de dicha instrucción y en el mismo orden en que fueron declarados.

**Instrucción fixed**

La **instrucción fixed** se utiliza para fijar objetos en memoria de modo que el recolector de basura no pueda moverlos durante la ejecución de un cierto bloque de instrucciones.

Esta instrucción sólo tiene sentido dentro de regiones de código inseguro, concepto que se trata en el *Tema 18: Código inseguro*, por lo que será allí es donde se explique a fondo cómo utilizarla. Aquí sólo diremos que su sintaxis de uso es:

**fixed(**<tipoPunteros> <declaracionesPunterosAFijar>**)**

<instrucciones>

**TEMA 17: ATRIBUTOS**

***Concepto de atributo***

Un **atributo** es información que se puede añadir a los metadatos de un módulo de código. Esta información puede ser referente tanto al propio módulo o el ensamblado al que pertenezca como a los tipos de datos definidos en él, sus miembros, los parámetros de sus métodos, los bloques **set** y **get** de sus propiedades e indizadores o los bloques **add** y **remove** de sus eventos.

En C# se incluyen numerosos modificadores que nos permiten asociar información a los metadatos de un módulo. Por ejemplo, con los modificadores **public**, **protected**, **private**, **internal** o **protected internal** podemos añadir información sobre la visibilidad de los tipos del módulo y de sus miembros. Pues bien, los atributos pueden verse como un mecanismo mediante el cual el programador puede crear sus propios modificadores.

Un ejemplo de atributo podría ser uno llamado Ayuda que pudiese prefijar las definiciones de miembros de tipos e indicase cuál es la URL donde se pudiese encontrar información detallada con ayuda sobre el significado del miembro prefijado.

***Utilización de atributos***

Para colocar un atributo a un elemento basta prefijar la definición de dicho elemento con una estructura de esta forma:

**[**<nombreAtributo>***(****<parámetros>****)*]**

Esta estructura ha de colocarse incluso antes que cualquier modificador que pudiese acompañar la definición del elemento a atribuir.

Los parámetros de un atributo pueden ser opcionales, y si se usa sin especificar valores para sus parámetros no hay porqué que usar paréntesis vacíos como en las llamadas a métodos, sino que basta usar el atributo indicando sólo la sintaxis **[**<nombreAtributo>**]**

Los parámetros de un atributo pueden ser de dos tipos:

* **Parámetros sin nombre:** Se usan de forma similar a los parámetros de los métodos, sólo que no pueden contar con modificadores **ref** u **out**.
* **Parámetros con nombre:** Son opcionales y pueden colocarse en cualquier posición en la lista de <parámetros> del atributo. Lo último se debe a que para darles valor se usa la sintaxis <nombreParámetro>**=**<valor>, con lo el compilador no dependerá de la posición en que se les pasen los valores para determinar a qué parámetro se le está dando cada valor, sino que recibe explícita su nombre.

Para evitar conflictos entre parámetros con nombre y parámetros sin nombre, los primeros siempre se han de incluir después de los segundos, no siendo posible mezclarlos indiscriminadamente.

Si se desean especificar varios atributos para un mismo elemento se pueden indicar todos ellos entre unos mismos corchetes separados por comas. Es decir, de la forma:

**[**<atributo1>***(****<parametros1>****)*,** <atributo2>***(****<parámetros2>****)*,** ...**]**

Aunque también sería posible especificarlos por separado. O sea, de esta otra forma:

**[**<atributo1>***(****<parametros1>****)*] [**<atributo2>***(***<*parámetros2>****)*]** ...

Hay casos en los que por la ubicación del atributo no se puede determinar de manera unívoca a cuál elemento se le desea aplicar, ya que podría ser aplicable a varios. En esos casos, para evitar ambigüedades lo que se hace es usar el atributo prefijando su nombre de un **indicador de tipo de elemento**, quedando así la sintaxis a usar:

**[***<indicadorElemento>****:***<nombreAtributo>***(****<parámetros>****)*]**

Aunque cada implementación de C# puede incluir sus propios indicadores de tipo de elemento, todas ellas incluirán al menos los siguientes:

* **assembly:** Indica que el atributo se aplica al ensamblado en que se compile el código fuente que lo contenga. Al definir atributos de ensamblado es obligatorio incluir este indicador, ya que estos atributos se colocan precediendo cualquier definición de clase o espacio de nombres y si no se incluyesen se confundiría con atributos de tipo, que se colocan en el mismo sitio.
* **module:** Indica que el atributo se aplica al módulo en que se compile el código fuente que lo contenga. Al igual que el indicador **assembly**, hay que incluirlo siempre para definir este tipo de atributos porque si no se confundirían con atributos de tipo, ya que también se han de ubicar precediendo las definiciones de clases y espacios de nombres.
* **type:** Indica que el atributo se aplica al tipo cuya definición precede. En realidad no hace falta utilizarlo, pues es lo que por defecto se considera para todo atributo que preceda a una definición de tipo. Sin embargo, se ha incluido por consistencia con el resto de indicadores de tipo de atributo y porque puede resultar conveniente incluirlo ya que explicitarlo facilita la lectura del código.
* **return:** Indica que el atributo se aplica a un valor de retorno de un método, operador, bloque **get**, o definición de delegado. Si no se incluyese se consideraría que se aplica a la definición del método, operador, bloque **get** o delegado, ya que estos atributos se colocan antes de la misma al igual que los atributos de valores de retorno.
* **param:** Indica que el atributo se aplica a un parámetro de un método. Si no se incluyese al definir bloques **set**, **add** o **remove** se consideraría que el atributo se refiere a los bloques en sí y no al parámetro **value** en ellos implícito.
* **method:** Indica que el atributo se aplica al método al que precede. En realidad no es necesario usarlo porque, como se dice en la explicación de los indicadores **param** y **return**, es lo que se considera por defecto. Sin embrago, y como pasaba con **type**,se incluye por consistencia y porque puede ser buena idea incluirlo para facilitar la legibilidad del código con su explicitación.
* **event:** Indica que el atributo se aplica al evento a cuya definición precede. En realidad no es necesario incluirlo porque es lo que se considera por defecto, pero nuevamente se ha incluido por consistencia y para facilitar la lectura del código.
* **property:** Indica que el atributo se aplica a la propiedad a cuya definición precede. Éste también es un indicador innecesario e incluido tan sólo por consistencia y para facilitar la legibilidad del código.
* **field:** Indica que el atributo se aplica al cuya definición precede. Como otros indicadores, sólo se incluye por consistencia y para hacer más legible el código.

***Definición de nuevos atributos***

**Especificación del nombre del atributo**

Se considera que un atributo es toda aquella clase que derive de **System.Attribute**. Por tanto, para definir un nuevo tipo de atributo hay que crear una clase que derive de ella. Por convenio, a este tipo de clases suele dárseles nombres acabados en **Attribute**, aunque a la hora de usarlas desde C# es posible obviar dicho sufijo. Un ejemplo de cómo definir un atributo llamado Ayuda es:

using System;

class AyudaAttribute:Attribute

{}

Y ejemplos de cómo usarlo prefijando la definición de clases son:

[Ayuda] class A

{}

[AyudaAttribute] class B

{}

Puede darse la circunstancia de que se haya definido un atributo con un cierto nombre sin sufijo Attribute y otro que si lo tenga. Como es lógico, en ese caso cuando se use el atributo sin especificar el sufijo se hará referencia a la versión sin sufijo y cuando se use con sufijo se hará referencia a la versión con sufijo.

**Especificación del uso de un atributo**

Por defecto cualquier atributo que se defina puede preceder la definición de cualquier elemento del lenguaje. Si se desea limitar a qué definiciones puede preceder es necesario prefijar la clase que lo define con un atributo especial llamado **System.AttributeUsage**. Este atributo consta de los siguientes parámetros con nombre:

* **AllowMultiple:** Por defecto cada atributo sólo puede aparecer una vez prefijando a cada elemento. Dándole el valor **true** a este parámetro se considerará que puede aparecer múltiples veces.
* **Inherited:** Por defecto los atributos aplicados a una clase no son heredados en sus clases hijas. Dándole el valor **true** a este parámetro se consigue que sí lo sean.

Aparte de estos dos parámetros, **AttributeUsage** también puede contar con un parámetro opcional sin nombre que indique a qué tipos de definiciones puede preceder. Por defecto se considera que un atributo puede preceder a cualquier elemento, lo que es equivalente a darle el valor **AttributeTargets.All** a este parámetro. Sin embrago es posible especificar otras posibilidades dándole valores de la enumeración **System.AttributeTargets**, que son los que se recogen en la **Tabla 9**:

|  |  |
| --- | --- |
| **Valor de AttributeTargets** | **Significa que el atributo puede preceder a...** |
| **All** | Cualquier definición |
| **Assembly** | Definiciones de espacio de nombres, considerándose que el atributo se refiere al ensamblado en general. |
| **Module** | Definiciones de espacio de nombres, considerándose que el atributo se refiere al módulo en su conjunto. |
| **Class** | Definiciones de clases |
| **Delegate** | Definiciones de delegados |
| **Interface** | Definiciones de interfaces |
| **Struct** | Definiciones de estructuras |
| **Enum** | Definiciones de enumeraciones |
| **Field** | Definiciones de campos |
| **Method** | Definiciones de métodos |
| **Constructor** | Definiciones de constructores |
| **Property** | Definiciones de propiedades o indizadores |
| **Event** | Definiciones de eventos |
| **Parameter** | Definiciones de parámetros de métodos |
| **ReturnValue** | Definiciones de valores de retorno de métodos |

**Tabla 9:** Valores de **AttributeTargets**

Es posible combinar varios de estos valores mediante operaciones lógicas “or” (carácter | ) Por ejemplo, si queremos definir el atributo Ayuda anterior de modo que sólo pueda ser usado para prefijar definiciones de enumeraciones o de clases se haría:

[AttributeUsage(AttributeTargets.Class | AttributeTargetes.Enum)]

class Ayuda:Attribute

{}

Es importante resaltar que **AttributeUsage** sólo puede incluirse precediendo definiciones de otros atributos (o sea, de clases derivadas de **System.Attribute**)

**Especificación de parámetros válidos**

Se considera que los parámetros sin nombre que puede tomar un atributo son aquellos que se especifiquen como parámetros en el constructor del tipo que lo define, y que sus parámetros con nombre serán las propiedades y campos públicos, no estáticos y de lectura/escritura definidos en dicho tipo.

Un ejemplo de cómo definir el atributo Ayuda anterior de modo que tome un parámetro sin nombre con la URL que indique dónde encontrar la ayuda sobre el miembro o clase al que precede y un parámetro con nombre llamado Autor que indique quién es el autor de esa documentación es:

[AttributeUsage(AttributeTargets.Class | AttributeTargets.Enum)]

class Ayuda:Attribute

{

private string autor;

private string url;

public Ayuda(string URL)

{ url=URL; }

public string Autor

{

set {autor = value;}

get {return autor;}

}

}

Ejemplos de usos válidos de este atributo son:

[Ayuda(“http://www.josan.com/Clases/A.html”)]

class A {}

[Ayuda(“http://www.josan.com/Clases/B.html”, Autor=”José Antonio González Seco”)]

class B {}

Los tipos válidos de parámetros, tanto con nombre como sin él, que puede tomar un atributo son: cualquier tipo básico excepto **decimal** y los tipos enteros sin signo, cualquier enumeración pública, **System.Type** o tablas unidimensionales de elementos de cualquiera de los anteriores tipos válidos.

***Lectura de atributos en tiempo de ejecución***

Para acceder a los metadatos de cualquier ensamblado se utilizan las clases del espacio de nombres **System.Reflection**. Este espacio de nombres es inmenso y explicar cómo utilizarlo queda fuera del alcance de este libro, aunque de todos modos a continuación se darán unas ideas básicas sobre cómo acceder a través de sus tipos a los atributos incluidos en los ensamblados.

La clave para acceder a los atributos se encuentra en el método estático de la clase **System.Attribute** llamado **Attribute[] GetCustomAttributes(<x> objetoReflexivo)**, donde <x> es el tipo de **System.Reflection** que representa a los elementos cuyos atributos se desea obtener. Los posibles tipos son: **Assembly**, que representa ensamblados, **Module** que representa módulos, **MemberInfo** que representa miembros (incluidos tipos, que al fin y al cabo son miembros de espacios de nombres), y **ParameterInfo** que representa parámetros. El parámetro tomado por este método será el objeto que represente al elemento en concreto cuyos metadatos se quieren obtener.

Como se ve, **GetCustomAttributes()** devuelve una tabla con los atributos en forma de objetos **Attribute**, que es la clase base de todos los atributos, por lo que si a partir de ellos se desease acceder a características específicas de cada tipo de atributo habría que aplicar downcasting como se comentó en el *Tema 5: Clases* (para asegurase de que las conversiones se realicen con éxito recuérdese que se puede usar el operador **is** para determinar cuál es el verdadero tipo de cada atributo de esta tabla)

Para obtener el objeto **Assembly** que representa al ensamblado al que pertenezca el código que se esté ejecutando se usa el método **Assembly GetExecutingAssembly()** de la clase **Assembly**, que se usa tal y como se muestra:

Assembly ensamblado = Assembly.GetExecutingAssembly();

Otra posibilidad sería obtener ese objeto **Assembly** a partir del nombre del fichero donde se encuentre almacenado el ensamblado. Para ello se usa el método **Assembly LoadFrom(string rutaEnsamblado)** de la clase **Assembly** como se muestra:

Assembly ensamblado = Assembly.LoadFrom(“josan.dll”);

Una vez obtenido el objeto que representa a un ensamblado,pueden obtenerse los objetos **Module** que representan a los módulos que lo forman a través de su método **Module[] GetModules()**.

A partir del objeto **Module** que representa a un módulo puede obtenerse los objetos **Type** que representan a sus tipos a través de su método **Type[] GetTypes()** Otra posibilidad sería usar el operador **typeof** ya visto para obtener el **Type** que representa a un tipo en concreto sin necesidad de crear objetos **Module** o **Assembly**.

En cualquier caso, una vez obtenido un objeto **Type**, a través de sus métodos **FieldInfo[] GetFields()**, **MethodInfo[] GetMethods()**, **ConstructorInfo[] GetConstructors()**, **EventInfo[] GetEvents[]** y **PropertyInfo[] GetProperties()** pueden obtenerse los objetos reflexivos que representan, de manera respectiva, a sus campos, métodos, constructores, eventos y propiedades o indizadores. Tanto todos estos objetos como los objetos **Type** derivan de **MemberInfo**, por lo que pueden ser pasados como parámetros de **GetCustomAttributes()** para obtener los atributos de los elementos que representan.

Por otro lado, a través de los objetos **MethodInfo** y **ConstructorInfo**, es posible obtener los tipos reflexivos que representan a los parámetros de métodos y constructores llamando a su método **ParameterInfo[] GetParameters()** Además, en el caso de los objetos **MethodInfo** también es posible obtener el objeto que representa al tipo de retorno del método que representan mediante su propiedad **Type ReturnType {get;}**.

En lo referente a las propiedades, es posible obtener los objetos **MethodInfo** que representan a sus bloques **get** y **set** a través de los métodos **MethodInfo GetSetMethod()** y **MethodInfo GetSetMethod()** de los objetos **PropertyInfo** que las representan. Además, para obtener los objetos reflexivos que representen a los índices de los indizadores también se dispone de un método **ParamterInfo[] GetIndexParameters()**

Y en cuanto a los eventos, los objetos **EventInfo** disponen de métodos **MethodInfo GetAddMethod()** y **MethodInfo GetRemoveMethod()** mediante los que es posible obtener los objetos reflexivos que representan a sus bloques **add** y **remove**.

A continuación se muestra un programa de ejemplo que lo que hace es mostrar por pantalla el nombre de todos los atributos que en él se hayan definido:

using System.Reflection;

using System;

[assembly: EjemploEnsamblado]

[module: EjemploModulo]

[AttributeUsage(AttributeTargets.Method)]

class EjemploMétodo:Attribute

{}

[AttributeUsage(AttributeTargets.Assembly)]

class EjemploEnsamblado:Attribute

{}

[AttributeUsage(AttributeTargets.Module)]

class EjemploModulo:Attribute

{}

[AttributeUsage(AttributeTargets.Class)]

class EjemploTipo:Attribute

{}

[AttributeUsage(AttributeTargets.Field)]

class EjemploCampo:Attribute

{}

[EjemploTipo]

class A

{

public static void Main()

{

Assembly ensamblado = Assembly.GetExecutingAssembly();

foreach (Attribute atributo in Attribute.GetCustomAttributes(ensamblado))

Console.WriteLine("ENSAMBLADO: {0}",atributo);

foreach (Module modulo in ensamblado.GetModules())

{

foreach(Attribute atributo in Attribute.GetCustomAttributes(modulo))

Console.WriteLine("MODULO: {0}", atributo);

foreach (Type tipo in modulo.GetTypes())

{

foreach(Attribute atributo in Attribute.GetCustomAttributes(tipo))

Console.WriteLine("TIPO: {0}", atributo);

foreach (FieldInfo campo in tipo.GetFields())

muestra("CAMPO", campo);

f oreach (MethodInfo metodo in tipo.GetMethods())

muestra("METODO", metodo);

foreach (EventInfo evento in tipo.GetEvents())

muestra("EVENTO", evento);

f oreach (PropertyInfo propiedad in tipo.GetProperties())

muestra("PROPIEDAD", propiedad);

foreach (ConstructorInfo constructor in tipo.GetConstructors())

muestra("CONSTRUCTOR",constructor);

}

}

}

static private void muestra(string nombre, MemberInfo miembro)

{

foreach (Attribute atributo in Attribute.GetCustomAttributes(miembro))

Console.WriteLine("{0}: {1}", nombre, atributo);

}

}

Lo único que hace el **Main()** de este programa es obtener el **Assembly** que representa el ensamblado actual y mostrar todos sus atributos de ensamblado. Luego obtiene todos los **Module**s que representa a los módulos de dicho ensamblado, y muestra todos los atributos de módulo de cada uno. Además, de cada módulo se obtienen todos los **Type**s que representan a los tipos en él definidos y se muestran todos sus atributos; y de cada tipo se obtienen los objetos reflexivos que representan a sus diferentes tipos de miembros y se muestran los atributos de cada miembro.

Aparte del método **Main()** en el ejemplo se han incluido definiciones de numerosos atributos de ejemplo aplicables a diferentes tipos de elemento y se han diseminado a lo largo del fuente varios usos de estos atributos. Por ello, la salida del programa es:

ENSAMBLADO: EjemploEnsamblado

ENSAMBLADO: System.Diagnostics.DebuggableAttribute

MODULO EjemploModulo

TIPO: System.AttributeUsageAttribute

TIPO: System.AttributeUsageAttribute

TIPO: System.AttributeUsageAttribute

TIPO: System.AttributeUsageAttribute

TIPO: System.AttributeUsageAttribute

TIPO: EjemploTipo

METODO: EjemploMétodo

Nótese que aparte de los atributos utilizados en el código fuente, la salida del programa muestra que el compilador ha asociado a nivel de ensamblado un atributo extra llamado **Debuggable**. Este atributo incluye información sobre si pueden aplicarse optimizaciones al compilar JIT el ensamblado o si se ha de realizar una traza de su ejecución. Sin embargo, no conviene fiarse de su implementación ya que no está documentado por Microsoft y puede cambiar en futuras versiones de la plataforma .NET.

***Atributos de compilación***

Aunque la mayoría de los atributos son interpretados en tiempo de ejecución por el CLR u otras aplicaciones, hay una serie de atributos que tienen un significado especial en C# y condicionan el proceso de compilación. Estos son los que se explican a continuación.

**Atributo System.AttributeUsage**

Ya hemos visto en este mismo tema que se usa para indicar dónde se pueden colocar los nuevos atributos que el programador defina, por lo que no se hará más hincapié en él.

**Atributo System.Obsolete**

Puede preceder a cualquier elemento de un fichero de código fuente para indicar que ha quedado obsoleto. Admite los siguientes dos parámetros sin nombre:

* Un primer parámetro de tipo **string** que contenga una cadena con un mensaje a mostrar cuando al compilar se detecte que se ha usado el elemento obsoleto.
* Un segundo parámetro de tipo **bool** que indique si se ha de producir un aviso o un error cuando se detecte el uso del elemento obsoleto. Por defecto se muestra un aviso, pero si se da valor **true** a este parámetro, el mensaje será de error.

El siguiente ejemplo muestra como utilizar este atributo:

using System;

class Obsoleta

{

[Obsolete(“No usar f(), que está obsoleto.”, true)]

public static void f()

{}

public static void Main()

{

f();

}

}

Cuando se compile este programa, el compilador emitirá el siguiente mensaje de error:

obsolete.cs(11,17): error CS0619: ‘Obsoleta.f()’ is obsolete: No usar f(), que está obsoleto.

Si no se hubiese especificado a **Obsolete** su segundo parámetro, entonces el mensaje sería de aviso en vez de error:

obsolete.cs(11,17): warning CS0618: ‘Obsoleta.f()’ is obsolete: No usar f(), que está obsoleto.

**Atributo System.Diagnostics.Conditional**

Este atributo sólo puede prefijar definiciones de métodos, y permite definir si las llamadas al método prefijado se han de compilar o no. Puede usarse múltiples veces prefijando a un mismo método y toma un parámetro sin nombre de tipo **string**. Sólo se compilarán aquellas llamadas al método tales que en el momento de hacerlas esté definida alguna directiva de preprocesado con el mismo nombre que el parámetro de alguno de los atributos **Conditional** que prefijen la definición de ese método.

Como se ve, este atributoes una buena forma de simplificar la escritura de código que se deba compilar condicionalmente, ya que evita tener varias directivas **#if** que encierren cada llamada al método cuya ejecución se desea controlar. Sin embargo, **Conditional** no controla la compilación de ese método, sino sólo las llamadas al mismo.

El siguiente ejemplo muestra cómo usar **Conditional**:

using System;

using System.Diagnostics;

class Condicional

{

[Conditional(“DEBUG”)]

public static void F()

{ Console.WriteLine(“F()”); }

public static void Main()

{

F();

}

}

Sólo si compilamos el este código definiendo la constante de preprocesado DEBUG se mostrará por pantalla el mensaje F() En caso contrario, nunca se hará la llamada a F()

Hay que precisar que en realidad **Conditional** no puede preceder a cualquier definición de método, sino que en su colocación hay impuestas ciertas restricciones especiales:

* El método ha de tener un tipo de retorno **void**. Esto se debe a que si tuviese otro se podría usar su valor de retorno como operando en expresiones, y cuando no fuesen compiladas sus llamadas esas expresiones podrían no tener sentido y producir errores de compilación.
* Si se aplica a un método virtual todas sus redefiniciones lo heredan, siendo erróneo aplicárselo explícitamente a una de ellas. Esto debe a que en tiempo de compilación puede no saberse cuál es el verdadero tipo de un objeto, y si unas redefiniciones pudiesen ser condicionales y otras no, no podría determinarse al compilar si es condicional la versión del método a la que en cada caso se llame.
* No puede atribuirse a métodos definidos en interfaces ni a implementaciones de métodos de interfaces, pues son también virtuales y podrían reimplementarse.

**Atributo System.ClsCompliant**

Permite especificar que el compilador ha de asegurarse de que el ensamblado, tipo de dato o miembro al que se aplica es compatible con el CLS. Ello se le indica (ya sea por nombre o posicionalmente) a través de su único parámetro **bool IsCompliant**, tal y como se muestra en el siguiente código ejemplo:

using System;

[assembly:CLSCompliant(true)]

public class A

{

public void F(uint x)

{}

public static void Main()

{}

}

Si intenta compilarlo tal cual, obtendrá el siguiente mensaje de error:

error CS3001: El tipo de argumento 'uint' no es compatible con CLS

Esto se debe a que el tipo **uint** no forma parte del CLS, y en el código se está utilizando como parte de un método público aún cuando mediante el atributo **CLSCompliant** se está indicando que se desea que el código sea compatible con el CLS. Si se le quitase este atributo, o se diese el valor **false** a su parámetro, o se definiesen la clase A o el método F() como privados, o se cambiase el tipo del parámetro x a un tipo perteneciente al CLS (pe, **int**), entonces sí que compilaría el código.

Nótese que cuando el atributo **CLSCompliant** se aplica a nivel de todo un ensamblado, se comprueba la adecuación al CLS de todos sus tipos de datos, mientras que si solamente se aplica a un tipo de dato, sólo se comprobará la adecuación al CLS del mismo; y si tan sólo se aplica a un miembro, únicamente se comprobará la adecuación al CLS de éste.

***Pseudoatributos***

La BCL proporciona algunos atributos que, aunque se usan de la misma manera que el resto, se almacenan de manera especial en los metadatos, como lo harían modificadores como **virtual** o **private**. Por ello se les denomina **pseudoatributos**, y no se pueden recuperar mediante el ya visto método **GetCustomAttributes()**, aunque para algunos de ellos se proporcionan otro mecanismos de recuperación específicos. Un ejemplo es el atributo **DllImport** que ya se ha visto que se usa para definición de métodos externos. Así, dado el siguiente código:

using System.Reflection;

using System.Runtime.InteropServices;

using System;

using System.Diagnostics;

class A

{

[DllImport("kernel32")][Conditional("DEBUG")]

public static extern void CopyFile(string fuente, string destino);

public static void Main()

{

MethodInfo método = typeof(A).GetMethod("CopyFile");

foreach (Attribute atributo in método.GetCustomAttributes(false))

Console.WriteLine(atributo);

}

}

La salida que se obtendría al ejecutarlo es la siguiente:

System.Diagnostics.ConditionalAttribute

Donde como se puede ver, no se ha recuperado el pseudoatributo **DllImport** mientras que el otro (**Conditional**), que es un atributo normal, sí que lo ha hecho.

**TEMA 18: Código inseguro**

***Concepto de código inseguro***

**Código inseguro** es todo aquél fragmento de código en C# dentro del cual es posible hacer uso de punteros.

Un **puntero** en C# es una variable que es capaz de almacenar direcciones de memoria. Generalmente suele usarse para almacenar direcciones que almacenen objetos, por lo que en esos casos su significado es similar al de variables normales de tipos referencia. Sin embargo, los punteros no cuentan con muchas de las restricciones de éstas a la hora de acceder al objeto. Por ejemplo, al accederse a los elementos de una tabla mediante un puntero no se pierde tiempo en comprobar que el índice especificado se encuentre dentro de los límites de la tabla, lo que permite que el acceso se haga más rápidamente.

Aparte de su mayor eficiencia, también hay ciertos casos en que es necesario disponer del código inseguro, como cuando se desea hacer llamadas a funciones escritas en lenguajes no gestionados cuyos parámetros tengan que ser punteros.

Es importante señalar que los punteros son una excepción en el sistema de tipos de .NET, ya que no derivan de la clase primigenia **System.Object**, por lo que no dispondrán de los métodos comunes a todos los objetos y una variable **object** no podrá almacenarlos (tampoco existen procesos similares al boxing y unboxing que permitan simularlo)

***Compilación de códigos inseguros***

El uso de punteros hace el código más proclive a fallos en tanto que se salta muchas de las medidas incluidas en el acceso normal a objetos, por lo que es necesario incluir ciertas medidas de seguridad que eviten la introducción accidental de esta inseguridad

La primera medida tomada consiste en que explícitamente hay que indicar al compilador que deseamos compilar código inseguro. Para ello, al compilador de línea de comandos hemos de pasarle la opción **/unsafe**, como se muestra el ejemplo:

csc códigoInseguro.cs /unsafe

Si no se indica la opción unsafe, cuando el compilador detecte algún fuente con código inseguro producirá un mensaje de error como el siguiente:

códigoInseguro(5,23): error CS0277: unsafe code may only appear if compiling with /unsafe

En caso de que la compilación se vaya a realizar a través de Visual Studio.NET, la forma de indicar que se desea compilar código inseguro es activando la casilla **View → Property Pages → Configuration Properties → Build → Allow unsafe code blocks**

***Marcado de códigos inseguros***

Aparte de forzarse a indicar explícitamente que se desea compilar código inseguro, C# también obliga a que todo uso de código inseguro que se haga en un fichero fuente tenga que ser explícitamente indicado como tal. A las zonas de código donde se usa código inseguro se les denomina **contextos inseguros**, y C# ofrece varios mecanismos para marcar este tipo de contextos.

Una primera posibilidad consiste en preceder un bloque de instrucciones de la palabra reservada **unsafe** siguiendo la siguiente sintaxis:

**unsafe** <instrucciones>

En el código incluido en <instrucciones> podrán definirse variables de tipos puntero y podrá hacerse uso de las mismas. Por ejemplo:

public void f()

{

unsafe

{

int \*x;

}

}

Otra forma de definir contextos inseguros consiste en añadir el modificador **unsafe** a la definición de un miembro, caso en que dentro de su definición se podrá hacer uso de punteros. Así es posible definir campos de tipo puntero, métodos con parámetros de tipos puntero, etc. El siguiente ejemplo muestra cómo definir dos campos de tipo puntero. Nótese sin embargo que no es posible definir los dos en una misma línea:

struct PuntoInseguro

{

public unsafe int \*X; // No es válido hacer public unsafe int \*X, Y;

public unsafe int \*Y; // Tampoco lo es hacer public unsafe int \*X, \*Y;

}

Obviamente, en un método que incluya el modificador **unsafe** no es necesario preceder con dicha palabra sus bloques de instrucciones inseguros.

Hay que tener en cuenta que el añadido de modificadores **unsafe** es completamente inocuo. Es decir, no influye para nada en cómo se haya de redefinir y si un método **Main()** lo tiene sigue siendo un punto de entrada válido.

Una tercera forma consiste en añadir el modificador **unsafe** en la definición de un tipo, caso en que todas las definiciones de miembros del mismo podrán incluir código inseguro sin necesidad de añadir a cada una el modificador **unsafe** o preceder sus bloques de instrucciones inseguras de la palabra reservada **unsafe**. Por ejemplo:

unsafe struct PuntoInseguro

{

public int \* X, \*Y;

}

***Definición de punteros***

Para definir una variable puntero de un determinado tipo se sigue una sintaxis parecida a la usada para definir variables normales sólo que al nombre del tipo se le postpone un símbolo de asterisco (**\***) O sea, un puntero se define así:

<tipo> **\*** <nombrePuntero>**;**

Por ejemplo, una variable puntero llamada a que pueda almacenar referencias a posiciones de memoria donde se almacenen objetos de tipo **int** se declara así:

int \* a;

En caso de quererse declarar una tabla de punteros, entonces el asterisco hay que incluirlo tras el nombre del tipo pero antes de los corchetes. Por ejemplo, una tabla de nombre t que pueda almacenar punteros a objetos de tipo **int** se declara así:

int\*[] t;

Hay un tipo especial de puntero que es capaz de almacenar referencias a objetos de cualquier tipo. Éstos punteros se declaran indicando **void** como <tipo>. Por ejemplo:

void \* punteroACualquierCosa;

Hay que tener en cuenta que en realidad lo que indica el tipo que se dé a un puntero es cuál es el tipo de objetos que se ha de considerar que se almacenan en la dirección de memoria almacenada por el puntero. Si se le da el valor **void** lo que se está diciendo es que no se desea que se considere que el puntero apunta a ningún tipo específico de objeto. Es decir, no se está dando información sobre el tipo apuntado.

Se pueden declarar múltiples variables locales de tipo puntero en una misma línea. En ese caso el asterisco sólo hay que incluirlo antes del nombre de la primera. Por ejemplo:

int \* a, b; // a y b son de tipo int \* No sería válido haberlas definido como int \*a, \*b;

Hay que tener en cuenta que esta sintaxis especial para definir en una misma definición varios punteros de un mismo tipo sólo es válida en definiciones de variables locales. Al definir campos no sirve y hay que dar para cada campo una definición independiente.

El recolector de basura no tiene en cuenta los datos a los que se referencie con punteros, pues ha de conocer cuál es el objeto al referenciado por cada variable y un puntero en realidad no tiene porqué almacenar referencias a objetos de ningún tipo en concreto. Por ejemplo, pueden tenerse punteros **int \*** que en realidad apunten a objeto **char**, o punteros **void \*** que no almacenen información sobre el tipo de objeto al que debería considerarse que apuntan, o punteros que apunte a direcciones donde no hayan objetos, etc.

Como el recolector de basura no trabaja con punteros, no es posible definir punteros de tipos que se almacenen en memoria dinámica o contengan miembros que se almacenen en memoria dinámica, ya que entonces podría ocurrir que un objeto sólo referenciado a través de punteros sea destruido por considerar el recolector que nadie le referenciaba. Por ello, sólo es válido definir punteros de tipos cuyos objetos se puedan almacenar completamente en pila, pues la vida de estos objetos no está controlada por el recolector de basura sino que se destruyen cuando se abandona el ámbito donde fueron definidos.

En concreto, los únicos punteros válidos son aquellos que apunten a tipos valor básicos, enumeraciones o estructuras que no contengan campos de tipos referencias. También pueden definirse punteros a tipos puntero, como se muestra en el siguiente ejemplo de declaración de un puntero a punteros de tipo **int** llamando punteroApunteros:

int \*\* punteroApunteros;

Obviamente la anidación puede hacerse a cualquier nivel de profundidad, pudiéndose definir punteros a punteros a punteros, o punteros a punteros a punteros a punteros, etc.

***Manipulación de punteros***

**Obtención de dirección de memoria. Operador &**

Para almacenar una referencia a un objeto en un puntero se puede aplicar al objeto el operador prefijo **&**, que lo que hace es devolver la dirección que en memoria ocupa el objeto sobre el que se aplica. Un ejemplo de su uso para inicializar un puntero es:

int x =10;

int \* px = &x;

Este operador no es aplicable a expresiones constantes, pues éstas no se almacenan en ninguna dirección de memoria específica sino que se incrustan en las instrucciones. Por ello, no es válido hacer directamente:

int px = &10; // Error 10 no es una variable con dirección propia

Tampoco es válido aplicar **&** a campos **readonly**, pues si estos pudiesen ser apuntados por punteros se correría el riesgo de poderlos modificar ya que a través de un puntero se accede a memoria directamente, sin tenerse en cuenta si en la posición accedida hay algún objeto, por lo que mucho menos se considerará si éste es de sólo lectura.

Lo que es sí válido es almacenar en un puntero es la dirección de memoria apuntada por otro puntero. En ese caso ambos punteros apuntarían al mismo objeto y las modificaciones a éste realizadas a través de un puntero también afectarían al objeto visto por el otro, de forma similar a como ocurre con las variables normales de tipos referencia. Es más, los operadores relacionales típicos (**==**, **!=**, **<**, **>**, **<=** y **>=**) se han redefinido para que cuando se apliquen entre dos punteros de cualesquiera dos tipos lo que se compare sean las direcciones de memoria que estos almacenan. Por ejemplo:

int x = 10;

int px = &x;

int px2 = px; // px y px2 apuntan al objeto almacenado en x

Console.WriteLine( px == px2); // Imprime por pantalla True

En realidad las variables sobre las que se aplique **&** no tienen porqué estar inicializadas. Por ejemplo, es válido hacer:

private void f()

{

int x;

unsafe

{ int px = &x;}

}

Esto se debe a que uno de los principales usos de los punteros en C# es poderlos pasar como parámetros de funciones no gestionadas que esperen recibir punteros. Como muchas de esas funciones han sido programadas para inicializar los contenidos de los punteros que se les pasan, pasarles punteros inicializados implicaría perder tiempo innecesariamente en inicializarlos.

**Acceso a contenido de puntero. Operador \***

Un puntero no almacena directamente un objeto sino que suele almacenar la dirección de memoria de un objeto (o sea, apunta a un objeto) Para obtener a partir de un puntero el objeto al que apunta hay que aplicarle al mismo el operador prefijo **\***, que devuelve el objeto apuntado. Por ejemplo, el siguiente código imprime en pantalla un 10:

int x = 10;

int \* px= &x;

Console.WriteLine(\*px);

Es posible en un puntero almacenar **null** para indicar que no apunta a ninguna dirección válida. Sin embargo, si luego se intenta acceder al contenido del mismo a través del operador **\*** se producirá generalmente una excepción de tipo **NullReferenceException** (aunque realmente esto depende de la implementación del lenguaje) Por ejemplo:

int \* px = null;

Console.WriteLine(\*px); // Produce una NullReferenceException

No tiene sentido aplicar **\*** a un puntero de tipo **void \*** ya que estos punteros no almacenan información sobre el tipo de objetos a los que apuntan y por tanto no es posible recuperarlos a través de los mismos ya que no se sabe cuanto espacio en memoria a partir de la dirección almacenada en el puntero ocupa el objeto apuntado y, por tanto, no se sabe cuanta memoria hay que leer para obtenerlo.

**Acceso a miembro de contenido de puntero. Operador ->**

Si un puntero apunta a un objeto estructura que tiene un método **F()** sería posible llamarlo a través del puntero con:

(\*objeto).F();

Sin embargo, como llamar a objetos apuntados por punteros es algo bastante habitual, para facilitar la sintaxis con la que hacer esto se ha incluido en C# el operador **->**, con el que la instrucción anterior se escribiría así:

objeto->f();

Es decir, del mismo modo que el operador **.** permite acceder a los miembros de un objeto referenciado por una variable normal, **->** permite acceder a los miembros de un objeto referenciado por un puntero. En general, un acceso de la forma O **->** M es equivalente a hacer **(\***O**).**M. Por tanto, al igual que es incorrecto aplicar **\*** sobre punteros de tipo **void \***, también lo es aplicar **->**

**Conversiones de punteros**

De todo lo visto hasta ahora parece que no tiene mucho sentido el uso de punteros de tipo **void \*** Pues bien, una utilidad de este tipo de punteros es que pueden usarse como almacén de punteros de cualquier otro tipo que luego podrán ser recuperados a su tipo original usando el operador de conversión explícita. Es decir, igual que los objetos de tipo **object** pueden almacenar implícitamente objetos de cualquier tipo, los punteros **void \*** pueden almacenar punteros de cualquier tipo y son útiles para la escritura de métodos que puedan aceptar parámetros de cualquier tipo de puntero.

A diferencia de lo que ocurre entre variables normales, las conversiones entre punteros siempre se permiten, al realizarlas nunca se comprueba si son válidas. Por ejemplo:

char c = 'A';

char\* pc = &c;

void\* pv = pc;

int\* pi = (int\*)pv;   
 int i = \*pi; // Almacena en 16 bits del char de pi + otros 16 indeterminados

Console.WriteLine(i);  
 \*pi = 123456; // Machaca los 32 bits apuntados por pi

En este código pi es un puntero a un objeto de tipo **int** (32 bits), pero en realidad el objeto al que apunta es de tipo **char** (16 bits), que es más pequeño. El valor que se almacene en **i** es en principio indefinido, pues depende de lo que hubiese en los 16 bits extras resultantes de tratar **pv** como puntero a **int** cuando en realidad apuntaba a un **char**.

Del mismo modo, conversiones entre punteros pueden terminar produciendo que un puntero apunte a un objeto de mayor tamaño que los objetos del tipo del puntero. En estos casos, el puntero apuntaría a los bits menos significativos del objeto apuntado.

También es posible realizar conversiones entre punteros y tipos básicos enteros. La conversión de un puntero en un tipo entero devuelve la dirección de memoria apuntada por el mismo. Por ejemplo, el siguiente código muestra por pantalla la dirección de memoria apuntada por **px**:

int x = 10;

int \*px = &x;

Console.WriteLine((int) px);

Por su parte, convertir cualquier valor entero en un puntero tiene el efecto de devolver un puntero que apunte a la dirección de memoria indicada por ese número. Por ejemplo, el siguiente código hace que **px** apunte a la dirección 1029 y luego imprime por pantalla la dirección de memoria apuntada por **px** (que será 1029):

int \*px = (int \*) 10;

Console.WriteLine((int) px);

Nótese que aunque en un principio es posible hacer que un puntero almacene cualquier dirección de memoria, si dicha dirección no pertenece al mismo proceso que el código en que se use el puntero se producirá un error al leer el contenido de dicha dirección. El tipo de error ha producir no se indica en principio en la especificación del lenguaje, pero la implementación de Microsoft lanza una referencia **NullReferenceException**. Por ejemplo, el siguiente código produce una excepción de dicho tipo al ejecurtase:

using System;

class AccesoInválido

{

public unsafe static void Main()

{

int \* px = (int \*) 100;

Console.Write(\*px); // Se lanza NullReferenceException

}

}

**Aritmética de punteros**

Los punteros se suelen usar para recorrer tablas de elementos sin necesidad de tener que comprobarse que el índice al que se accede en cada momento se encuentra dentro de los límites de la tabla. Por ello, los operadores aritméticos definidos para los punteros están orientados a facilitar este tipo de recorridos.

Hay que tener en cuenta que todos los operadores aritméticos aplicables a punteros dependen del tamaño del tipo de dato apuntado, por lo que no son aplicables a punteros **void \*** ya que estos no almacenan información sobre dicho tipo. Esos operadores son:

* **++** y **--**: El operador **++** no suma uno a la dirección almacenada en un puntero, sino que le suma el tamaño del tipo de dato al que apunta. Así, si el puntero apuntaba a un elemento de una tabla pasará a apuntar al siguiente (los elementos de las tablas se almacenan en memoria consecutivamente) Del mismo modo, **--** resta a la dirección almacenada en el puntero el tamaño de su tipo de dato. Por ejemplo, una tabla de 100 elementos a cuyo primer elemento inicialmente apuntase **pt** podría recorrerse así:

for (int i=0; i<100; i++)

Console.WriteLine(“Elemento{0}={1}”, i, (\*p)++);

El problema que puede plantear en ciertos casos el uso de **++** y **--** es que hacen que al final del recorrido el puntero deje de apuntar al primer elemento de la tabla. Ello podría solucionarse almacenando su dirección en otro puntero antes de iniciar el recorrido y restaurándola a partir de él tras finalizarlo.

* **+** y **-**: Permiten solucionar el problema de **++** y **--** antes comentado de una forma más cómoda basada en sumar o restar un cierto entero a los punteros. **+** devuelve la dirección resultante de sumar a la dirección almacenada en el puntero sobre el que se aplica el tamaño del tipo de dicho puntero tantas veces como indique el entero sumado. **-** tiene el mismo significado pero r estando dicha cantidad en vez de sumarla. Por ejemplo, usando **+** el bucle anterior podría rescribirse así:

for (int i=0; i<100; i++)

Console.WriteLine(“Elemento{0}={1}”, i, \*(p+i));

El operador **-** también puede aplicarse entre dos punteros de un mismo tipo, caso en que devuelve un **long** que indica cuántos elementos del tipo del puntero pueden almacenarse entre las direcciones de los punteros indicados.

* **[]**: Dado que es frecuente usar **+** para acceder a elementos de tablas, también se ha redefinido el operador **[]** para que cuando se aplique a una tabla haga lo mismo y devuelva el objeto contenido en la dirección resultante. O sea **\*(**p**+**i**)** es equivalente a p**[**i**]**, con lo que el código anterior equivale a:

for (int i=0; i<100; i++)

Console.WriteLine(“Elemento{0}={1}”, i, p[i]);

No hay que confundir el acceso a los elementos de una tabla aplicando **[]** sobre una variable de tipo tabla normal con el acceso a través de un puntero que apunte a su primer elemento. En el segundo caso no se comprueba si el índice indicado se encuentra dentro del rango de la tabla, con lo que el acceso es más rápido pero también más proclive a errores difíciles de detectar.

Finalmente, respecto a la aritmética de punteros, hay que tener en cuenta que por eficiencia, en las operaciones con punteros nunca se comprueba si se producen desbordamientos, y en caso de producirse se truncan los resultados sin avisarse de ello mediante excepciones. Por eso hay que tener especial cuidado al operar con punteros no sea que un desbordamiento no detectado cause errores de causas difíciles de encontrar.

***Operadores relacionados con código inseguro***

**Operador sizeof. Obtención de tamaño de tipo**

El operador unario y prefijo **sizeof** devuelve un objeto **int** con el tamaño en bytes del tipo de dato sobre el que se aplica. Sólo puede aplicarse en contextos inseguros y sólo a tipos de datos para los que sea posible definir punteros, siendo su sintaxis de uso:

**sizeof(**<tipo>**)**

Cuando se aplica a tipos de datos básicos su resultado es siempre constante. Por ello, el compilador optimiza dichos usos de **sizeof** sustituyéndolos internamente por su valor (inlining) y considerando que el uso del operador es una expresión constante. Estas constantes correspondientes a los tipos básicos son las indicadas en la **Tabla 10**:

|  |  |
| --- | --- |
| **Tipos** | **Resultado** |
| sbyte, byte, bool | 1 |
| short, ushort, char | 2 |
| int, uint, float | 4 |
| long, ulong, double | 8 |

**Tabla 10:** Resultados de **sizeof** para tipos básicos

Para el resto de tipos a los que se les puede aplicar, **sizeof** no tiene porqué devolver un resultado constante sino que los compiladores pueden alinear en memoria las estructuras incluyendo bits de relleno cuyo número y valores sean en principio indeterminado. Sin embargo, el valor devuelto por **sizeof** siempre devolverá el tamaño en memoria exacto del tipo de dato sobre el que se aplique, incluyendo bits de relleno si los tuviese.

Nótese que es fácil implementar los operadores de aritmética de punteros usando **sizeof**. Para ello, **++** se definiría como añadir a la dirección almacenada en el puntero el resultado de aplicar **sizeof** a su tipo de dato, y **--** consistiría en restarle dicho valor. Por su parte, el operador **+** usado de la forma P + N (P es un puntero de tipo T y N un entero) lo que devuelve es el resultado de añadir al puntero sizeof(T)\*N, y P – N devuelve el resultado de restarle sizeof(T)\*N. Por último, si se usa **-** para restar dos punteros P1 y P2 de tipo T, ello es equivalente a calcular (((long)P1) - ((long)P2)))/sizeof(T)

**Operador stackalloc. Creación de tablas en pila.**

Cuando se trabaja con punteros puede resultar interesante reservar una zona de memoria en la pila donde posteriormente se puedan ir almacenando objetos. Precisamente para eso está el operador **stackalloc**, que se usa siguiéndose la siguiente sintaxis:

**stackalloc** <tipo>**[**<número>**]**

**stackalloc** reserva en pila el espacio necesario para almacenar contiguamente el número de objetos de tipo <tipo> indicado en <número> (reserva sizeof(<tipo>)\*<número> bytes) y devuelve un puntero a la dirección de inicio de ese espacio. Si no quedase memoria libre suficiente para reservarlo se produciría una excepción **System.StackOverflowException**.

**stackalloc** sólo puede usarse para inicializar punteros declarados como variables locales y sólo en el momento de su declaración.. Por ejemplo, un puntero pt que apuntase al principio de una región con capacidad para 100 objetos de tipo **int** se declararía con:

int \* pt = stackalloc int[100];

Sin embargo, no sería válido hacer:

int \* pt;

pt = stackalloc int[100]; // ERROR: Sólo puede usarse stackalloc en declaraciones

Aunque pueda parecer que **stackalloc** se usa como sustituto de **new** para crear tablas en pila en lugar de en memoria dinámica, no hay que confundirse: **stackalloc** sólo reserva un espacio contiguo en pila para objetos de un cierto tipo, pero ello no significa que se cree una tabla en pila. Las tablas son objetos que heredan de **System.Array** y cuentan con los miembros heredados de esta clase y de **object**, pero regiones de memoria en pila reservadas por **stackalloc** no. Por ejemplo, el siguiente código es inválido.

int[] tabla;

int \* pt = stackalloc int[100];

tabla = \*pt; // ERROR: El contenido de pt es un int, no una tabla (int[])

Console.WriteLine(pt->Length); // ERROR: pt no apunta a una tabla

Sin embargo, gracias a que como ya se ha comentado en este tema el operador **[]** está redefinido para trabajar con punteros, podemos usarlo para acceder a los diferentes objetos almacenados en las regiones reservadas con **stackalloc** como si fuesen tablas. Por ejemplo, este código guarda en pila los 100 primeros enteros y luego los imprime:

class Stackalloc

{

public unsafe static void Main()

{

int \* pt = stackalloc int[100];

for (int i=0; i<100; i++)

pt[i] = i;

for(int i=0; i<100; i++)

System.Console.WriteLine(pt[i]);

}

}

Nótese que, a diferencia de lo que ocurriría si pt fuese una tabla, en los accesos con pt[i] no se comprueba que i no supere el número de objetos para los que se ha reservado memoria. Como contrapartida, se tiene el inconveniente de que al no ser pt una tabla no cuenta con los métodos típicos de éstas y no puede usarse **foreach** para recorrerla.

Otra ventaja de la simulación de tablas con **stackalloc** es que se reserva la memoria mucho más rápido que el tiempo que se tardaría en crear una tabla. Esto se debe a que reservar la memoria necesaria en pila es tan sencillo como incrementar el puntero de pila en la cantidad correspondiente al tamaño a reservar, y no hay que perder tiempo en solicitar memoria dinámica. Además, **stackalloc** no pierde tiempo en inicializar con algún valor el contenido de la memoria, por lo que la “tabla” se crea antes pero a costa de que luego sea más inseguro usarla ya que hay que tener cuidado con no leer trozos de ella antes de asignarles valores válidos.

***Fijación de variables apuntadas***

Aunque un puntero sólo puede apuntar a datos de tipos que puedan almacenarse completamente en pila (o sea, que no sean ni objetos de tipos referencia ni estructuras con miembros de tipos referencia), nada garantiza que los objetos apuntados en cada momento estén almacenados en pila. Por ejemplo, las variables estáticas de tipo **int** o los elementos de una tabla de tipo **int** se almacenan en memoria dinámica aún cuando son objetos a los que se les puede apuntar con punteros.

Si un puntero almacena la dirección de un objeto almacenado en memoria dinámica y el recolector de basura cambia al objeto de posición tras una compactación de memoria resultante de una recolección, el valor almacenado en el puntero dejará de ser válido. Para evitar que esto ocurra se puede usar la instrucción **fixed**, cuya sintaxis de uso es:

**fixed(**<tipo> <declaraciones>**)**

<instrucciones>

El significado de esta instrucción es el siguiente: se asegura que durante la ejecución del bloque de <instrucciones> indicado el recolector de basura nunca cambie la dirección de ninguno de los objetos apuntados por los punteros de tipo <tipo> declarados. Estas <declaraciones> siempre han de incluir una especificación de valor inicial para cada puntero declarado, y si se declaran varios se han de separar con comas.

Los punteros declarados en <declaraciones> sólo existirán dentro de <instrucciones>, y al salir de dicho bloque se destruirán. Además, si se les indica como valor inicial una tabla o cadena que valga **null** saltará una **NullReferenceException**. También hay que señalar que aunque sólo pueden declarase punteros de un mismo tipo en cada **fixed**, se puede simular fácilmente la declaración de punteros de distintos tipos anidando varios **fixed**.

Por otro lado, los punteros declarados en <declaraciones> son de sólo lectura, ya que si no podría cambiárseles su valor por el de una dirección de memoria no fijada y conducir ello a errores difíciles de detectar.

Un uso frecuente de **fixed** consiste en apuntar a objetos de tipos para los que se puedan declarar punteros pero que estén almacenados en tablas, ya que ello no se puede hacer directamente debido a que las tablas se almacenan en memoria dinámica. Por ejemplo, copiar usando punteros una tabla de 100 elementos de tipo **int** en otra se haría así:

class CopiaInsegura

{

public unsafe static void Main()

{

int[] tOrigen = new int[100];

int[] tDestino = new int[100];

fixed (int \* pOrigen=tOrigen, pDestino=tDestino)

{

for (int i=0; i<100; i++)

pOrigen[i] = pDestino[i];

}

}

}

Como puede deducirse del ejemplo, cuando se inicializa un puntero con una tabla, la dirección almacenada en el puntero en la zona <declaraciones> del **fixed** es la del primer elemento de la tabla (también podría haberse hecho pOrigen = &tOrigen[0]), y luego es posible usar la aritmética de punteros para acceder al resto de elementos a partir de la dirección del primero ya que éstos se almacenan consecutivamente.

Al igual que tablas, también puede usarse **fixed** para recorrer cadenas. En este caso lo que hay que hacer es inicializar un puntero de tipo **char \*** con la dirección del primer carácter de la cadena a la que se desee que apunte tal y como muestra este ejemplo en el que se cambia el contenido de una cadena “Hola” por “XXXX”:

class CadenaInsegura

{

public unsafe static void Main()

{

string s=”Hola”;

Console.WriteLine(“Cadena inicial: {0}”, s);

fixed (char \* ps=s)

{

for (int i=0;i<s.Length;i++)

ps[i] = ‘A’;

}

Console.WriteLine(“Cadena final: {0}”, s);

}

}

La salida por pantalla de este último programa es:

Hola

AAAA

La ventaja de modificar la cadena mediante punteros es que sin ellos no sería posible hacerlo ya que el indizador definido para los objetos **string** es de sólo lectura.

Cuando se modifiquen cadenas mediante punteros hay que tener en cuenta que, aunque para facilitar la comunicación con código no gestionado escrito en C o C++ las cadenas en C# también acaban en el carácter ‘\0’, no se recomienda confiar en ello al recorrerlas con punteros porque ‘\0’ también puede usarse como carácter de la cadena. Por ello, es mejor hacer como en el ejemplo y detectar su final a través de su propiedad **Length**.

Hay que señalar que como **fixed** provoca que no pueda cambiarse de dirección a ciertos objetos almacenados en memoria dinámica, ello puede producir la generación de huecos en memoria dinámica, lo que tiene dos efectos muy negativos:

* El recolector de basura está optimizado para trabajar con memoria compactada, pues si todos los objetos se almacenan consecutivamente en memoria dinámica crear uno nuevo es tan sencillo como añadirlo tras el último. Sin embargo, **fixed** rompe esta consecutividad y la creación de objetos en memoria dinámica dentro de este tipo de instrucciones es más lenta porque hay que buscar huecos libres.
* Por defecto, al eliminarse objetos de memoria durante una recolección de basura se compacta la memoria que queda ocupada para que todos los objetos se almacenen en memoria dinámica. Hacer esto dentro de sentencias **fixed** es más lento porque hay que tener en cuenta si cada objeto se puede o no mover.

Por estas razones es conveniente que el contenido del bloque de instrucciones de una sentencia **fixed** sea el mínimo posible, para que así el **fixed** se ejecute lo antes posible.

**Tema 19: Documentación XML**

***Concepto y utilidad de la documentación XML***

La documentación de los tipos de datos creados siempre ha sido una de las tareas más pesadas y aburridas a las que un programador se ha tenido que enfrentar durante un proyecto, lo que ha hecho que muchas veces se escriba de manera descuidada y poco concisa o que incluso que no se escriba en absoluto. Sin embargo, escribirla es una tarea muy importante sobre todo en un enfoque de programación orientada a componentes en tanto que los componentes desarrollados muchas veces van a reutilizados por otros. E incluso para el propio creador del componente puede resultar de inestimable ayuda si en el futuro tiene que modificarlo o usarlo y no recuerda exactamente cómo lo implementó.

Para facilitar la pesada tarea de escribir la documentación, el compilador de C# es capaz de generarla automáticamente a partir de los comentarios que el progamador escriba en los ficheros de código fuente. Así se **evita trabajar con dos tipos de documentos** por separado (fuentes y documentación) que deban actualizarse simultáneamente para evitar incosistencias derivadas de que por error evolucionen por separado.

El compilador genera la documentación en **formato XML** con la idea de que sea fácilmente legible para cualquier aplicación. Por ejemplo, el sistema **Intellisense de VS.NET la aprovecha** para proporcionar las descripciones emergentes de los tipos de datos y miembros que se vayan utilizando en el código. Para ello, espera encontrar esta documentación en el mismo directorio que los ensamblados a los que se referencie, con el mismo nombre que estos y extensión **.xml**. El siguiente ejemplo muestra a VS.NET aprovechando esta documentación para describir un parámetro b de un método F():

![](data:image/png;base64,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)

Por su parte, para facilitar la legibilidad de esta documentación a humanos bastaría añadir al XML generado una **hoja de estilo XSL** o usar utilizar aplicación específica encargada de convertirla a un formato fácilmente legible por humanos, como HTML, el PDF de Acrobat Reader, el .doc de Microsoft Word o el .chm de la ayuda de Windows.

Aunque explicar XML y XSL queda fuera del alcance del libro, a continuación resumirán brevemente tanto XML como la forma de aplicar hojas XSL a ficheros XML.

***Introducción a XML***

Antes de continuar es necesario hacer una pequeña introducción a XML ya que es el lenguaje en que se han de escribir los comentarios especiales de documentación. Si ya conoce este lenguaje puede saltarse este epígrafe.

**XML** (Extensible Markup Language) es un **metalenguaje de etiquetas**, lo que significa que es un lenguaje que se utiliza para definir lenguajes de etiquetas. A cada lenguaje creado con XML se le denomina **vocabulario XML**, y la documentación generada por el compilador de C# está escrita en un vocabulario de este tipo.

Los comentarios a partir de los que el compilador generará la documentación han de escribirse en XML, por lo que han de respetar las siguientes reglas comunes a todo documento XML bien formado:

1. La información ha de incluirse dentro de **etiquetas**, que son estructuras de la forma:

**<**<etiqueta>**>** <contenido> **</**<etiqueta>**>**

En <etiqueta> se indica cuál es el nombre de la etiqueta a usar. Por ejemplo:

<EtiquetaEjemplo> Esto es una etiqueta de ejemplo </EtiquetaEjemplo>

Como <contenido> de una etiqueta puede incluirse tanto texto plano (es el caso del ejemplo) como otras etiquetas. Lo que es importante es que toda etiqueta cuyo uso comience dentro de otra también ha de terminar dentro de ella. O sea, no es válido:

<Etiqueta1> <Etiqueta2> </Etiqueta1></Etiqueta2>

Pero lo que sí sería válido es:

<Etiqueta1> <Etiqueta2> </Etiqueta2></Etiqueta1>

También es posible mezclar texto y otras etiquetas en el <contenido>. Por ejemplo:

<Etiqueta1> Hola <Etiqueta2> a </Etiqueta2> todos </Etiqueta1>

1. XML es un lenguaje sensible a mayúsculas, por lo que si una etiqueta se abre con una cierta capitalización, a la hora de cerrarla habrá que usar exactamente la misma.
2. Es posible usar la siguiente sintaxis abreviada para escribir etiquetas sin <contenido>:

**<**<etiqueta>**/>**

Por ejemplo:

<EtiquetaSinContenidoDeEjemplo/>

1. En realidad en la <etiqueta> inicial no tiene porqué indicarse sólo un identificador que sirva de nombre para la etiqueta usada, sino que también pueden indicarse **atributos** que permitan configurar su significado. Estos atributos se escriben de la forma <nombreAtributo>**=“**<valor>**”** y separados mediante espacios. Por ejemplo:

<EtiquetaConAtributo AtributoEjemplo=”valor1” >

Etiqueta de ejemplo que incluye un atributo

</EtiquetaConAtributo>

<EtiquetaSinContenidoYConAtributo AtributoEjemplo=”valor2” />

1. Sólo pueden utilizarse caracteres ASCII, y los no ASCII (acentos, eñes, ...) o que tengan algún significado especial en XML, han de sustituirse por secuencias de escape de la forma **&#**<códigoUnicode>**;** Para los caracteres más habituales también se han definido las siguientes secuencias de escape especiales:

|  |  |  |
| --- | --- | --- |
| **Carácter** | **Secuencia de escape Unicode** | **Secuencia de escape especial** |
| < | &#60; | &lt; |
| > | &#62; | &gt; |
| & | &#38; | &amp; |
| ‘ | &#39; | &apos; |
| “ | &#34; | &quot; |

**Tabla 11:** Secuencias de espace XML de uso frecuente

***Comentarios de documentación XML***

**Sintaxis general**

Los comentarios de documentación XML se escriben como comentarios normales de una línea pero con las peculiaridades de que su primer carácter ha de ser siempre **/** y de que su contenido ha de estar escrito en XML ya que será insertado por el compilador en el fichero XML de documentación que genera. Por tanto, son comentarios de la forma:

**///** <textoXML>

Estos comentarios han preceder las definiciones de los elementos a documentar. Estos elementos sólo pueden ser definiciones de miembros, ya sean tipos de datos (que son miembros de espacios de nombres) o miembros de tipos datos, y han de colocarse incluso antes que sus atributos.

En <textoXML> el programador puede incluir cualesquiera etiquetas con el significado, contenido y atributos que considere oportunos, ya que en principio el compilador no las procesa sino que las incluye tal cual en la documentación que genera dejando en manos de las herramientas encargadas de procesar dicha documentación la determinación de si se han usado correctamente.

Sin embargo, el compilador comprueba que los comentarios de documentación se coloquen donde deberían y que contengan XML bien formado. Si no fuese así generaría un mensaje de aviso y en la documentación generada los sustituiría por un comentario XML que explicase el tipo de error cometido.

**El atributo cref**

Aunque en principio los atributos de las etiquetas no tienen ningún significado predeterminado para el compilador, hay una excepción: el atributo **cref** siempre va a tener un significado concreto consistente en forzarlo a comprobar cuando vaya a generar la documentación si existe el elemento cuyo nombre indique y, si no es así, hacerle producir un mensaje de aviso (su nombre viene de “check reference”)

Los elementos especificados en **cref** suelen indicarse mediante calificación completa, y pueden ser tanto nombres de miembros como de espacios de nombres. En el *Tema 6: Espacios de Nombres* ya se explicó como indicar así nombres de tipos y de espacios de nombres, mientras que para indicar el de miembros de tipos basta escribir el nombre completo del tipo donde estén definidos seguido de un punto tras el cual, dependiendo del tipo de miembro del que se trate, se escribiría :

* Si es un **campo**, **propiedad, evento** o **tipo** interno, su nombre.
* Si es un **método**, su nombre seguido de los nombres completos de los tipos de sus parámetros separados mediante comas y entre paréntesis. Estos nombres de tipos de parámetros llevan un carácter **@** concatenado al final en los parámetros **ref** u **out**, un carácter **\*** al final en los que sean de tipos punteros, un símbolo **[]** por cada nivel de anidación al final de los que sean tablas unidimensionales, y una estructura de la forma **[0:,0:]** al final de los que sean tablas bidimensionales (para tablas de más dimensiones simplemente se irían añadiendo los bloques **,0:** apropiados)[[14]](#footnote-13)
* Si es un **indizador**, el identificador **Item** seguido de la lista de tipos de sus índices como si de los parámetros de un método se tratase
* Si es un **constructor** de objeto, el identificador **#ctor** seguido de la lista de tipos de sus parámetros como si de un método normal se tratase. Si el constructor fuese de tipos entonces el identificador usado sería **#cctor**
* Si es un **destructor**, el identificador **Finalize**.
* Si es un **operador**, el identificador que represente a ese operador seguido de la lista de los tipos de sus operandos como si fuesen los parámetros de un método normal. En la **Tabla 12** se resumen los identificadores que se dan a cada operador:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Operador** | **Identificador** |  | **Operador** | **Identficador** |
| **+** | **op\_Addition** |  | **&** | **op\_BitwiseAnd** |
| **-** | **op\_Substraction** |  | **|** | **op\_BitwiseOr** |
| **\*** | **op\_Multiply** |  | **^** | **op\_ExclusiveOr** |
| **/** | **op\_Division** |  | **~** | **op\_OnesComplement** |
| **%** | **op\_Modulus** |  | **<<** | **op\_LeftShift** |
| **<** | **op\_LessThan** |  | **>>** | **op\_RightShift** |
| **>** | **op\_GreaterThan** |  | **true** | **op\_True** |
| **>=** | **op\_GreaterThanOrEqual** |  | **false** | **op\_False** |
| **<=** | **op\_LowerThanOrEqual** |  | **++** | **op\_Increment** |
| **==** | **op\_Equality** |  | **--** | **op\_Decrement** |
| **!=** | **op\_Inequality** |  | Conversión explícita | **Op\_Explict** |
| **!** | **op\_LogicalNot** |  | Conversión implícita | **Op\_Implicit** |

**Tabla 12:** Nombres dados a operadores en documentación XML

En el caso de los operadores de conversión, tras la lista de parámetros se incluye adicionalmente un carácter **~** seguido del tipo de retorno del operador.

Para que se entienda mejor la forma en que se han de dar valores a **cref**, a continuación se muestra un fragmento de código de ejemplo en el que junto a cada definición se ha escrito un comentario con el valor que habría que darle a **cref** para referenciarla:

// cref=”Espacio”

namespace Espacio

{

// cref=”Espacio.Clase”

class Clase

{

// cref=”Espacio.Clase.Campo”

int Campo;

// cref=”Espacio.Clase.Propiedad”

int Propiedad

{ set {} }

// cref=”Espacio.Clase.EstructuraInterna”

struct EstructuraInterna {}

// cref=”Espacio.Clase.DelegadoInterno”

public delegate int DelegadoInterno(string s, float f);

// cref =”Espacio.Clase.Evento”

public event DelegadoInterno Evento;

// cref=”Espacio.Clase.Metodo(System.Int32, System.Int32@,

// System.Int32\*, System.Int32@,

// System.Int32[][], System.Int32[0:, 0:, 0:])”

int Metodo(int a, out int b, int \* c, ref d, int[][] e, int[,,] f)

{return 1;}

// cref=”Espacio.Clase.Item(System.String)”

int this[string s]

{ set {} }

// cref=”Espacio.Clase.#ctor”

Clase(int a)

{}

// cref=”Espacio.Clase.#cctor”

static Clase(int a)

{}

// cref=”Espacio.Clase.Finalize”

~X()

{}

// cref=”Espacio.Clase.op\_Addition(Espacio.Clase, Espacio.Clase)”

public static int operator +(Clase operando1, Clase operando2)

{ return 1; }

// cref=”Espacio.Clase.op\_Explicit (Espacio.Clase)~System.Int32”

public static explicit operator int(Clase fuente)

{ return 1; }

}

}

En realidad no es siempre necesario usar calificación completa en el valor de **cref**. Si se referencia a un tipo desde la misma definición de espacio de nombres desde donde se le definió o que importa su espacio de nombres, no es necesario incluir dicho espacio en la referencia; y si se referencia a un miembro desde el mismo tipo donde se definió, no es necesario incluir ni el nombre del tipo ni el de su espacio de nombres.

***Etiquetas recomendadas para documentación XML***

Aunque el programador puede utilizar las etiquetas estime oportunas en sus comentarios de documentación y darles el significado que quiera, Microsoft recomienda usar un juego de etiquetas concreto con significados concretos para escribir ciertos tipos de información común. Con ello se obtendría un conjunto básico de etiquetas que cualquier herramienta que trabaje con documentación XML pueda estar preparada para procesar (como veremos más adelante, el propio Visual Studio.NET da ciertos usos específicos a la información así documentada)

En los siguientes epígrafes se explican estas etiquetas recomendadas agrupándolas según su utilidad. Todas son opcionales, y no incluirlas sólo tiene el efecto de que no en la documentación resultante no se generarían las secciones correspondientes a ellas.

**Etiquetas de uso genérico**

Hay una serie de etiquetas predefinidas que pueden colocarse, en cualquier orden, precediendo las definiciones de miembros en los ficheros fuente. Estas etiquetas, junto al significado recomendado para su contenido, son las explicadas a continuación:

* **<summary>**: Su contenido se utiliza para indicar un resumen sobre el significado del elemento al que precede. Cada vez que en VS.NET se use el operador **.** para acceder a algún miembro de un objeto o tipo se usará esta información para mostrar sobre la pantalla del editor de texto un resumen acerca de su utilidad.
* **<remarks>**: Su contenido indica una explicación detallada sobre el elemento al que precede. Se recomienda usar **<remarks>** para dar una explicación detallada de los tipos de datos y **<summary>** para dar una resumida de cada uno de sus miembros.
* **<example>**: Su contenido es un ejemplo sobre cómo usar el elemento al que precede.
* **<seealso>**: Se usa para indicar un elemento cuya documentación guarda alguna relación con la del elemento al que precede. No tiene contenido y el nombre del elemento al que se remite se indica en su atributo **cref**, por lo que el compilador comprobará si existe. Para indicar múltiples documentaciones relativas a un cierto elemento basta usar una etiqueta **<seealso>** por cada una.
* **<permission>**: Se utiliza para indicar qué permiso necesita un elemento para poder funcionar. En su contenido se indica una descripción del mismo, y su atributo **cref** suele usarse para indicar el tipo que representa a ese permiso Por ejemplo:

/// <permission cref=”System.Security.Permissions.FileIOPermission”>

/// Necesita permiso de lectura/escritura en el directorio C:\Datos

/// </permission>

Como con **<seealso>**, si un miembro ha de disponer varios tipos de permisos puede documentarse su definición con tantas etiquetas **<permission>** como sea necesario.

**Etiquetas relativas a métodos**

Además de las etiquetas uso general ya vistas, en las definiciones de métodos se pueden usar las siguientes etiquetas recomendadas adicionales para describir sus parámetros y valor de retorno:

* **<param>**: Permite documentar el significado de un parámetro de un método. En su propiedad **name** se indica el nombre del parámetro a documentar y en su contenido se describe su utilidad. Por ejemplo:

/// <summary> Método que muestra un texto por pantalla </summary>

/// <param name=”texto”> Texto a mostrar </param>

bool MuestraTexto(string texto)

{...}

Al generarse la documentación se comprueba si el método documentado dispone de algún parámetro con el nombre indicado en **name** y, como ocurre con **cref**, si no fuese así se generaría un mensaje de aviso informando de ello.

* **<paramref>**: Se usa para referenciar a parámetros de métodos. No tiene contenido y el nombre del parámetro referenciado se indica en su atributo **name**. Por ejemplo:

/// <summary>

/// Método que muestra por pantalla un texto con un determinado color

/// </summary>

/// <param name=”texto”> Texto a mostrar </param>

/// <param name=”color”>

/// Color con el que mostrar el <paramref name=”texto”/> indicado

/// </param>

bool MuestraTexto(string texto, Color color)

{...}

Nuevamente, al generarse la documentación se comprobará si realmente el parámetro referenciado existe en la definición del método documentado y si no es así se genera un mensaje de aviso informando de ello.

* **<returns>**: Permite documentar el significado del valor de retorno de un método, indicando como contenido suyo una descripción sobre el mismo. Por ejemplo:

/// <summary>

/// Método que muestra por pantalla un texto con un determinado color

/// </summary>

/// <param name=”texto”> Texto a mostrar </param>

/// <param name=”color”>

/// Color con el que mostrar el <paramref name=”texto”/> indicado

/// </param>

/// <returns> Indica si el método se ha ejecutado con éxito o no </returns>

bool MuestraTexto(string texto, Color color)

{...}

**Etiquetas relativas a propiedades**

El uso más habitual de una propiedad consiste en controlar la forma en que se accede a un campo privado, por lo que esta se comporta como si almacenase un valor. Mediante el contenido de la etiqueta **<value>** es posible describir el significado de ese valor:

private int edad;

/// <summary>

/// Almacena la edad de una persona. Si se le asigna una edad menor que 0 la

/// sustituye por 0.

/// </summary>

/// <value> Edad de la persona representada </value>

public int Edad

{

set { edad = (value<0)? 0:value }

get { return edad; }

}

**Etiquetas relativas a excepciones**

Para documentar el significado de un tipo definido como excepción puede incluirse un resumen sobre el mismo como contenido de una etiqueta de documentación **<exception>** que preceda a su definición.El atributo **cref** de ésta suele usarse para indicar la clase de la que deriva la excepción definida. Por ejemplo:

/// <exception cref=”System.Exception”>

/// Excepción de ejemplo creada por Josan

/// </exception>

class JosanExcepción: Exception

{}

**Etiquetas relativas a formato**

Para mejorarla forma de expresar el contenido de las etiquetas de documentación que se utilicen es posible incluir en ellas las siguientes etiquetas de formato:

* **<see>**:Se utiliza para indicar hipervínculos a otros elementos de la documentación generada. Es una etiqueta sin contenido en la que el destino del enlace es la documentación del miembro cuyo nombre completo se indica en su atributo **cref**. Ese nombre es también el texto que las hojas de estilo suelen mostrar para representar por pantalla el enlace, por lo que los usos de esta etiqueta suelen ser de la forma:

/// <summary>

/// Muestra por la salida estándar el mensaje ¡Hola!

/// Si no sabe como se escribe en pantalla puede consultar la documentación del

///método <see cref=”System.Console.WriteLine”/>

/// </summary>

public static void Saluda()

{

Console.WriteLine(“¡Hola!”);

}

Nótese que la diferencia de **<see>** y **<seealso>** es que la primera se usa para indicar enlaces en medio de textos mientras que la otra se usa para indicar enlaces que se deseen incluir en una sección aparte tipo “Véase también”.

* **<code>** y **<c>**: Ambas etiquetas se usan para delimitar textos han de ser considerarse fragmentos de código fuente. La diferencia entre ellas es que **<code>** se recomienda usar para fragmentos multilínea y **<c>** para los de una única línea; y que las hojas de estilo mostrarán el contenido de las etiquetas **<code>** respetando su espaciado y el de las etiquetas **<c>** sin respetarlo y tratando cualquier aparición consecutiva de varios caracteres de espaciado como si fuesen un único espacio en blanco.

En general, **<code>** suele usarse dentro de etiquetas **<example>** para mostrar fragmentos de códigos de ejemplo, mientras que **<c>** suele usarse para hacer referencia a elementos puntales de los códigos fuente. Por ejemplo:

/// <example>

/// Este ejemplo muestra cómo llamar al método <c>Cumple()</c> de esta clase:

/// <code>

/// Persona p = new Persona(...);

/// p.Cumple();

/// </code>

/// </example>

* **<para>**: Se usa para delimitar párrafos dentro del texto contenido en otras etiquetas, considerándose que el contenido de cada etiqueta **<para>** forma parte de un párrafo distinto. Generalmente se usa dentro de etiquetas **<remarks>**, ya que son las que suelen necesitar párrafos al tener un contenido más largo. Por ejemplo:

/// <remarks>

/// <para>

/// Primer párrafo de la descripción del miembro...

/// </para>

/// <para>

/// Segundo párrafo de la descripción del miembro...

/// </para>

/// </remarks>

* **<list>**: Se utiliza para incluir listas y tablas como contenido de otras etiquetas. Todo uso de esta etiqueta debería incluir un atributo **type** que indique el tipo de estructura se desea definir según tome uno de los siguientes valores:
* **bullet**: Indica que se trata de una lista no numerada
* **number**: Indica que se trata de una lista numerada
* **table**: Indica que se trata de una tabla

El contenido de **<list>** dependerá del tipo de estructura representado en cada caso:

* Si se trata de una lista normal –ya sea numerada o no numerada- su contenido será una etiqueta **<item>** por cada elemento de la lista, y cada etiqueta de este tipo contendrá una etiqueta **<description>** con el texto correspondiente a ese elemento. Por ejemplo:

/// <list type=”bullet”>

/// <item>

/// <description>

/// Elemento 1

/// </description>

/// </item>

/// <item>

/// <description>

/// Elemento 2

/// </description>

/// </item>

/// </list>

Si se tratase de una tabla, su contenido sería similar al de las listas normales sólo que por cada fila se incluiría una etiqueta **<item>** y dentro de ésta se incluiría una etiqueta **<description>** por cada columna de esa fila. Opcionalmente se podría incluir también una etiqueta ~<**listheader>** antes de las ~<**item>** donde se indicaría el texto de la cabecera de la tabla. Esta etiqueta se usa igual que las etiquetas ~<**item>**: incluirá una etiqueta ~<**description>** por cada columna.

* Por último, si fuese una lista de definiciones cada **<item>** contendría una primera etiqueta **<term>** con el nombre del elemento a definir y otra segunda etiqueta **<description>** con su definición. Opcionalmente también podría incluirse una etiqueta **<listheader>** con la cabecera de la lista. Por ejemplo:

/// <list type=”bullet”>

/// <item>

/// <term>

/// Término 1

/// </term>

/// <description>

/// Descripción de término 1

/// </description>

/// </item>

/// <item>

/// <term>

/// Término 2

/// </term>

/// <description>

/// Descripción de término 2

/// </description>

/// </item>

/// </list>

***Generación de documentación XML***

**Generación a través del compilador en línea de comandos**

Usando el compilador en línea de comandos puede generarse documentación sobre los tipos definidos en los fuentes a compilar usando la opción de compilación **/doc:**<fichero>. Por ejemplo, para compilar un fichero de código fuente Persona.cs y generar su documentación en Persona.xml, habría que llamar al compilador con:

csc persona.cs /doc:persona.xml

Si se abre con Internet Explorer el fichero XML así generado se verá un conjunto de etiquetas que recogen toda la información ubicada en los comentarios de documentación de los fuentes compilados. Aunque para una persona pueda resultar difícil leer esta información, para una aplicación hacerlo es muy sencillo a través de un analizador XML. Si se desea que también sea legible para humanos basta abrirlo con cualquier editor de textos y añadirle una primera línea de la forma:

**<?xml:stylesheet href=”**<ficheroXSL>**" type="text/xsl"?>**

Con esta línea se indica que se desea utilizar el fichero indicado en <ficheroXSL> como hoja de estilo XSL con la que convertir la documentación XML a algún lenguaje más fácilmente legible por humanos (generalmente, HTML). Por ejemplo, si doc.xsl es el nombre de dicho fichero XSL, bastaría escribir:

<?xml:stylesheet href="doc.xsl" type="text/xsl"?>

Para hacerse una idea de las diferencias existentes entre abrir con Internet Explorer un fichero de documentación sin hoja XSL asociada y abrir ese mismo fichero pero asociándole una hoja XSL, puede observar en la **Ilustración 6** y la **Ilustración 7**:
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**Ilustración 6:** Documentación XML sin hoja de estilo
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**Ilustración 7:** Documentación XML con hoja de estilo XSL

No se preocupe si no sabe escribir hojas de estilo, pues como se explica en el siguiente epígrafe, Visual Studio.NET incluye una herramienta que puede generar directamente la documentación en un HTML fácilmente legible para humanos.

**Generación a través de Visual Studio.NET**

Si prefiere usar Visual Studio.NET, entonces para la generación de la documentación basta señalar el proyecto a documentar en el **Solution Explorer** y escribir el nombre del fichero XML a generar en el cuadro de texto **View → Property Pages → Configuration Properties → Build → XML Documentation File**

Cuando se compile el proyecto, la documentación XML sobre el mismo se guardará en el fichero indicado en el cuadro de texto anterior. Este fichero se almacenará dentro de la subcarpeta Bin del directorio del proyecto, y si se desea poder visualizarla desde el **Solution Explorer** hay que activar en éste el botón **Show All Files**.

En principio, para conseguir visualizar esta documentación en un formato más legible para humanos podría asociársele una hoja XSL como se explicó para el caso del compilador en línea de comandos. Sin embargo, Visual Studio.NET proporciona una forma más sencilla de hacerlo a través de la herramienta ubicada en **Tools → Build Comments Web Pages** Esta utilidad a partir de la información incluida en las etiquetas recomendadas de los comentarios del fuente genera páginas HTML que muestran la documentación del proyecto de una forma vistosa e intuitiva (ver **Ilustración 8**)
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**Ilustración 8:** Documentación HTML generada por Visual Studio.NET

***Estructura de la documentación XML***

Ahora que ya sabemos cómo escribir comentarios de documentación y generar a partir de ellos un fichero XML con la documentación de los tipos de datos de un fichero, sólo queda estudiar cuál es concretamente la estructura de dicho fichero generado ya que entenderla es fundamental para la escritura de aplicaciones encargadas de procesarlo.

En principio, si compilamos como módulo un fuente sin comentarios de documentación pero solicitando la generación de documentación, se obtendrá el siguiente fichero XML:

<?xml version="1.0"?>

<doc>

<members>

</members>

</doc>

Como se ve, la primera línea del fichero es la cabecera típica de todo fichero XML en la que se indica cuál es la versión del lenguaje que utiliza. Tras ella se coloca una etiqueta **<doc>** que contendrá toda la documentación generada, y los comentarios de documentación de los miembros del fuente compilado se irían incluyendo dentro de la etiqueta **<members>** que contiene (en este caso dicha etiqueta está vacía ya que el fuente compilado carecía de comentarios de documentación)

Si hubiésemos compilado el fuente como librería o como ejecutable se habría generado un ensamblado, y a la estructura anterior se le añadiría una etiqueta adicional dentro de **<doc>** con información sobre el mismo, quedando:

<?xml version="1.0"?>

<doc>

<assembly>

<name>Persona</name>

</assembly>

<members>

</members>

</doc>

Como se ve, dentro de la etiqueta **<assembly>** contenida en **<doc>** se indican las características del ensamblado generado. En concreto, su nombre se indica en la etiqueta **<name>** que contiene (se supone que el ensamblado se compiló con el nombre Persona)

Si ahora le añadimos comentarios de documentación veremos que el contenido de estos se inserta dentro de la etiqueta **<members>**, en una etiqueta **<member>** específica para cada miembro con comentarios de documentación. Por ejemplo, dado el fuente:

/// <summary>

/// Clase de ejemplo de cómo escribir documentación XML

/// </summary>

class A

{

/// <summary>

/// Método principal de ejemplo perteneciente a clase <see cref="A"/>

/// </summary>

/// <remarks>

/// No hace nada

/// </remarks>

static void Main()

{}

}

La documentación XML que generara compilarlo con la opción **/doc** es:

<?xml version="1.0"?>

<doc>

<assembly>

<name>A</name>

</assembly>

<members>

<member name="T:A">

<summary>

Clase de ejemplo de cómo escribir documentación XML

</summary>

</member>

<member name="M:A.Main">

<summary>

Método principal de ejemplo perteneciente a clase <see cref="T:A"/>

</summary>

<remarks>

No hace nada

</remarks>

</member>

</members>

</doc>

Como puede verse, dentro de la etiqueta **<members>** no se sigue ninguna estructura jerárquica a la hora de describir los elementos del fuente, sino que todos se describen al mismo nivel y de la misma forma:se incluye una etiqueta **<member>** por cada miembro documentado en cuyo atributo **name** se indica su nombre y en cuyo contenido se inserta el texto de sus comentarios de documentación.

Nótese que a cada elemento se le da en el atributo **name** de su etiqueta **<member>** correspondiente un identificador que lo distingue unívocamente del resto de miembros documentados y que sigue la siguiente sintaxis:

<indicadorElemento>**:**<nombreCompletamenteCalificado>

El <indicadorElemento> es simplemente un carácter que indica qué tipo de elemento se documenta dentro de la etiqueta **<member>**. Puede tomar estos valores:

|  |  |
| --- | --- |
| **Indicador de tipo de elemento** | **Tipo de elemento indicado** |
| **T** | Tipo de dato |
| **F** | Campo |
| **P** | Propiedad o indizador |
| **M** | Método (incluidos operadores y contructores) |
| **E** | Evento |

**Tabla 13:** Indicadores de tipos de elementos en documentaciones XML

Como se ve en el ejemplo, en la documentación generada se usa también la sintaxis de los valores del atributo **name** de las etiquetas **<member>** para representar las referencias mediante atributos **cref**. Además, cuando dicha sintaxis se usa para expresar valores de **cref** pueden usarse dos tipos de indicadores más:

|  |  |
| --- | --- |
| **Indicador de tipo de elemento** | **Tipo de elemento indicado** |
| **N** | Espacio de nombres |
| **!** | Ninguno. Se genera cuando el miembro indicado en **cref** no existe. |

**Tabla 14**: Indicadores de tipos de elementos para atributos **cref**

La idea que hay detrás de usar la sintaxis vista para representar elementos del fuente es proporcionar un mecanismo sencillo mediante el que las herramientas encargadas de procesar las documentaciones XML puedan determinar cuáles son los miembros documentados o referenciados y acceder, con ayuda de los tipos de **System.Reflection**, a sus metadatos asociados.

***Separación entre documentación XML y código fuente***

A veces puede que interesar incrustar toda la documentación en el mismo fichero que el código fuente, por ejemplo si se desea reutilizarla en múltiples fuentes o si es muy voluminosa e incluirla en el fuente dificultaría su legibilidad. Para estos casos se da la posibilidad de dejar la documentación en un fichero XML aparte y referenciarla en el código fuente a través de la etiqueta de documentación **<include>**, que su usa así:

**<include file=”**<nombreFichero>**” path=”**<rutaDocumentación>**”/>**

Cuando el compilador encuentre esta etiqueta al generar la documentación lo que hará será tratarla como si fuese la etiqueta del fichero <nombreFichero> indicada por la expresión **XPath[[15]](#footnote-14)** <rutaDocumentación> Por ejemplo, si se tiene el código:

/// <include file=”otro.xml” path=”Miembros/Miembro[@nombre=”A”]/\*”/>

class A

{}

En este uso de **<include>** se está indicando que se ha de insertar todo el contenido de la etiqueta <Miembro> contenida en <Miembros> cuyo atributo nombre valga A. Luego, si el contenido del fichero otro.xml es de la forma:

<Miembros>

...

<Miembro name=”A”>

<remarks>

Ejemplo de inclusión de documentación XML externa </remarks>

<example>

Para crear un objeto de esta clase usar:

<code>

A obj = new A();

</code>

</example>

</Miembro>

...

</Miembros>

Entonces, el compilador generará documentación como si el fuente contuviese:

/// <remarks>

/// Ejemplo de inclusión de documentación XML externa

/// </remarks>

/// <example>

/// Para crear un objeto de esta clase usar:

/// <code>

/// A obj = new A();

/// </code>

/// </example>

class A

{}

**TEMA 20: El compilador de C# de Microsoft**

***Introducción***

A lo largo de los temas anteriores se han explicando muchos aspectos sobre cómo usar el compilador de C# de Microsoft incluido en el .NET Framework SDK. Sin embargo, una vez descrito el lenguaje por completo es el momento adecuado para explicar pormenorizadamente cómo utilizarlo y qué opciones de compilación admite, pues muchas de ellas se basan en conceptos relacionados con características del lenguaje.

Por otro lado, las diferentes explicaciones dadas sobre él se han ido desperdigando a lo largo de muchos de los temas previos, por lo que es también conviene agruparlas todas en un mismo sitio de modo que sea más fácil localizarlas.

Aunque en un principio lo que se va es a explicar cómo usar el compilador en línea de comandos, dado que Visual Studio.NET también hace uso interno de él para compilar, al final del tema se incluirá un epígrafe dedicado a explicar cómo controlar desde dicha herramienta visual las opciones que se utilizarán al llamarlo.

***Sintaxis general de uso del compilador***

El nombre del ejecutable del compilador de C# incluido en el .NET Framework SDK es **csc.exe** y podrá encontrarlo en la carpeta Microsoft.NET\Framework\v2.0.40607 incluida dentro del directorio de instalación de su versión de Windows[[16]](#footnote-15).

Como ya se vió en el *Tema 2* durante la primera toma de contacto con C#, el SDK automáticamente añade al path esta ruta para poder referenciarlo sin problemas, aunque si estamos usando VS.NET habrá que añadírselo a mano, ejecutando **vsvars32.bat** o abriendo la consola de comandos desde **Símbolo del sistema de Visual Studio.NET**.

La forma más básica de ejecutar al compilador consiste en pasarle como argumentos los nombres de los fuentes a compilar, caso en que intentaría generar en el directorio desde el que se le llame un ejecutable a partir de ellos con el mismo nombre que el primero de los fuentes indicados y extensión **.exe** Por ejemplo, ante una llamada como:

csc FuenteA.cs FuenteB.cs FuenteC.cs

El compilador intentará generar un fuente FuenteA.exe en el directorio desde el que se lo llamó cuyo código sea el resultante de compilar FuenteA.cs, FuenteB.cs y FuenteC.cs Obviamente, para que ello sea posible el compilador habrá de disponer de permiso de escritura y espacio suficiente en dicho directorio y además alguno de los fuentes indicados tendrá que disponer de un punto de entrada válido.

Este comportamiento por defecto puede variarse especificando en la llamada a csc opciones de compilación adicionales que sigan la sintaxis:

<indicadorOpción><opción>

El <indicadorOpción> puede ser el carácter **/** o el carácter **-**, aunque en adelante sólo haremos uso de **/**. Respecto a <opción>, pueden indicarse dos tipos de opciones:

* **Flags:** Son opciones cuya aparición o ausencia tienen un determinado significado para el compilador. Se indican de esta manera:

<nombreFlag>*<activado?>*

<activado> es opcional e indica si se desea activar el significado del flag. Puede ser el carácter **+** para indicar que sí o el carácter **–** para indicar que no, aunque en realidad darle el valor **+** es innecesario porque es lo que se toma por defecto. También hay algunos flags que no admiten ninguno de los dos caracteres, pues se considera que siempre que aparezcan en la llamada al compilador es porque se desea activar su significado y si no apareciesen se consideraría que se desea desactivarlo.

A continuación se muestran algunos ejemplos de uso de un flag llamado **/optimize**. No se preocupe por saber ahora para que sirve, sino simplemente fíjese en cómo se usa y note que los dos primeros ejemplos son equivalentes:

csc /optimize Fuente.cs

csc /optimize+ Fuente.cs

csc /optimize- Fuente.cs

* **Opciones con valores:** A diferencia de los flags, son opciones cuya aparición no es válida por sí misma sino que siempre que se usen han de incluir la especificación de uno o varios valores. La forma en que se especifican es:

<nombreFlag>**:**<valores>

Los <valores> indicados pueden ser cualesquiera, aunque si se desea especificar varios hay que separarlos entre sí con caracteres de coma (**,**) ó punto y coma (**;**)

Como es lógico, en principio los <valores> indicados no pueden incluir caracteres de espacio ya que éstos se interpretarían como separadores de argumentos en la llamada a csc. Sin embargo, lo que sí se permite es incluirlos si previamente se les encierra entre comillas dobles (**“**)

Obviamente, como las comillas dobles también tiene un significado especial en los argumentos de csc tampoco será posible incluirlas directamente como carácter en <valores>. En este caso, para solventar esto lo que se hace es interpretarlas como caracteres normales si van precedidas de **\** y con su significado especial si no.

De nuevo, esto lleva al problema de que el significado de **\** si precede a **“** también puede ser especial, y para solucionarlo lo ahora que se hace es incluirlo duplicado (**\\**) si aparece precediendo a un **“** pero no se desea que tome su significado especial.

Ejemplos equivalentes de cómo compilar dando valores a una opción **/r** son:

csc /r:Lib.dll /r:Lib2.dll Fuente.cs

csc /r:Lib1.dll,Lib2.dll Fuente.cs

csc /r:Lib1.dll;Lib3.dll Fuente.cs

Aunque en los ejemplos mostrados siempre se han incluido las opciones antes que los nombres de los fuentes a compilar, en realidad ello no tiene porqué ser así y se pueden mezclar libremente y en cualquier orden opciones y nombres de fuentes a compilar (salvo excepciones que en su momento se explicarán)

***Opciones de compilación***

Una vez explicado cómo utilizar el compilador en líneas generales es el momento propicio para pasar a explicar cuáles son en concreto las opciones que admite. Esto se hará desglosándolas en diferentes categorías según su utilidad.

Antes de empezar es preciso comentar que la mayoría de estas opciones disponen de dos nombres diferentes: un nombre largo que permite deducir con facilidad su utilidad y un nombre corto menos claro pero que permite especificarlas más abreviadamente. Cuando se haga referencia por primera vez a cada opción se utilizará su nombre largo y entre paréntesis se indicará su nombre corto justo a continuación. El resto de referencias a cada opción se harán usando indistintamente uno u otro de sus nombres.

**Opciones básicas**

En este epígrafe se explicarán todas aquellas opciones que suelen usarse con mayor frecuencia a la hora de compilar aplicaciones. Como la mayoría ya se explicaron en detalle en el *Tema 2: Introducción a C#*, dichas opciones aquí simplemente se resumen:

* **/recurse**: Si en vez de indicar el nombre de cada fichero a compilar como se ha dicho se indica como valor de esta opción se consigue que si el compilador no lo encuentra en la ruta indicada lo busque en los subdirectorios de la misma.

Por ejemplo, la siguiente llamada indica que se desea compilar el fichero fuente.cs ubicado dentro del directorio c:\Mis Documentos o algún subdirectorio suyo:

csc /recurse:”Mis Documentos”\fuente.cs

* **/target** (**/t**): Por defecto al compilar se genera un ejecutable cuya ejecución provoca la apertura de una ventana de consola si al lanzarlo no hubiese ninguna abierta. Esto puede cambiarse dando uno de los valores indicados en la **Tabla 15** a esta opción:

|  |  |
| --- | --- |
| **Valor** | **Tipo de fichero a generar** |
| **exe** ó ninguno | Ejecutable con ventana de consola (valor por defecto) |
| **winexe** | Ejecutable sin ventana de consola. Útil para escribir aplicaciones de ventanas o sin interfaz |
| **library** | Librería |
| **module** | Módulo de código no perteneciente a ningún ensamblado |

**Tabla 15:** Valores admitidos por la opción **/t** de **csc**

Tanto las librerías como los ejecutables son simples colecciones de tipos de datos compilados. La única diferencia entre ellos es que los segundos disponen de un método especial (**Main()**) que sirve de punto de entrada a partir del que puede ejecutarse código usando los mecanismos ofrecidos por el sistema operativo (escribiendo su nombre en la línea de comandos, seleccionándolo gráficamente, etc.)

La diferencia de un módulo con los anteriores tipos de ficheros es que éste no forma parte de ningún ensamblado mientras que los primeros sí. El CLR no puede trabajar con módulos porque estos carecen de manifiesto, pero crearlos permite disponer de código compilado que pueda añadirse a ensamblados que se generen posteriormente y que podrán acceder a sus miembros **internal**.

* **/main**: Si al compilar un ejecutable hubiese más de un punto de entrada válido entre los tipos definidos en los fuentes a compilar se ha de indicar como valor de esta opción cual es el nombre del tipo que incluye la definición del **Main()** a utilizar, pues si no el compilador no sabría con cúal de todas quedarse.

Como es lógico, lo que nunca puede hacerse es definir más de un punto de entrada en un mismo tipo de dato, pues entonces ni siquiera a través de la opción **/main** podría resolverse la ambigüedad.

* **/out** (**/o**): Por defecto el resultado de la compilación de un ejecutable es un fichero **.exe** con el nombre del fuente compilado que contenga el punto de entrada, y el de la compilación de un módulo o librería es un fichero con el nombre del primero de los fuentes a compilar indicados y extensión dependiente del tipo de fichero generado (**.netmodule** para módulos y **.dll** para librerías) Si se desea darle otro nombre basta indicarlo como valor de esta opción.

El valor que se le dé ha de incluir la extensión del fichero a generar, lo que permite compilar ficheros con extensiones diferentes a las de su tipo. Por ejemplo, para crear un módulo A.exe a partir de un fuente A.cs puede hacerse:

csc /out:A.exe /t:module A.cs

Obviamente, aunque tenga extensión **.exe** el fichero generado será un módulo y no un ejecutable, por lo que si se intenta ejecutarlo se producirá un error informando de que no es un ejecutable válido. Como puede deducirse, cambiar la extensión de los ficheros generados no suele ser útil y sólo podría venir bien para dificultar aposta la comprensión del funcionamiento de una aplicación o para identificar ensamblados con algún significado o contenido especial.

* **/reference** (**/r**): Por defecto sólo se buscan definiciones de tipos de datos externas a los fuentes a compilar en la librería **mscorlib.dll** que forma parte de la BCL. Si alguno de los fuentes a compilar hace uso de tipos públicos definidos en otros ensamblados hay que indicar como valores de **/r** cuáles son esos ensamblados para que también se busque en ellos.

En **mscorlib.dll** se encuentran los tipos de uso más frecuentes incluidos en la BCL. En el poco frecuente caso de que haya definido su propia versión de ellos y no desee que se use la de la BCL, puede pasar al compilador el flag **/nostdlib** para indicarle que no desea que busque implícitamente en **mscorlib.dll**.

Puede que termine descubriendo que en realidad tampoco hace falta referenciar a la mayoría de las restantes librerías que forman la BCL. Pues bien, esto no se debe a que también las referencie implícitamente el compilador, sino a que se incluyen en un fichero de respuesta (más adelante se explica lo que son este tipo de ficheros) usado por defecto por el compilador. Si no desea que utilice este fichero puede pasarle el flag **/noconfig**.

Cuando se den valores a **/r** hay que tener en cuenta que por defecto el compilador interpretará cada ruta así indicada de manera relativa respecto al directorio desde el que se le llame. Si no lo encuentra allí lo hará relativamente respecto al directorio donde esté instalado el CLR, que en los sistemas Windows es el subdirectorio **Microsoft.NET\Framework\v**<versiónClr> del directorio de instalación de Windows. Y si tampoco lo encuentra allí la interpretará respecto a los directorios indicados por la variable de entorno **LIB** de su sistema operativo.

Esta política de búsqueda puede modificarse incluyendo opciones **/lib** al llamar al compilador cuyos valores le indiquen en qué directorios ha de buscar antes de pasar a buscar en los indicados por la variable de entorno **LIB**.

* **/addmodule**: Funciona de forma parecida a **/r** pero se utiliza cuando lo que usan los fuentes son tipos definidos externamente en módulos en vez de en ensamblados. Incluso a la hora de buscar módulos se sigue la misma política que al buscar ensamblados y se admite el uso de **/lib** para modificarla.

Se incluyen opciones **/r** y **/addmodule** separadas porque añadir un módulo a una compilación implica decir que se desea que los tipos que incluye formen parte del ensamblado a generar, por lo que los fuentes a compilar podrán acceder a sus miembros **internal**. Sin embargo, cuando se referencia a otros ensamblados con **/r** esto no ocurre y los fuentes compilados no podrán acceder a sus miembros **internal**.

Es importante señalar que el CLR espera que todos los módulos que se añadan a un ensamblado se distribuyan dentro del mismo directorio que la librería o ejecutable correspondiente al mismo. Si no se hiciese así no los podría localizar y en tiempo de ejecución se produciría una **System.TypeLoadException** si se intentase acceder a los tipos definidos en ellos.

Aunque en principio se ha dicho que no importa cómo se intercalen opciones y nombres de fuentes entre los argumentos pasados a **csc**, hay una excepción que consiste en que **/out** y **/r** siempre han de indicarse antes de algún fuente. Esto permite que en una misma llamada al compilador sea posible solicitar la generación de un ensamblado y múltiples módulos de código, pues se considera que cada aparición de las opciones anteriores hace referencia sólo a los fuentes que le siguen. Por ejemplo, dada:

csc /t:library /out:LibA.dll A.cs /t:module /out:ModB.netmodule B.cs

Esta llamada provocará la compilación de A.cs como librería de nombre LibA.dll y la de B.cs como módulo llamado ModB.netmodule.

Sin embargo, al hacer así compilaciones múltiples hay que tener en cuenta que sólo es válido solicitar que el primer grupo de ficheros indicado se compile como ensamblado. Por tanto, sería incorrecto hacer:

csc /t:module /out:ModB.netmodule B.cs /t:library /out:LibA.dll A.cs

Esta llamada es incorrecta porque indica que se desea que el segundo grupo de ficheros dé lugar a un ensamblado y ello sólo puede hacerse con el primero.

Por otro lado, también hay que tener en cuenta que no es válido que un mismo tipo de dato se defina en varios de los grupos de ficheros indicados. Por ejemplo, si se quisiese compilar A.cs como ejecutable y como módulo podría pensarse en hacer:

csc A.cs /t:library A.cs

Sin embargo, esta llamada no es válida porque los dos grupos de ficheros indicados contienen el mismo fichero y por tanto definiciones comunes de tipos de datos. La única solución posible sería hacer dos llamadas por separado al compilador como:

csc A.cs

csc /t:libary A.cs

**Manipulación de recursos**

Los **ficheros de recursos** son archivos que no contienen código sino sólo datos tales como cadenas de textos, imágenes, vídeos o sonidos. Su utilidad es facilitar el desacople entre las aplicaciones y los datos concretos que usen, de modo que sea fácil reutilizarlos en múltiples aplicaciones, modificarlos sin tener que recompilar los fuentes y desarrollar diferentes versiones de cada aplicación en las que sólo varíen dichos datos.

Estos ficheros son especialmente útiles al hora de internacionalizar aplicaciones, pues si se dejan todos los datos que se utilicen en ficheros de recursos independientes del código, a la hora de crear nuevas versiones en otros idiomas sólo será necesario cambiar los ficheros de recursos y habrá que tocar para nada el código.

El objetivo de este tema no es explicar cómo crear y acceder a ficheros de recursos, sino explicar el significado de las opciones de compilación relacionadas con ellos. Si desea aprender más sobre recursos puede comenzar buscando en el apartado **Visual Studio.NET → .NET Framework → .NET Framework Tutorials → Resources and Localization Using the .NET Framework SDK** de la ayuda del SDK.

Lo que sí es importante es señalar que aunque en la plataforma .NET pueden crearse ficheros de recursos tanto en formato **.txt** como **.resx**, el compilador de C# sólo los admite si están compilados en formato **.resources**. Para ello, en el SDK se incluye una utilidad llamad **resgen.exe** que permite compilar en dicho formato ficheros de recursos escritos en cualquiera de los formatos anteriores con sólo pasárselos como argumentos. Por ejemplo, si se le llama así:

resgen misrecursos.resx

Suponiendo que el contenido de misrecursos.resx sea el de un fichero **.resx** válido, tras esta llamada se habrá generado en el directorio desde el que se le llamó un fichero misrecursos.resources con el contenido de misrecursos.resx.

Para añadir este fichero al ensamblado resultante de una compilación se puede utilizar la opción **/linkresource** (**/linkres**) Así por ejemplo, para crear un ensamblado fuente1.dll formado por el código resultante de compilar fuente1.cs y los recursos de misrecursos.resources podría compilarse con:

csc /t:library fuente1.cs /linkres:misrescursos.resources

De este modo el fichero de recursos formará parte del ensamblado generado pero permanecerá en un fichero separado de **fuente1.dll**. Si se desease incrustarlo en él habría que haber compilado con la opción **/resource** (**/res**) en vez de **/linkres** tal y como se muestra a continuación:

csc /t:library fuente1.cs /res:misrescursos.resources

Desde código podrá accederse a estos recursos por medio de los servicios de la clase **ResourceManager** del espacio de nombres **System.Resources** si fueron generados con resten, o con los métodos **GetManifestResource()** de la clase **Assembly** del espacio de nombres **System.Reflection**. Para hacer referencia a cada uno se usaría en principio su nombre de fichero, aunque **/res** y **/linkres** permite que tras la ruta de éste se indique separado por una coma cualquier otro identificador a asociarle. Por ejemplo:

csc /t:library fuente1.cs /res:misrescursos.resources,recursos

Como un tipo especial de recurso que comúnmente suele incrustarse en los ejecutables de los programas es el icono (fichero gráfico en formato **.ico**) con el que desde las interfaces gráficas de los sistemas operativos se les representará, **csc** ofrece una opción específica llamada **/win32icon** en cuyo valor puede indicársele el icono a incrustar:

csc programa.cs /win32icon:programa.ico

En realidad hay que recordar el uso de ficheros de recursos no es un aspecto introducido en la plataforma .NET sino disponible desde hace tiempo en la plataforma Windows en forma de ficheros **.res**. Por compatibilidad con este antiguo formato de recursos, **csc** incorpora una opción **/win32res** que permite incrustarlos de igual forma a como **/res** incrusta los novedosos ficheros **.resources**.

En cualquier caso, hay que señalar que siempre que se añada un fichero de recursos a un ensamblado la visibilidad que se considerará para los recursos que incluya es **public**.

**Configuración de mensajes de avisos y errores**

Cada vez que el compilador detecta algún error en uno de los fuentes a compilar genera un mensaje informando de ello en el que indica en qué fichero de código fuente y en qué posición exacta del mismo (línea y columna) lo ha detectado. Por ejemplo, si en la columna 3 de la línea 7 de un fuente llamado ej.cs se llama a un método con nombre completo A.K() inexistente, se mostrará un mensaje como:

ej.cs(7,3): error CS0117: 'A' does not contain a definition for 'K'

Nótese que del fichero sólo se da su nombre y ello podría no identificarlo unívocamente si se compilaron a la vez varios con el mismo nombre pero pertenecientes a directorios diferentes. Para solucionar esto puede usarse la opción **/fullpaths**, con lo que de los mensajes de error incluirían siempre la ruta completa de los ficheros defectuosos. Por ejemplo, si el fichero del ejemplo anterior se encontraba en C:\Ejemplo, al compilarlo con esta opción se mostraría el mensaje de error así:

C:\Ejemplo\ej.cs(7,3): error CS0117: 'A' does not contain a definition for 'K'

Hay veces que el compilador detecta que se han escrito en el fuente ciertas secciones de tal manera que sin ser erróneas son cuanto menos sospechosas (ya sea por ser absurdas, por prestarse a confusión, etc), y en esos casos lo que hace es emitir mensajes de aviso. Por ejemplo, si en la definición del tipo A del fuente prueba.cs se hubiese incluido:

static void Main(int x)

{}

En principio es una definición de método perfectamente válida. Sin embargo, como se parece mucho a una definición de punto de entrada pero no es válida como tal, el compilador generará el mensaje de aviso que sigue para informar de ello al usuario por si acaso éste lo que quería hacer era definir un punto de entrada y se equivocó:

prueba.cs(7,14): warning CS0028: 'A.Main(int)' has the wrong signature to be an entry point

Como se ve, la estructura de los mensajes de aviso es muy similar a la de los mensajes de error y sólo se diferencia de ésta en que incluye warning en vez de error tras el indicador de posición en el fuente. Incluso como a estos, la opción **/fullpaths** también les afecta y provoca que se muestren las rutas de los fuentes al completo.

Una diferencia importante entre avisos y errores es que la aparición de mensajes de los segundos durante la compilación aborta la generación del binario, mientras que la aparición de los primeros no (aunque en ambos casos nunca se aborta la compilación sino que tras mostrarlos se sigue analizando los fuentes por si pudiesen detectarse más errores y avisos) Ahora bien, también puede forzarse a que ello ocurra con los de aviso pasando al compilador el flag **/warnaserror**, con lo que se conseguiría que todo mensaje de aviso se mostrase como error. Ello puede resultar útil porque fuerza a escribir los fuentes de la manera más fiable e inteligentemente posible.

En el lado opuesto, puede que haya ciertos tipos de mensajes de aviso de los que no se desea siquiera que se informe en tanto que la información que aportan ya se conoce y se sabe que no afectará negativamente al programa. En esos casos puede usarse la opción **/nowarn** indicando como valores suyos los códigos asociados a los mensaje de aviso que no se desea que se reporten. El código asociado a cada tipo de mensaje de aviso es la palabra de la forma **CS**<código> que se muestra tras warning en el mensaje de aviso. Así, para compilar el prueba.cs del ejemplo anterior sin que se genere el mensaje de aviso arriba mostrado puede hacerse:

csc prueba.cs /nowarn:0028

En realidad los ceros incluidos a la izquierda del código del aviso en los mensajes de aviso son opcionales, por lo que la compilación anterior es equivalente a:

csc prueba.cs /nowarn:28

Cada versión del compilador ignorará por compatibilidad las supresiones de avisos existentes en anteriores versiones del mismo pero eliminados en las nuevas, aunque si se les especifican códigos no válidos para ninguna versión emitirán un mensaje de error.

Si desea obtener la lista completa de todos los tipos de mensaje de aviso y error con sus respectivos códigos puede consultar dentro de la documentación del .NET Framework SDK en **Visual Studio.NET → Visual Basic and Visual C# → Visual C# Language → C# Compiler Options → Compiler Errors CS0001 to CS9999**

Si en lugar de desactivar ciertos tipos de avisos uno por uno desea desactivarlos por grupos según su severidad, entonces puede hacerlo a través de la opción **/warn** (o **/w**) Esta opción toma como valor un número comprendido entre 0 y 4 que indica cuál es el nivel de avisos con el que se desea trabajar. Por defecto éste vale 4, lo que significa que se mostrarán todos los avisos, pero puede dársele cualquiera de los de la **Tabla 16**:

|  |  |
| --- | --- |
| **Nivel de aviso** | **Avisos mostrados** |
| **0** | Ninguno |
| **1** | Sólo los más graves |
| **2** | Los más graves y algunos menos graves como por ejemplo los relativos a ocultaciones de miembros |
| **3** | Los de nivel 2 más algunos poco graves como los relativos al uso de expresiones absurdas que siempre produzcan el mismo resultado |
| **4** | Todos. Es lo que se toma **por defecto** |

**Tabla 16:** Niveles de mensajes de aviso

Si está interesado en conocer en concreto el nivel de algún tipo de aviso puede remitirse a la descripción sobre el mismo incluida en la documentación del SDK antes comentada

**Ficheros de respuesta**

La línea de comandos no es la única forma de pasar información al compilador (tanto ficheros a compilar como opciones de compilación), sino que también es posible almacenar información de este tipo en un fichero y pasársele al compilador como argumento solamente dicho fichero y no toda la información en él contenida. De este modo se facilitaría la labor de pasar como parámetros las opciones de uso más frecuente ya que bastaría sólo indicar cuál es el nombre de un fichero que las especifica.

A este ficheros se les llama **ficheros de respuesta**, ya que al pasárselos al compilador su contenido puede verse como la respuesta a cuáles son los argumentos a usar durante la compilación. La extensión de estos ficheros suele ser **.rsp**, y aunque nada obliga a dársela es conveniente hacerlo como ocurre con todo convenio.

Al compilar, por defecto el compilador siempre lee un fichero de respuesta llamado **csc.rsp** ubicado en el directorio del CLR que almacena referencias a todos los ensamblados predefinidos. Por tanto, para entender la sintaxis a seguir para escribir este tipo de ficheros nada mejor que ver cuál es el contenido de este **csc.rsp** y de paso saber cuáles son las opciones que por defecto se añadirán a toda compilación:

# This file contains command-line options that the C#

# command line compiler (CSC) will process as part

# of every compilation, unless the "/noconfig" option

# is specified.

# Reference the common Framework libraries

/r:Accessibility.dll

/r:Microsoft.Vsa.dll

/r:System.Configuration.Install.dll

/r:System.Data.dll

/r:System.Design.dll

/r:System.DirectoryServices.dll

/r:System.dll

/r:System.Drawing.Design.dll

/r:System.Drawing.dll

/r:System.EnterpriseServices.dll

/r:System.Management.dll

/r:System.Messaging.dll

/r:System.Runtime.Remoting.dll

/r:System.Runtime.Serialization.Formatters.Soap.dll

/r:System.Security.dll

/r:System.ServiceProcess.dll

/r:System.Web.dll

/r:System.Web.RegularExpressions.dll

/r:System.Web.Services.dll

/r:System.Windows.Forms.Dll

/r:System.XML.dll

Del contenido de este fichero es fácil deducir que la estructura de los ficheros de respuesta es sencilla: las opciones a pasar al compilador se indican en el miso tal cuales y pueden incluirse comentarios como líneas que comiencen en **#**. Además, como puede verse, el fichero de respuesta usado por defecto añade referencias a las librerías de la BCL de uso más común, lo que evita tener que incluirlas constantemente al compilar.

Tras tomar las opciones de este fichero, el compilador mira si en el directorio desde el que se le llama hay otro **csc.rsp** y si es así toma sus opciones. Si por alguna razón no nos interesase que se tomasen las opciones de dichos ficheros (por ejemplo, para usar nuevas versiones de tipos incluidos en las librerías que referencian) bastaría pasar el flag **/noconfig** al compilar para desactivar esta búsqueda por defecto en ellos, aunque hay que señalar que este flag no admite los sufijos **+** y **–** admitidos por el resto de flags.

Al escribir ficheros de respuesta hay que tener cuidado con dos cosas: no es posible cortar las opciones o nombres de fichero con retornos de carro que provoquen que ocupen varias líneas; y las opciones son pasadas al compilador en el mismo orden en que aparezcan en el fuente, por lo que hay que tener cuidado con cómo se coloquen las opciones **/out** y **/t** por la ya comentada importancia del orden de especificación.

Una vez escrito un fichero de respuesta, para indicar al compilador que ha de usarlo basta pasárselo como un nombre de fuente más pero precediendo su nombre del sufijo **@**. Por ejemplo, para compilar A.cs usando las opciones almacenadas en opc.rsp habría que llamar al compilador con:

csc @opc.rsp A.rsp

También sería posible indicar múltiples ficheros de respuesta, caso en que se tomarían las opciones de cada uno en el mismo orden en que apareciesen en la llamada a **csc**. Por ejemplo, para compilar A.rsp tomando las opciones de opc1.rsp y luego las de opc2.rsp podría llamarse al compilador con:

csc @opc1.rsp @opc2.rsp A.rsp

Puede ocurrir que las opciones indicadas en un fichero de respuesta contradigan a opciones indicadas en otro fichero de respuesta indicado a continuación o a opciones dadas al compilador en la línea de comandos. Para resolver estas ambigüedades el compilador siempre va procesando los argumentos que se le pasen de izquierda a derecha y se queda con la última especificación dada a cada opción. Así, en el ejemplo anterior las opciones del **csc.rsp** del directorio desde el que se le llamó –si existiese- tendría preferencia sobre las del **csc.rsp** del directorio del CLR, las de opc2.rsptendrían preferencia sobre las de éste, y las de opc1.rsp sobre las de opc2.rsp.

También pueden incluirse en los ficheros de respuesta opciones **@** que incluyan a otros ficheros de respuesta, con lo que se tomaría sus opciones antes de continuar tomando las siguientes del fichero que lo incluyó, aunque obviamente nunca se admitirá que un fichero incluido sea el mismo que el que lo incluye o que alguno que incluya a éste, pues entonces se formarían ciclos y nunca acabaría la búsqueda de opciones.

**Opciones de depuración**

Sin duda la opción de depuración más importante es el flag **/debug**, cuya inclusión indica al compilador que ha de generar un fichero **.pdb** con información sobre la relación entre el fichero binario generado y las líneas de los fuentes a partir de los que se generó. Esta información es muy útil para depurar aplicaciones, pues permite mostrar la instrucción de código fuente que produjo las excepciones en lugar de mostrar las instrucciones de código nativo en que fue traducida.

Para entender mejor la utilidad de este fichero **.pdb** puede escribir el programa:

class A

{

public static void Main()

{throw new System.Exception();}

}

Si lo compila con:

csc A.cs

Al ejecutarlo se producirá una excepción y surgirá una ventana de selección de depurador. Si pulsa **No** en ella verá en la consola un mensaje como el siguiente:

Unhandled Exception: System.Exception: Exception of type System.Exception was thrown.

at A.Main()

Sin embargo, si lo compila con:

csc A.cs /debug

Al ejecutarlo se obtendrá un mensaje mucho más detallado en el que se indicará cuál es la línea exacta del código fuente durante cuya ejecución se produjo la excepción:

Unhandled Exception: System.Exception: Exception of type System.Exception was thrown

at A.Main() in E:\c#\Ej\A.cs:line 5

Como es fácil deducir, a partir de esta información es fácil crear herramientas de depuración -como el depurador de Visual Studio.NET o el CLR Debuggerdel SDK- que muestren la línea exacta del código fuente donde se produjo la excepción lanzada; y obviamente estos datos también pueden tener muchos otros usos, como permitir ejecutar paso a paso los programas mostrando en cada momento cuál es la línea del fuente que se ejecutará a continuación y cosas similares.

También puede usarse **/debug** como opción con argumentos en vez de cómo flag, lo que permite generar una versión recortada de la información de depuración. Si de esta forma se le da el valor **full** funcionará exactamente igual que al activarla como flag, pero si se le da el valor **pdbonly** entonces la información de depuración generada sólo estará disponible para los depuradores desde los que se haya lanzado la aplicación, pero no para los que se le hayan adjuntado dinámicamente una vez lanzada.

Por último, respecto a la depuración de aplicaciones conviene señalar que por defecto el compilador siempre intenta generar el código lo más rápidamente posible para facilitar el desarrollo de aplicaciones, ya que mientras se depuran suele ser necesario realizarles muchas recompilaciones. No obstante, una vez finalizada la depuración suele convenir activar la realización de optimizaciones por parte del compilador en el espacio y tiempo de ejecución consumido por el MSIL pasándole la opción **/optimize+** (**/o+**)

**Compilación incremental**

La **compilación incremental** consiste en sólo recompilar en cada compilación que se haga de un proyecto aquellos métodos cuya definición haya cambiado respecto a la última compilación realizada, con lo que el proyecto podría compilarse más rápido que haciendo una compilación completa normal.

Para que esto sea posible hacerlo hay que llamar al compilador con el flag **/incremental** (**/incr**), lo que provocará la generación de un fichero adicional con el mismo nombre que el binario generado más una extensión **.incr**. Por ejemplo, dado:

csc /out:fuente.exe /incremental Fuente.cs

Se generará un ejecutable fuente.exe y un fichero adicional fuente.exe.incr. Aunque pueda parecer redundante incluir en el ejemplo la opción **/out** al llamar al compilador, es necesaria porque al menos en la actual versión del compilador es obligatorio especificarla siempre que se utilice **/incr**.

El fichero **.incr** generado incluye información sobre la compilación que permitirá que posteriores compilaciones que se realicen con **/incr** activado puedan hacerse de manera incremental. Obviamente, si este fichero se elimina será reconstruido en la siguiente compilación que se haga con **/incr**, pero dicha compilación no se realizará de manera completa por no disponerse del fichero **.incr** durante ella.

Sin embargo, el hecho de que esté disponible un fichero **.incr** al compilar un proyecto no implica que se use, pues el compilador puede ignorarlo y realizar una compilación completa si detecta que han cambiado las opciones de compilación especificadas o si detecta que los fuentes han cambiado tanto que es al menos igual de eficiente hacerla así que de manera incremental.

En realidad no es bueno hacer siempre las compilaciones incrementalmente sino que sólo es útil hacerlo en proyectos formados por múltiples fuentes de pequeño tamaño, mientras que en proyectos con pocos y grandes ficheros se gana poco o nada en tiempo de compilación. Además, los ejecutables generados incrementalmente pueden ocupar más que los generados por compilación completa, por lo sólo es recomendable compilar incrementalmente las versiones de prueba de los proyectos pero no las definitivas.

**Opciones relativas al lenguaje**

A lo largo de los anteriores temas se ha ido diseminando diversas opciones de compilación relacionadas de manera más o menos directa con el lenguaje C#. En este punto haremos recapitulación de todas ellas mismas y las resumiremos:

* **/define** (**/d**): En el *Tema 3: El preprocesador* ya se introdujo esta opción cuyos valores recordemos que se utilizan para introducir definiciones de símbolos de preprocesado al principio de todos los fuentes a compilar.

Por ejemplo, si se desea compilar los fuentes A.cs y B.cscomo si al principio de ellos se hubiese incluido las directivas de preprocesado #define PRUEBA y #define VERSION1 podría llamarse al compilador con:

csc /d:PRUEBA;VERSION1 A.cs B.cs

* **/checked**: En los temas 4 y 16se explicó que todo desbordamiento que ocurra en operaciones aritméticas entre variables enteras es tratado por defecto truncando el resultado. Pues bien, la utilidad de activar esta opción es precisamente forzar a que se incluyan en el código generado las comprobaciones necesarias para que en caso de desbordamiento se lance en su lugar una **System.OverflowException**.

Obviamente el código compilado con **/checked** se ejecutará más lento que el que lo haga sin ella ya que incluirá comprobaciones de desbordamiento adicionales. Sin **embargo**, a cambio con ello se consigue detectar con facilidad errores derivados de desbordamientos que de otra manera podrían pasar inadvertidos.

* **/unsafe**:En el *Tema 18: Código inseguro* ya se explicó que la única utilidad de esta opción es servir al compilador de mecanismo de seguridad gracias al que pueda asegurarse de que el usuario sabe lo que hace al compilar código con punteros.
* **/doc**: Esta opción ya se introdujo en el *Tema 19: Documentación XML*, donde se explicó que se usa para indicar al compilador que es desea generar un fichero XML con el contenido de los comentarios de documentación incluidos en los fuentes a compilar. El nombre de ese fichero será el que se dé como valor a esta opción.

Al usar esta opción hay que tener en cuenta una cosa, y es que para optimizar el tiempo que se tarda en realizar compilaciones incrementales, durante ellas esta opción es ignorada. Por tanto, no tiene mucho sentido combinar **/doc** y **/incr**.

**Otras opciones**

Aparte de las opciones comentadas, **csc** admite unas cuantas más aún no descritas ya sea porque su uso es muy poco frecuente o porque no encajan correctamente en ninguno de los subepígrafes tratados. Todas estas opciones se recogen finalmente aquí:

* **/filealign**: Los valores dados a esta opción indican el tamaño de las secciones en que se dividirán los ficheros binarios resultantes de la compilación. Puede tomar los valores 512, 1024, 2048, 4096 ó 8192, y cada sección en los binarios comenzará en una posición que sea múltiplo del valor dado a esta opción.

Por defecto el valor que se le dé puede variar dependiendo de la implementación que se haga del CLR, aunque darle un valor a medida puede ser útil en el diseño de aplicaciones para dispositivos empotrados con escasa capacidad de almacenamiento ya que puede reducir el tamaño de los ficheros generados.

* **/bugreport**: Dado que es muy difícil diseñar un compilador 100% libre de errores, Microsoft proporciona a través de esta opción un mecanismo que facilita a los usuarios el envío de información sobre los errores que descubran en el mismo y facilita a Microsoft la labor de interpretarla para solucionarlos lo antes posible.

El valor que se dé a esta opción es el nombre de con el que se desea que se genere el fichero con la información relativa al error descubierto durante la compilación. En dicho fichero **csc** insertará automáticamente la siguiente información:

* Opciones de compilación utilizadas.
* Versión del compilador, CLR y sistema operativo usado.
* Copia de todos los códigos fuentes compilados. Como es lógico, para facilitar la corrección a Microsoft se recomienda enviar el programa más compacto posible en el que se produzca el error descubierto.
* Contenido en hexadecimal de los módulos y ensamblados no predefinidos a los que se ha referenciado durante la compilación.
* Mensajes de salida mostrados durante la compilación.

Aparte de toda esta información insertada automáticamente por el compilador, durante la generación del fichero de error también se pedirá al usuario que indique una pequeña descripción sobre el error detectado y cómo cree que podría solucionarse. Dicha información también será añadida de manera automática al fichero de error que se cree.

Un ejemplo cómo generar información relativa a un error verídico que se produce al compilar un programa error.cs con la Beta 1 del .NET SDK Framework es:

csc error.cs /bugreport:ErrorUsing.cs

Tras contestar a las preguntas que el compilador hará al usuario sobre el error encontrado, el contenido del fichero generado es el siguiente:

### C# Compiler Defect Report, created 07/12/00 20:14:36

### Compiler version: 7.00.9030

### Common Language Runtime version: 1.00.2914.16

### Operating System: Windows NT 5.0.2195 Service Pack 2

### User Name: Administrador

### Compiler command line

csc.exe error.cs /bugreport:ErrorUsing.cs

### Source file: 'e:\c#\ej\error.cs'

using System;

public class R1:IDisposable

{

public static void Main()

{

using (R1 r1 = new R1())

{

}

}

public void Dispose()

{}

}

### Compiler output

error.cs(7,3): error CS1513: } expected

error.cs(7,26): error CS1002: ; expected

error.cs(12,9): error CS1518: Expected class, delegate, enum, interface, or struct

error.cs(14,1): error CS1022: Type or namespace definition, or end-of-file expected

### User description

No detecta la instruccion using

### User suggested correct behavior

Posiblemente no haya sido implementada en esta version del compilador

Nótese que aunque el error detectado en el ejemplo es verídico, en versiones del compilador posteriores a la Beta 1 no se produce porque ya fue corregido.

* **/baseaddress**: Esta opción sólo tiene sentido cuando se solicita la generación de una librería e indica cuál es la dirección de memoria en que se prefiere que ésta se cargue cuando sea enlazada dinámicamente. Nótese que se ha dicho librería, pues si el fichero generado es de cualquier otro tipo será ignorada.

El valor que se dé a esta opción puede indicarse tanto en hexadecimal como en octal o decimal siguiendo las reglas usadas en C# para la escritura de literales enteros. Sin embargo, hay que tener en cuenta que los bits menos significativos de esta dirección pueden ser redondeados. Por ejemplo, si escribimos:

csc fichero.cs /baseaddress:0x11110001

El compilador tratará esta llamada tal y como si se le hubiese pasado:

csc fichero.cs /baseaddress:0x11110000

Si no se da valor a esta opción, las librerías se instalarán en el área de memoria que se estime conveniente en cada implementación del CLR.

* **/codepage**: Por defecto el compilador acepta fuentes escritos en Unicode, UTF-8 o usando la página de códigos por defecto del sistema operativo. Si se desea compilar fuentes escritos en otras páginas de código hay que indicar como valor de esta opción el identificador de ella.

Un uso típico de esta opción es permitir compilar fuentes escritos en español con un editor de textos de MS-DOS (como **edit.com**), caso en que hay que darle el valor 437 para que acepte los caracteres especiales tales como acentos o eñes.

* **/utf8output**: Su inclusión indica que el compilador ha de mostrar los mensajes usando el juego de caracteres UTF-8, lo que es útil cuando se utilizan ciertos sistemas operativos internacionales en los que por defecto no se muestren correctamente dichos mensajes por la ventana de consola.

Para poder leerla en esos casos se recomienda usar este flag al compilar y redirigir la salida a un fichero como muestra el siguiente ejemplo donde se compila A.cs redirigiendo los mensajes de compilación a salida.txt y mostrándolos en UTF-8:

csc A.cs /utf8output > salida.txt

* **/help** (**/?**): Muestra un mensaje de ayuda resumiendo cuáles son las opciones admitidas por el compilador y para qué sirven. Toda opción o fichero a compilar especificado junto opción son totalmente ignorados.
* **/nologo**: Indica que no se desea que al ejecutar el compilador se genere el mensaje que incluye información sobre la versión del compilador y el copyright de Microsoft sobre el mismo que por defecto se muestra.

Suele usarse cuando la compilación se solicita desde una aplicación o fichero de procesamiento por lotes, pues oculta la ejecución del compilador al usuario y ello puede venir bien para evitar que éste conozca cómo funciona la aplicación o para conseguir un funcionamiento más elegante y transparente de la misma.

***Acceso al compilador desde Visual Studio.NET***

Como se explicó en su momento en el *Tema 2: Introducción a C#*, a las opciones de compilación de un proyecto se accede desde VS.NET a través de las páginas de propiedades del mismo, las cuales tiene el aspecto mostrado en la **Ilustración 9** y se obtienen seleccionando el proyecto en el **Solution Explorer** y pulsando sobre **View → Property Pages** en el menú principal de Visual Studio.
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**Ilustración 9:** Páginas de propiedades del proyecto en Visual Studio.NET

Para la mayoría de opciones admitidas por **csc.exe** se incluye en estas páginas controles tales como cajas de texto y listas desplegables que permiten configurarlas de una manera visual, cómoda e intuitiva. En la **Tabla 17** se resume en orden alfabético cuál es el control que en concreto se asocia en estas páginas a cada opción:

|  |  |
| --- | --- |
| **Opción** | **Control visual** |
| **/baseaddress** | **Configuration Properties → Advanced → Base Address** |
| **/nostdlib** | **Configuration Properties → Advanced → Do no use mscorlib** |
| **/checked** | **Configuration Properties → Build → Check for Arithmetic Overflow/Underflow** |
| **/debug** | **Configuration Properties → Build → Generate Debugging Information** |
| **/define** | **Configuration Properties → Build → Conditional Compilation Constants** |
| **/doc** | **Configuration Properties → Build → XML Documentation File** |
| **/filealign** | **Configuration Properties → Build → File Alignment** |
| **/incremental** | **Configuration Properties → Advanced → Incremental Build** |
| **/main** | **Common Properties → General → Startup Object** |
| **/optimize** | **Configuration Properties → Build → Optimize code** |
| **/out** | **Common Properties → General → Assembly Name** |
| **/target** | **Common Properties → General → Output Type** |
| **/unsafe** | **Configuration Properties → Build → Allow unsafe code blocks** |
| **/warn** | **Configuration Properties → Build → Warning Level blocks** |
| **/warnaserror** | **Configuration Properties → Build → Treat Warnings As Errors** |
| **/win32icon** | **Common Properties → General → Application Icon** |

**Tabla 17:** Controles asociados a opciones de compilación

Como puede observar, desde VS.NET no es posible acceder a muchas de las opciones del compilador en línea de comandos. En los casos de **/codepage**, **/fullpaths**, **/lib**,  **/help**, **/nologo**, **/recurse** y **/utf8output** esto es lógico ya que son opciones que pierden su sentido desde dentro en una interfaz gráfica. Hay otros casos en que ello se debe a que se ofrecen desde el menú principal de VS.NET otros mecanismos alternativos para especificarlas, como son los indicados en la **Tabla 18**:

|  |  |
| --- | --- |
| **Opción** | **Mecanismo de acceso** |
| **/bugreport** | **Help → Customer Feedback** |
| **/resource** | Añadir el recurso a la solución a través de **Project → Add Existing Item**. Configurarle en su ventana de propiedades la propiedad **Build Action** con el valor **Embedded Resource**. |
| **/reference** | Añadir la referencia a la solución con **Project → Add Reference** |

**Tabla 18:** Acceso a opciones fuera de las páginas de propiedades

Finalmente, queda un grupo de opciones que no están disponibles simplemente porque la implementación de actual de VS.NET no las contempla. Son **@**, **/linkresource**, **/noconfig**, **/nowarn** y **/win32res**. Así mismo, el valor **module** de **/t** tampoco es soportado, por lo que VS.NET no permite trabajar con módulos.

**Tema 21: Novedades de C# 2.0**

***Introducción***

El 24 de Octubre de 2003 Microsoft hizo público el primer borrador de lo que sería la versión 2.0 del lenguaje C#, incluida en la nueva versión del .NET Framework conocida con el nombre clave **Whidbey**. En ella se introducía una importante novedad en el CLR consistente en proporcionar soporte para tipos genéricos que se pudiesen usar como plantillas en base a la que definir otros tipos. Esto lógicamente implicaba que a los lenguajes .NET de Microsoft en primer lugar, y presumiblemente el resto después, se les hiciesen también modificaciones orientadas a aprovechar esta nueva funcionalidad.

En este tema se explican las novedades para ello incluidas en la versión 2.0 de C#, así como otras novedades no directamente relacionadas con los genéricos que también incorpora: los **iteradores** para facilitar la implementación de las interfaces **IEnumerable** e **IEnumerator**, los **métodos anónimos** y otros mecanismos destinados a facilitar el trabajo con los delegados, la capacidad de dividir las definiciones de las clases entre varios ficheros a través de **clases parciales**, la posibilidad de asignar **null** a los tipos valor a través de los nuevos **tipos valor anulables**, etc.

En principio, las modificaciones introducidas en C# se han diseñado con la idea de mantener el **máximo nivel de compatibilidad** con códigos escritos para las anteriores versiones del lenguaje –**versiones** **1.X**-. Por ello, las nuevas palabras con significado especial introducidas (**where**, **yield**, etc.) **no se han clasificado como reservadas**, de modo que seguirán siendo válidos los identificadores que se hubiesen declarados con sus nombres. Sólo se han introducido unas **mínimas incompatibilidades** relacionadas con la sintaxis de los genéricos que se describen en el epígrafe *Ambigüedades* del tema.

***Genéricos***

**Concepto**

C# 2.0 permite especificar los tipos utilizados en las definiciones de otros tipos de datos y de métodos de forma parametrizada, de manera que en vez de indicarse exactamente cuáles son se coloque en su lugar un parámetro –**parámetro tipo**- que se concretará en el momento en que se vayan a usar (al crear un objeto de la clase, llamar al método,…) A estas definiciones se les llama **genéricos**, y un ejemplo de una de ellas es el siguiente:

public class A<T>

{

T valor;

public void EstablecerValor(T valor)

{

this.valor = valor;

}

}

En esta clase no se han concretando ni el tipo del campo privado valor ni el del único parámetro del método EstablecerValor() En su lugar se le especificado un parámetro tipo T que se concretará al utilizar la clase. Por ejemplo, al crear un objeto suyo:

A<int> obj = new A<int>();

Esto crearía un objeto de la clase genérica A con el parámetro tipo T concretizado con el **argumento tipo** **int**. La primera vez que el CLR encuentre esta concretización de T a **int** realizará un proceso de **expansión** o **instanciación** **del genérico** consistente en generar una nueva clase con el resultado de sustituir en la definición genérica toda aparición de los parámetros tipos por los argumentos tipo. Para el ejemplo anterior esta clase sería:

public class A<int>

{

int valor;

public void EstablecerValor(int valor)

{

this.valor = valor;

}

}

A los tipos con parámetros tipo, como A<T>, se les llama **tipos genéricos cerrados**; a los generados al concretárseles algún parámetro tipo se le llama **tipos construidos**; y a los generados al concretárseles todos **tipos genéricos abiertos**. La relación establecida entre ellos es similar a la establecida entre las clases normales y los objetos: al igual que clases sirven de plantillas en base a las que crear objetos, los tipos genéricos cerrados actúan como plantillas en base a las que crear tipos genéricos abiertos. Por eso, en el C++ tradicional se llamaba **plantillas** a las construcciones equivalentes a los genéricos.

La expansión la hace el CLR en tiempo de ejecución, a diferencia de lo que sucede en otros entornos (pe, C++) en los que se realiza al compilar. Esto tiene varias ventajas:

* **Ensamblados más pequeños**: Como sólo almacenan el tipo genérico cerrado, que el CLR ya expandirá en tiempo de ejecución, su tamaño es más pequeño y se evita el problema del excesivo inflado del código binario generado (**code bloat**)

Además, para evitar el inflado de la memoria consumida, el CLR reutiliza gran parte del MSIL generado para la primera expansión de un genérico por un tipo referencia en las siguientes expansiones del mismo por otros tipos referencia, ya que todas las referencias son al fin y al cabo punteros que en memoria se representan igual.

* **Metadatos ricos**: Al almacenarse los tipos genéricos cerrados en los ensamblados, se podrán consultar mediante reflexión y ser aprovechados por herramientas como el IntelliSense de Visual Studio.NET para proporcionar ayuda sobre su estructura.
* **Implementación fácil**: Como es el propio CLR quien realiza gran parte del trabajo necesario para dar soporte a los genéricos, la inclusión de los mismos en cualquiera de los lenguajes .NET se simplifica considerablemente.

**Usos de los genéricos**

Los genéricos no son una novedad introducida por C# en el mundo de la programación, sino que otros lenguajes como Ada, Eiffel o C++ (plantillas) ya las incluyen desde hace tiempo. Su principal utilidad es, como su propio nombre indica, facilitar la creación de código genérico que pueda trabajar con datos de cualquier tipo. Esto es especialmente útil para crear tipos que actúen como colecciones (pilas, colas, listas, etc.), cosa que C# 1.X sólo permitía crear definiéndolos en base a la clase base común **object**. Por ejemplo, una cola que admitiese objetos de cualquier tipo había que declararla como sigue:

public class Cola

{

object[] elementos;

public int NúmeroElementos;

public void Encolar(object valor);

{…}

public object Desencolar()

{…}

}

El primer problema de esta solución es lo incómoda y proclive a errores que resulta su utilización, pues a la hora de extraer valores de la cola habrá que convertirlos a su tipo real si se quieren aprovechar sus miembros específicos. Es decir:

Cola miCola = new Cola();

miCola.Encolar(“Esto es una prueba”);

string valorDesencolado = (string) miCola.Desencolar();

Aparte de que el programador tenga que escribir (string) cada vez que quiera convertir alguna de las cadenas extraídas de miCola a su tipo concreto, ¿qué ocurrirá si por error introduce un valor que no es ni **string** ni de un tipo convertible a **string** (por ejemplo, un **int**) y al extraerlo sigue solicitando su conversión a **string**? Pues que el compilador no se dará cuenta de nada y en tiempo de ejecución saltará una **InvalidCastException**.

Para resolver esto podría pensarse en derivar un tipo **ColaString** de **Cola** cuyos métodos públicos trabajasen directamente con cadenas de textos (Encolar(string valor) y string Desencolar()) Sin embargo, no es una solución fácil de reutilizar ya que para cualquier otro tipo de elementos (pe, una cola de **int**s) habría que derivar una nueva clase de **Cola**.

Otro problema de ambas soluciones es su bajo rendimiento, puesto que cada vez que se almacene un objeto de un tipo referencia en la cola habrá que convertir su referencia a una referencia a **object** y al extraerlo habrá que volverla a transformar en una referencia a **string**. ¡Y para los tipos valor todavía es peor!, en tanto que habrá que realizar boxing y unboxing, procesos que son mucho más lentos que las conversiones de referencias.

Si por el contrario se hubiese definido la cola utilizando genéricos tal y como sigue:

public class Cola<T>

{

T[] elementos;

public int NúmeroElementos;

public void Encolar(T valor)

{…}

public T Desencolar()

{…}

}

Entonces la extracción de objetos de la cola no requeriría de ningún tipo de conversión y sería tan cómoda y clara como sigue:

Cola<string> miCola = new Cola<string>();

miCola.Encolar(“Esto es una prueba”);

string valorDesencolado = miCola.Desencolar();

Si ahora por equivocación el programador solicitase almacenar un objeto cuyo tipo no fuese ni **string** ni convertible a él, obtendría un error al compilar informándole de ello y evitando que el fallo pueda llegar al entorno de ejecución. Además, el rendimiento del código es muy superior ya que no requerirá conversiones de referencias a/desde **object**. Si realiza pruebas podrá comprobar que la utilización de genéricos ofrece mejoras en el rendimiento entorno al 20% para los tipos referencia, ¡y al 200% para los tipos valor!

**Sintaxis**

El CLR de .NET 2.0 permite definir genéricamente tanto clases como estructuras, interfaces, delegados y métodos. Para ello basta con indicar tras el identificador de las mismas su lista de sus parámetros genéricos entre símbolos **<** y **>** separados por comas. Con ello, dentro de su definición (miembros de las clases, cuerpos de los métodos, etc.) se podrá usar libremente esos parámetros en cualquier sitio en que se espere un nombre de un tipo. La siguiente tabla muestra un ejemplo para cada tipo de construcción válida:

|  |  |
| --- | --- |
| **Ejemplo declaración** | **Ejemplo uso** |
| public class Nodo<T>  {  public T Dato;  public Nodo<T> Siguiente;  } | class Nodo8BitAvanzado: Nodo<byte>  {…} |
| public struct Pareja<T,U>  {  public T Valor1;  public U Valor2;  } | Pareja<int, string> miPareja;  miPareja.Valor1 = 1;  miPareja.Valor2 = “Hola”; |
| interface IComparable<T>  {  int CompararCon(T otroValor);  } | class A: IComparable<Persona>  {  public int CompararCon(Persona persona)  {…}  } |
| delegate void Tratar<T>(T valor); | …  Tratar<int> objTratar = new Tratar<int>(F);  }  public void F(int x)  {…} |
| void intercambiar<T>(ref T valor1,  ref T valor2)  {  T temp = valor1;  valor1 = valor2;  valor2 = temp;  } | decimal d1 = 0, d2 = 1;  this.intercambiar<decimal>(ref d1, ref d2);  this.intercambiar(ref d1, ref d2); |

**Tabla 19:** Ejemplos de declaración de tipos y miembros genéricos

Nótese que todos los ejemplos de nombres de parámetros genéricos hasta ahora vistos son única letra mayúsculas (T, U, etc.) Aunque obviamente no es obligatorio, sino que se les puede dar cualquier identificador válido, es el convenio de nomenclatura utilizado en la BCL del .NET Framework 2.0 y el que por tanto se recomienda seguir. Lo que sí es obligatorio es no darles nunca un nombre que coincida con el del tipo o miembro al que estén asociados o con el de alguno de los miembros de éste.

Fíjese además que la segunda llamada del ejemplo de utilización del método genérico intercambiar() no explicita el tipo del parámetro genérico. Esto se debe a que C# puede realizar **inferencia de tipos** y deducir que, como para todos parámetros del tipo T se ha especificado un valor **decimal**, T debe concretarse como **decimal**.

**Limitaciones**

En principio, dentro de los tipos genéricos se puede declarar cualquier miembro que se pueda declarar dentro de un tipo normal, aunque existe una limitación: no se pueden declarar puntos de entrada (métodos **Main()**)ya que a éstos los llama el CLR al iniciar la ejecución del programa y no habría posibilidad de concretizarles los argumentos tipo.

Por su parte, los **parámetros tipo** se pueden usar en cualquier sitio en que se espere un tipo aunque también con ciertas limitaciones: **No pueden usarse en atributos**, **alias**, **punteros** o **métodos externos**, ni en los nombres de las **clases bases** o de las **interfaces implementadas**. Sin embargo, excepto en el caso de los punteros, en estos sitios sí que se pueden especificar tipos genéricos cerrados; e incluso en los nombres de las clases o de las interfaces base, también se pueden usar tipos genéricos abiertos. Por ejemplo:

// class A<T>: T {} // Error. No se puede usar T como interfaz o clase base

class A<T> {}

interface I1<V> {}

class B<T>: A<T>, I1<string> {} // OK.

Debe tenerse cuidado al definir miembros con parámetros tipos ya que ello puede dar lugar a sutiles ambigüedades tal y como la que se tendría en el siguiente ejemplo:

class A<T>

{

void F(int x, string s) {}

void F(T x, string s) {}

}

Si se solicitase la expansión A<int>, el tipo construido resultante acabaría teniendo dos métodos de idéntica signatura. Aunque en principio, el compilador de C# 2.0 debería de asegurar que tras cualquier expansión **siempre se generen tipos genéricos abiertos válidos**, produciendo errores de compilación en caso contrario, por el momento no lo hace y deja compilar clases como la anterior. Sencillamente, si llamamos al método F() de un objeto A<int>, la versión del método que se ejecutará es la primera. Es decir, en las sobrecargas **los parámetros tipo tienen menos prioridad** que los concretos.

Donde no resulta conveniente controlar que los parámetros genéricos puedan dar lugar a métodos no válidos es en las redefiniciones de operadores de conversión, en concreto en lo referente al control de que las expansiones puedan dar lugar a redefiniciones de las conversiones predefinidas (como las de a/desde **object**), puesto que si se hiciese los parámetros tipo nunca se podrían utilizar en las conversiones. Por ello, simplemente se **ignoran las conversiones a medida que al expandirse puedan entrar en conflicto con las predefinidas**. Por ejemplo, dado el siguiente código:

using System;

public class ConversionGenerica<T>

{

public static implicit operator T(ConversionGenerica<T> objeto)

{

T obj = default(T);

Console.WriteLine("Operador de conversión implícita");

return obj;

}

}

public class Principal

{

public static void Main()

{

ConversionGenerica<Principal> objeto1=new ConversionGenerica<Principal>();

Principal objeto2 = objeto1; // Conversión no predefinida (a Principal)

Console.WriteLine("Antes de conversión no predefinida");

ConversionGenerica<object> objeto3 = new ConversionGenerica<object>();

object objeto4 = objeto3; // Conversión predefinida (a object)

}

}

El resultado de su ejecución demuestra que la versión implícita de la conversión solo se ejecuta ante la conversión no predefinida, puesto que su salida es la siguiente:

Operador de conversión implícita

Antes de conversión no predefinida

Donde nunca habrá ambigüedades es ante clases como la siguiente, ya que sea cual sea el tipo por el que se concretice T siempre será uno y por tanto nunca se podrá dar el caso de que la segunda versión de F() coincida en signatura con la primera:

class A<T>

{

void F(int x, string s) {}

void F(T x, T s) {}

}

Así mismo, también se admitirían dos métodos como los siguientes, ya que se considera que **los parámetros tipo forman parte de las signaturas**:

class A

{

void F<T>(int x, string s) {}

void F(int x, string s) {}

}

Y al redefinir métodos habrá que mantener el mismo número de parámetros tipo en la clase hija que en la clase padre para así conservar la signatura. Esto, como en el caso de los parámetros normales, no implica mantener los nombres de los parámetros tipo, sino sólo su número. Por tanto, códigos como el siguiente serán perfectamente válidos:

public class A

{

protected virtual void F<T, U>(T parámetro1, U parámetro2)

{}

}

public class B:A

{

protected override void F<X, Y>(X parámetro1, Y parámetro2)

{}

}

**Restricciones**

Probablemente a estas alturas ya esté pensado que si en tiempo de diseño no conoce el tipo concreto de los parámetros genéricos, ¿cómo podrá escribir código que los use y funcione independientemente de su concretización? Es decir, dado un método como:

T Opera<T>(T valor1, T valor2)

{

int resultadoComparación = valor1.CompareTo(valor2);

if (resultadoComparación>0)

return valor1-valor2 ;

else if(resultadoComparación<0)

return Math.Pow(valor1, valor2) ;

else

return 2.0d;

}

Si se le llamase con Opera(2.0d, 3.2d) no habría problema, pues los objetos **double** tantocuentan con un método **CompareTo()** válido, como tienen definida la operación de resta, se admiten como parámetros del método **Pow()** de la clase **Math** y van a generar valores de retorno de su mismo tipo **double**. Pero, ¿y si se le llamase con Opera(“hola”, “adiós”)? En ese caso, aunque los objetos **string** también cuentan con un método **CompareTo()** válido, no admiten la operación de resta, no se puede pasar como parámetros a **Pow()** y el valor que devolvería return 2.0d; no coincidiría con el tipo de retorno del método.

Esta inconsistencias son fáciles de solucionar en entornos donde la expansión se realiza en tiempo de compilación, pues el compilador informa de ellas. Sin embargo, en los que se hace en tiempo de ejecución serían más graves ya que durante la compilación pasarían desapercibidas y en tiempo de ejecución podrían causar errores difíciles de detectar. Por ello, C# en principio sólo permite que con los objetos de tipos genéricos se realicen las operaciones genéricas a cualquier tipo: las de **object**. Por ejemplo, el código que sigue sería perfectamente válido ya que tan sólo utiliza miembros de **object**:

public static bool RepresentacionesEnCadenaIguales<T,U>(T objeto1, U objeto2)

{

return objeto1.ToString() == objeto2.ToString();

}

Obviamente, también compilará un código en el que los parámetros genéricos con los que se realicen operaciones no comunes a todos los **object**s se conviertan antes a tipos concretos que sí las admitan, aunque entonces si se le pasasen argumentos de tipos no válidos para esa conversión saltaría una **InvalidCastException** en tiempo de ejecución. Por ejemplo, el siguiente método compilará pero la ejecución fallará en tiempo de ejecución cuando se le pasen parámetros no convertibles a **int**.

public static int Suma<T,U>(T valor1, U valor2)

{

return ((int) (object) valor1) + ((int) (object) valor2);

}

Nótese que por seguridad ni siquiera se permite la conversión directa de un parámetro tipo a cualquier otro tipo que no sea **object** y ha sido necesario hacerla indirectamente.

Lógicamente, C# ofrece mecanismos con los que crear códigos genéricos que a la vez sean seguros y flexibles para realizar otras operaciones aparte de las que válidas para cualquier **object**. Estos mecanismos consisten en definir **restricciones** en el abanico de argumentos tipo válidos para cada parámetro tipo, de modo que así se puedan realizar con él las operaciones válidas para cualquier objeto de dicho subconjunto de tipos.

Las restricciones se especifican con cláusulas **where** <parámetroGenérico>**:**<restricciones> tras la lista de parámetros de los métodos y delegados genéricos, o tras el identificador de las clases, estructuras e interfaces genéricas; donde <restricciones> pueden ser:

* **Restricciones de clase base**: Indican que los tipos asignados al parámetro genérico deben derivar, ya sea directa o indirectamente, del indicado en <restricciones>. Así, en el código genérico se podrán realizar con seguridad todas las operaciones válidas para los objetos dicho tipo padre, incluidas cosas como lanzarlos con sentencias **throw** o capturarlos en bloques **catch** si ese padre deriva de **Exception**. Por ejemplo:

using System;

class A

{

public int Valor;

}

class B:A

{

public static int IncrementarValor<T>(T objeto) where T:A

{

return ++objeto.Valor;

}

static void Main()

{

Console.WriteLine(B.IncrementarValor(new B())); // Imprime 1

Console.WriteLine(B.IncrementarValor(new A())); // Imprime 1

// Console.WriteLine(B.IncrementarValor(new C())); // Error

}

}

class C {}

Esta restricción además **permite asegurar que el argumento tipo siempre será un tipo referencia**, por lo que con podrá utilizar en los contextos en que sólo sean válidos tipos referencia, como por ejemplo con el operador **as**. Así mismo, también permite realizar conversiones directas del parámetro tipo a su tipo base sin tenerse que pasar antes por la conversión a **object** antes vista.

* **Restricciones de interfaz**: Son similares a las anteriores, sólo que en este caso lo que indican es que los tipos que se asignen al parámetro tipo deben implementar las interfaces que, separadas mediante comas, se especifiquen en <restricciones> Así se podrán usar en todos aquellos contextos en los que se esperen objetos que las implementen, como por ejemplo en sentencias **using** si implementan **IDisposable**.
* **Restricciones de constructor**: Indican que los tipos por los que se sustituya el parámetro genérico deberán disponer de un constructor público sin parámetros. Se declaran especificando **new()** en <restricciones>, y sin ellas no se permite instanciar objetos del parámetro tipo dentro de la definición genérico. Es decir:

// Correcto, pues se indica que el tipo por el que se concretice T deberá de tener un

// constructor sin parámetros

class A<T> where T:new()

{

public T CrearObjeto()

{

return new T();

}

}

/\* Incorrecto, ya que ante el new T() no se sabe si el tipo por el que se concretice T

tendrá un constructor sin parámetros

class B<T>

{

public T CrearObjeto()

{

return new T();

}

}

\*/

Cada genérico puede tener sólo una cláusula **where** por parámetro genérico, aunque en ella se pueden mezclar restricciones de los tres tipos separadas por comas. Si se hace, éstas han de aparecer en el orden en que se han citado: la de clase base primero y la de constructor la última. Por ejemplo, el tipo por el que se sustituya el parámetro genérico del siguiente método deberá derivar de la clase A, implementar las interfaces I1 e I2 y tener constructor público sin parámetros:

void MiMétodo<T> (T objeto) where T: A, I1, I2, new()

{…}

**Las restricciones no se heredan**, por lo que si de una clase genérica con restricciones se deriva otra clase genérica cuyos parámetros tipo se usen como parámetros de la clase padre, también habrán de incluirse en ella dichas restricciones para asegurase de que cualquier argumento tipo que se le pase sea válido. Igualmente, en las redefiniciones habrá que mantener las restricciones específicas de cada método. O sea:

class A {}

class B<T> where T:A

{}

/\* No válido, T debe ser de tipo A para poder ser pasado como argumento tipo de B, y dicha restricción no la hereda automáticamente el T de C.

class C<T>:B<T>

{} \*/

class C<T>:B<T> where T:A // Válido

{}

Nótese que todas estas restricciones se basan en asegurar que los argumentos tipo tengan determinadas características (un constructor sin parámetros o ciertos miembros heredados o implementados), pero no en las propias características de esos tipos. Por lo tanto, **a través de parámetros tipo** **no podrá llamarse a miembros estáticos** ya que no hay forma de restringir los miembros estáticos que podrán tener los argumentos tipo.

Finalmente, cabe señalar que en realidad también existe una **cuarta forma** de restringir el abanico de argumentos tipos de un tipo genérico, que además es mucho más flexible que las anteriores y permite aplicar cualquier lógica para la comprobación de los tipos. Consiste en incluir en el **constructor estático** del tipo genérico código que lance alguna excepción cuando los argumentos tipo especificados no sean válidos, abortándose así la expansión. Por ejemplo, un tipo genérico C<T> que sólo admita como argumentos tipos objetos de las clases A o B podría crearse como sigue:

class C<T>

{

static C()

{

if ( !(typeof(T) == typeof(A)) && !(typeof(T) == typeof(B)))

throw new ArgumentException(“El argumento tipo para T debe ser A o B”);

}

}

O si se quisiese que también los admitiese de cualquier clase derivada de éstas, podría aprovecharse como sigue el método **bool IsAssignableForm(Type tipo)** de los objetos **Type**, que indica si el objeto al que se aplica representa a un tipo al que se le pueden asignar objetos del tipo cuyo objeto **System.Type** se le indica como parámetro:

class C<T>

{

static C()

{

if ( !(typeof(B).IsAssignableFrom(typeof(T))) &&

!(typeof(A).IsAssignableFrom(typeof(T))))

throw new ArgumentException(“El argumento tipo para T debe ser A o B”);

}

}

El único problema de esta forma de restringir el abanico de tipos es que desde el código del tipo genérico no se podrá acceder directamente a los miembros específicos del tipo argumento, sino que antes habrá que convertirlos explícitamente a su tipo. Por ejemplo:

using System;

public class A

{

public void Método()

{

Console.WriteLine("Ejecutado Método() de objeto A");

}

}

public class B

{

public void Método()

{

Console.WriteLine("Ejecutado Método() de objeto B");

}

}

class C<T>

{

static C()

{

if ( !(typeof(T) == typeof(A)) && !(typeof(T) == typeof(B)))

throw new ArgumentException("El argumento tipo para T debe ser A o B");

}

public void LlamarAMétodo(T objeto)

{

if (objeto is A)

(objeto as A).Método(); // Hay que hacer conversión explícita

else

(objeto as B).Método(); // Hay que hacer conversión explícita

}

}

class Principal

{

static void Main()

{

C<A> objetoCA = new C<A>();

objetoCA.LlamarAMétodo(new A());

C<B> objetoCB = new C<B>();

objetoCB.LlamarAMétodo(new B());

}

}

**Valores por defecto**

Cuando se trabaja con tipos genéricos puede interesar asignarles el valor por defecto de su tipo, pero… ¿cuál será éste? Es decir, si el parámetro genérico se sustituye por un tipo referencia, el valor por defecto de sus objetos sería **null** y valdrían códigos como:

void F<T>()

{

T objeto = null ;

}

Sin embargo, si se sustituyese por un tipo valor no sería válido, por lo que este tipo de asignaciones nunca se admitirán salvo que haya establecido una restricción de clase base que asegure que el argumento tipo sea siempre un tipo referencia.

No obstante, C# 2.0 permite representar el valor por defecto de cualquier parámetro tipo con la sintaxis **default(**<parámetroTipo>**)**, lo que dejaría al ejemplo anterior como sigue:

void F<T>()

{

T objeto = default(T);

}

En cada expansión, el CLR sustituirá la expresión default(T) por el valor por defecto del tipo que se concrete para T (**0**, **null**, **false**,...), dando lugar a métodos como:

|  |  |  |
| --- | --- | --- |
| **Expansión para int** | **Expansión para string** | **Expansión para bool** |
| void F<int>()  {  int objeto = 0;  } | void F<string>()  {  int objeto = null;  } | void F<bool>()  {  int objeto = false;  } |

Nótese pues que para comprobar si un cierto argumento tipo es un tipo valor o un tipo referencia bastará con comprobar si su **default** devuelve **null**. Así por ejemplo, para crear un tipo genérico que sólo admita tipos referencia se podría hacer:

class GenéricoSóloReferencias<T>

{

static GenéricoSóloReferencias()

{

if (default(T)!=null)

throw new ArgumentException(“T debe ser un tipo referencia”);

}

}

Por su parte, y a diferencia de lo que ocurre con el operador de asignación, el operador de igualdad (**==**) sí que puede aplicarse entre instancias de parámetros tipo y **null**, aún cuando estos almacenen tipos valor y dicha comparación no sea válida. En dichos casos la comparación simplemente retornaría **false**. Igualmente, también se les podrá aplicar el operador de desigualdad (**!=**), que siempre devolverá **true** para los tipo valor.

**Ambigüedades**

El que los delimitadores de los argumentos tipo sean los mismos que los operadores de comparación “mayor que” y “menor que” y utilicen como el mismo carácter separador que se usa para separar los argumentos de las llamadas a métodos (la coma **,**) puede dar lugar a ambigüedades. Por ejemplo, una llamada como la siguiente:

F(G<A,B>(7));

Podría interpretarse de dos formas: Como una llamada a un método F() con el resultado de evaluar G<A como primer argumento y el resultado de B>(7) como segundo, o como una llamada a F() con el resultado de una llamada G<A,B>(7) a un método genérico G()

Lo que hace el compilador es interpretar como llamadas a métodos genéricos cualquier aparición del carácter **>** donde a este le sigan alguno de estos caracteres: **(**, **)**, **]**, **>**, **;**, **:**, ,**?**, **.** ó **,**.En el resto de casos serán tratados como operadores de comparación. Por tanto, en el ejemplo anterior la expresión será interpretada como una llamada a un método genérico, y para que se interpretase de la otra forma habría rescribirse como F(G<A,B>7);

***Tipos parciales***

C# 2.0 da la posibilidad de distribuir las definiciones de los tipos en múltiples ficheros tales que si al compilar se pasan todos juntos al compilador, éste automáticamente los fusionará en memoria y generará el MSIL correspondiente a su unión. A estos tipos se les conoce como **tipos parciales** y pueden ser definiciones tanto de **clases** como de **estructuras** e **interfaces**, pero no de enumeraciones o delegados ya que estas suelen ser definiciones tan sencillas que dividirlas resultaría muy poco o nada útil.

Los tipos parciales facilitan separar los códigos obtenidos automáticamente mediante **generadores de código** (como VS.NET 2005) de las modificaciones se les realicen a mano tras su generación, pues permiten regenerarlos en cualquier momento sin que con ello se pierdan dichos cambios. Además, también son útiles para **agilizar el desarrollo y mantenimiento** de las tipos de datos, pues permiten que varias personas puedan estar trabajando simultáneamente en diferentes secciones de un mismo tipo de dato.

Para definir un tipo parcial simplemente con basta declararlo varias veces en el mismo o en diferentes ficheros, añadiéndoles un nuevo modificador **partial** y manteniendo siempre el mismo nombre completo, parámetros tipo, modificadores de visibilidad y clase base. Las restricciones de los parámetros tipos no tienen porqué aparecer en todas las partes, pero si lo hace deben ser siempre las mismas. Por ejemplo, en un fichero clientes.cs se podría tener:

interface I1

{

void F();

}

[MiAtributo1] [MiAtributo2(“Test1”)] public partial class Clientes

{

public int X;

}

Y en otro fichero llamado clientes-ampliación.cs:

public partial class Clientes: I1

{}

interface I2

{

void G();

}

[MiAtributo2(“Test2”)] public partial class Clientes: I2

{

void I1.F()

{}

public void G()

{}

}

Si al compilar se especifican ambas ambos ficheros simultáneamente, como en:

csc /t:library clientes.cs clientes-ampliación.cs

El compilador considerará que la definición de la clase Clientes es la siguiente:

[MiAtributo1, MiAtributo2(“Test1”), MiAtributo2(“Test2”)] public class Clientes: I1, I2

{

public int X;

void I1.F()

{}

public void G()

{}

}

Nótese que en una parte de una definición parcial se podrán referenciar identificadores (miembros, interfaces implementadas explícitamente, etc.) no declarados en ella sino en otras partes de la definición, puesto que mientras al compilar se le pasen al compilador las partes donde están definidos, la fusión producirá una clase válida. No obstante, hay que señalar que esto tiene pequeñas algunas limitaciones y no es aplicable a:

* **Modificador unsafe**: Por seguridad, aplicarlo a la definición de una parte de un tipo no implicará que se considere aplicado al resto y puedan utilizarse en ellas punteros, sino que deberá de aplicarse por separado a cada parte en la que se vaya a hacer uso de características inseguras.
* **Directiva using**: En cada parte de una definición parcial se puede utilizar diferentes directivas **using** que importen diferentes espacios de nombres y definan diferentes alias. Al analizar cada parte, el compilador tan sólo interpretará las directivas **using** especificadas en ella, admitiéndose incluso que en varias partes se definan alias con el mismo nombre para clases o espacios de nombres diferentes.

El uso de tipos parciales no obstante introduce el problema de que el mantenimiento de código particionados puede ser más complicado al estar distribuida su implementación a lo largo de múltiples ficheros. Sin embargo, herramientas como la **Vista de Clases** de VS.NET 2005 solucionan esto proporcionando una vista unificada de la estructura de estos tipos con el resultado de la fusión de todas sus partes.

***Iteradores***

Aprovechando las ventajas proporcionadas por los genéricos, en la BCL del .NET 2.0 se ha optimizado la implementación de las colecciones introduciendo en un nuevo espacio de nombres **System.Collections.Generic** dos nuevas interfaces llamadas **IEnumerable<T>** e **IEnumerator<T>** que las colecciones podrán implementar para conseguir que el acceso a las colecciones sea mucho **más eficiente** que con las viejas **IEnumerable** e **IEnumerator** al evitarse el boxing/unboxing o downcasting/upcasting que el tipo de retorno **object** de la propiedad **Current** de **IEnumerator** implicaba. Además, en ellas se ha optimizado el diseño eliminando el tan poco utilizado método **Reset()** y haciéndoles implementar en su lugar la estandarizada interfaz **IDisposable**. En resumen, están definidas como sigue:

**public interface IEnumerable<T>**

**{**

**IEnumerator<T> GetEnumerator();**

**}**

**public interface IEnumerator<T>: IDisposable**

**{**

**T Current { get; }**

**bool MoveNext();**

**}**

Nótese que en realidad C# 1.0 ya proporcionaba a través del **patrón de colección** un mecanismo con que implementar colecciones fuertemente tipadas. Sin embargo, era algo específico de este lenguaje, oculto y desconocido para muchos programadores y no completamente soportado por otros lenguajes .NET (por ejemplo, Visual Basic.NET y su sentencia **For Each**) Por el contrario, estas nuevas interfaces genéricas proporcionan una **solución más compatible y mejor formulada**.

C# 2.0 proporciona además un nuevo mecanismo con el que es resultará mucho sencillo crear colecciones que implementando directamente estas interfaces: los **iteradores**. Son métodos que para generar objetos que implementen todas estas interfaces se apoyan en una nueva sentencia **yield**. Han de tener como tipo de retorno **IEnumerable**, **IEnumerator**, **IEnumerable<T>** e **IEnumerator<T>**, y su cuerpo indicarán los valores a recorrer con sentencias **yield return** <valor>**;** en las que si se el tipo de retorno del iterador es genérico, <valor> deberá ser de tipo T. Asimismo, también se marcar el fin de la enumeración y forzar a que **MoveNext()** siempre devuelva **false** mediante sentencias **yield break;**.

A partir de la definición de un iterador, el compilador anidará dentro de la clase en que éste se definió una clase privada que implementará la interfaz de su tipo de retorno. El código del iterador no se ejecutará al llamarle, sino en cada llamada realizada al método **MoveNext()** del objeto que devuelve, y sólo hasta llegarse a algún **yield return**. Luego la ejecución se suspenderá hasta la siguiente llamada a **MoveNext()**, que la reanudará por donde se quedó. Por tanto, sucesivas llamadas a **MoveNext()** irán devolviendo los valores indicados por los **yield** **return** en el mismo orden en que se éstos se ejecuten. Así, en:

using System;

using System.Collections;

class PruebaIteradores

{

public IEnumerator GetEnumerator()

{

yield return 1;

yield return "Hola";

}

public IEnumerable AlRevés

{

get

{

yield return "Hola";

yield return 1;

}

}

static void Main()

{

PruebaIteradores objeto = new PruebaIteradores();

foreach(object valor in objeto)

Console.WriteLine(valor);

foreach(object x in objeto.AlRevés)

Console.WriteLine(x);

}

}

La clase PruebaIteradores tendrán un método GetEnumerator() que devolverá un objeto **IEnumerator** generado en base a las instrucciones **yield** que retornará como primer elemento un 1 y como segundo la cadena “Hola”, por lo que podrá ser recorrida a través de la instrucción **foreach**. Del mismo modo, su propiedad **AlRevés** devolverá un objeto que también dispone de dicho método y por tanto también podrá recorrese a través de dicha sentencia, aunque en este caso hace el recorrido al revés. Por tanto, su salida será:

1

Hola

Hola

1

Nótese que aunque los iteradores se puedan usar para definir métodos que devuelvan tanto objetos **IEnumerable** como **IEnumerator**, ello no significa que dichos tipos sean intercambiables. Es decir, si en el ejemplo anterior hubiésemos definido la propiedad AlRevés como de tipo **IEnumerator**, el código no compilaría en tanto que lo que **foreach** espera es un objeto que implemente **IEnumerable**, y no un **IEnumerator**.

En realidad, si el tipo de retorno del iterador es **IEnumerator** o **IEnumerator<T>**, la clase interna que se generará implementará tanto la versión genérica de esta interfaz como la que no lo es. Lo mismo ocurre para el caso de **IEnumerable** e **IEnumerable<T>**,en el que además, el compilador opcionalmente (el de C# de Microsoft sí lo hace) también podrá implementar las interfaces **IEnumerator** e **IEnumerator<T>**. Sin embargo, implementar las interfaces **IEnumerator** no implica que se implementen las **IEnumerable**, y de ahí el problema descrito en el párrafo anterior.

Por otro lado, hay que señalar que en el código que se puede incluir dentro de los iteradores existen algunas **limitaciones** destinadas a evitar rupturas descontroladas de la iteración: no se permiten sentencias **return**, ni **código inseguro** ni **parámetros por referencia**, y las sentencias **yield** no se puede usar dentro de bloques **try**, **catch** o **finally**.

Internamente, a partir de la definición del iterador el compilador generará una **clase interna** que implementará la interfaz del tipo de retorno de éste y sustituirá el código del miembro de la colección donde se define el iterador por una instanciación de dicha clase a la que le pasará como parámetro el propio objeto colección a recorrer (**this**) En ella, el código del iterador se transformará en una implementación del **MoveNext()** de **IEnumerator** basada en un algoritmo de máquina de estado, y la posible limpieza de los recursos consumido por la misma se hará en el **Dispose()** O sea, se generará algo como:

public class <colección>:<interfaz>

{

public virtual <interfaz> GetEnumerator()

{

return GetEnumerator$<númeroAleatorioÚnico>\_\_IEnumeratorImpl impl =

new GetEnumerator$<númeroAleatorioÚnico>\_\_IEnumeratorImpl(this);

}

class GetEnumerator$<númeroAleatorioÚnico>\_\_IEnumeratorImpl:<interfaz>

{

public <colección> @this;

<tipoElementosColección> $\_current;

string <interfaz>.Current { get { return $\_current; } }

bool <interfaz>.MoveNext()

{

// Implementación de la máquina de estados

}

void IDisposable.Dispose()

{

// Posible limpieza de la máquina de estados

}

}

}

Nótese que para cada **foreach** se generará un nuevo objeto de la clase interna, por lo que el estado de estos iteradores automáticamente generados no se comparte entre **foreach**s y por tanto el antiguo método **Reset()** de **IEnumerator** se vuelve innecesario. Es más, si la interfaz de retorno del iterador fuese **IEnumerator**, la implementación realizada por el compilador en la clase interna para el obsoleto método de la misma **Reset()** lanzará una **NotSupportedException** ante cualquier llamada que explícitamente se le realice. No obstante, hay que tener cuidado con esto pues puede implicar la creación de numerosos objetos en implementaciones recursivas como la siguiente, en la que se aprovechan los iteradores para simplificar la implementación de los recorridos sobre un árbol binario:

using System.Collections.Generic;

public class Nodo<T>

{

public Nodo<T> Izquierdo, Derecho;

public T Valor;

}

public class ÁrbolBinario<T>

{

Nodo<T> raíz;

public IEnumerable<T> Inorden{ get { return recorrerEnInorden(this.raíz); } }

IEnumerable<T> recorrerEnInorden(Nodo<T> nodo)

{

Nodo<T> nodoIzquierdo = nodo.Izquierdo;

if (nodoIzquierdo!=null)

foreach(T valor in recorrerEnInorden(nodoIzquierdo))

yield return valor;

yield return raíz.Valor;

Nodo<T> nodoDerecho= nodo.Derecho;

if (nodoDerecho!=null)

foreach(T valor in recorrerEnInorden(nodoDerecho))

yield return valor;

}

// Implementación de recorridos en Preorden y PostOrden y demás miembros

}

***Mejoras en la manipulación de delegados***

**Inferencia de delegados**

Mientras que en C# 1.X siempre era necesario indicar explícitamente el delegado del objeto o evento al que añadir cada método utilizando el operador **new**, como en:

miObjeto.miEvento += new MiDelegado(miCódigoRespuesta);

En C# 2.0 el compilador es capaz de inferirlo automáticamente de la definición del delegado en que se desea almacenar. Así, para el ejemplo anterior bastaría con escribir:

miObjeto.miEvento += miCódigoRespuesta;

Sin embargo, asignaciones como la siguiente en la que el método no es asociado a un delegado no permiten la deducción automática del mismo y fallarán al compilar:

object o = miCódigoRespuesta;

Aunque explicitando la conversión a realizar tal y como sigue sí que compilará:

object o = (MiDelegado) miCódigoRespuesta;

En general, la inferencia de delegados funciona en cualquier contexto en que se espere un objeto delegado. Esto puede observarse en el siguiente ejemplo:

using System;

class A

{

delegate void MiDelegado(string cadena);

public static void Main()

{

// En C# 1.X: MiDelegado delegado = new MiDelegado(miMétodo);

MiDelegado delegado = miMétodo;

// En C# 1.X: delegado.EndInvoke(delegado.BeginInvoke("Hola",

// new AsyncCallback(métodoFin), null));

delegado.EndInvoke(delegado.BeginInvoke("Hola", métodoFin, null));

}

static void miMétodo(string cadena)

{

Console.WriteLine("MiMétodo(string {0})", cadena);

}

static void métodoFin(IAsyncResult datos)

{

//…

}

}

**Métodos anónimos**

C# 2.0 permite asociar código a los objetos delegados directamente, sin que para ello el programador tenga que crear métodos únicamente destinados a acoger su cuerpo y no a, como sería lo apropiado, reutilizar o clarificar funcionalidades. Se les llama **métodos anónimos**, pues al especificarlos no se les da un nombre sino que se sigue la sintaxis:

**delegate(**<parámetros>**) {**<instrucciones>**};**

Y será el compilador quien internamente se encargue de declarar métodos con dichos <parámetros> e <instrucciones> y crear un objeto delgado que los referencie. Estas <instrucciones> podrán ser cualesquiera excepto **yield**, y para evitar colisiones con los nombres de métodos creados por el programador el compilador dará a los métodos en que internamente las encapsulará nombres que contendrán la subcadena reservada **\_\_**. Nótese que con esta sintaxis **no se pueden añadir atributos a los métodos anónimos**.

Con métodos anónimos, las asignaciones de métodos a delegados podría compactarse aún más eliminándoles la declaración explícita del método de respuesta. Por ejemplo:

miObjeto.miEvento += delegate(object parámetro1, int parámetro2)

{ Console.WriteLine (“Evento producido en miObjeto”); };

Incluso si, como es el caso, en el código de un método anónimo no se van a utilizar los parámetros del delegado al que se asigna, puede omitirse especificarlos (al llamar a los métodos que almacena a través suya habrá que pasarles valores cualesquiera) Así, la asignación del ejemplo anterior podría compactarse aún más y dejarla en:

miObjeto.miEvento += delegate { Console.WriteLine (“Evento producido en miObjeto”); };

En ambos casos, a partir de estas instrucciones el compilador definirá dentro de la clase en que hayan sido incluidas un método privado similar al siguiente:

public void \_\_AnonymousMethod$00000000(object parámetro1, int parámetro2)

{

Console.WriteLine (“Evento producido en miObjeto”);

}

Y tratará la asignación del método anónimo al evento como si fuese:

miObjeto.miEvento += new MiDelegado(this,\_\_AnonymousMethod$00000000);

No obstante, la sintaxis abreviada no se puede usar con delegados con parámetros **out**, puesto que al no poderlos referenciar dentro de su cuerpo será imposible asignarles en el mismo un valor tal y como la semántica de dicho modificador requiere.

Fíjese que aunque a través de **+=** es posible almacenar métodos anónimos en un objeto delegado, al no tener nombre no será posible quitárselos con **-=** a no ser que antes se hayan almacenado en otro objeto delegado, como en por ejemplo:

MiDelegado delegado = delegate(object párametro1, int parámetro2)

{ Console.WriteLine (“Evento producido en miObjeto”); };

miObjeto.miEvento += delegado;

miObjeto.miEvento -= delegado;

Los métodos anónimos han de definirse en asignaciones a objetos delegados o eventos para que el compilador pueda determinar el delegado donde encapsularlo. Por tanto, no será válido almacenarlos en **object**s mediante instrucciones del tipo:

object anónimo = delegate(object párametro1, int parámetro2)

{ Console.WriteLine (“Evento producido en miObjeto”); }; // Error

Aunque sí si se especificarse el delegado mediante conversiones explícitas, como en:

object anónimo = (MiDelegado) delegate(object parametro1, int parámetro2)

{ Console.WriteLine (“Evento producido en miObjeto”); };

Los métodos anónimos también pueden ser pasados como parámetros de los métodos que esperen delegados, como en por ejemplo:

class A

{

delegate void MiDelegado();

public void MiMétodo()

{

LlamarADelegado(delegate() { Console.Write(“Hola”); });

}

void LlamarADelegado(MiDelegado delegado)

{

delegado();

}

}

Nótese que si el método aceptase como parámetros objetos del tipo genérico **Delegate**, antes de pasarle el método anónimo habría que convertirlo a algún tipo concreto para que el compilador pudiese deducir la signatura del método a generar, y el delegado no podría tomar ningún parámetro ni tener valor de retorno. Es decir:

class A

{

public void MiMétodo()

{

LlamarADelegado((MiDelegado) delegate { Console.Write("Hola"); });

}

void LlamarADelegado(Delegate delegado)

{

MiDelegado objeto = (MiDelegado) delegado;

objeto("LlamarADelegado");

}

}

**Captura de variables externas**

En los métodos anónimos puede accederse a cualquier elemento visible desde el punto de su declaración, tanto a las variables locales de los métodos donde se declaren como a los miembros de sus clases. A dichas variables se les denomina **variables externas**, y se dice que los métodos anónimos las **capturan** ya que almacenarán una referencia a su valor que mantendrán entre llamadas. Esto puede observarse en el siguiente ejemplo:

using System;

delegate int D(ref VariablesExternas parámetro);

class VariablesExternas

{

public int Valor = 100;

static D F()

{

VariablesExternas o = new VariablesExternas();

int x = 0;

D delegado = delegate(ref VariablesExternas parámetro)

{

if (parámetro==null)

parámetro = o;

else

parámetro.Valor++;

return ++x;

};

x += 2;

o.Valor+=2;

return delegado;

}

static void Main()

{

D d = F();

VariablesExternas objeto = null;

int valor = d(ref objeto);

Console.WriteLine(“valor={0}, objeto.Valor={1}”, valor, objeto.Valor);

valor = d(ref objeto);

Console.WriteLine(“valor={0}, objeto.Valor={1}”, valor, objeto.Valor);

}

}

Cuya salida es:

valor=3, objeto.Valor=102

valor=4, objeto.Valor=103

Fíjese que aunque las variables x y o son locales al método F(), se mantienen entra las llamadas que se le realizan a través del objeto delegado d ya que han sido capturadas por el método anónimo que éste almacena.

A las variables capturadas no se les considera fijas en memoria, por lo que para poderlas manipular con seguridad en código inseguro habrá que encerrarlas en la sentencia **fixed**.

Debe señalarse que la captura de variables externas no funciona con **los campos de las estructuras**,ya que dentro de un método anónimo no se puede referenciar al **this** de las mismas. Sin embargo, la estructura siempre puede copiarse desde fuera del método anónimo en una variable local para luego referenciarla en el mismo a través de dicha copia. Eso sí, debe señalarse que en un campo de la estructura no se podrá realizar esta copiar ya que ello causaría ciclos en la definición de ésta.

**Covarianza y contravarianza de delegados**

Los delegados también son más flexibles en C# 2.0 porque sus objetos admiten tanto métodos que cumplan exactamente con sus definiciones, con valores de retorno y parámetros de exactamente los mismos tipos indicados en éstas, como métodos que los tomen de tipos padres de éstos. A esto se le conoce como **covarianza** para el caso de los valores de retorno y **contravarianza** para el de los parámetros. Por ejemplo:

using System;

public delegate Persona DelegadoCumpleaños(Persona persona, int nuevaEdad);

public class Persona

{

public string Nombre;

private int edad;

public int Edad

{

get { return this.edad; }

}

public event DelegadoCumpleaños Cumpleaños;

public Persona(String nombre, int edad)

{

this.Nombre = nombre;

this.edad = edad;

}

public void CumplirAños()

{

Cumpleaños(this, this.edad+1);

this.edad++;

}

}

public class Empleado:Persona

{

public uint Sueldo;

public Empleado(string nombre, int edad, uint sueldo):base(nombre, edad)

{

this.Sueldo = sueldo;

}

}

public class Covarianza

{

static void Main()

{

Empleado josan = new Empleado("Josan", 25, 500000);

josan.Cumpleaños += mostrarAños;

josan.CumplirAños();

}

static Persona mostrarAños(Persona josan, int nuevaEdad)

{

Console.WriteLine("{0} cumplió {1} años", josan.Nombre, nuevaEdad);

return josan;

}

}

Nótese que aunque en el ejemplo el delegado se ha definido para operar con objetos del tipo Persona, se le han pasado objetos de su subtipo Empleado y devuelve un objeto también de dicho tipo derivado. Esto es perfectamente seguro ya que en realidad los objetos del tipo Empleado siempre tendrán los miembros que los objetos del Persona y por lo tanto cualquier manipulación que se haga de los mismos en el código será sintácticamente válida. Si lo ejecutamos, la salida que mostrará el código es la siguiente:

Josan complió 26 años

***Tipos anulables***

**Concepto**

En C# 2.0 las variables de tipos valor también pueden almacenar el valor especial **null**, como las de tipos referencia. Por ello, a estas variables se les denomina **tipos anulables**.

Esto les permite señalar cuando almacenan un valor desconocido o inaplicable, lo que puede resultar muy útil a la hora de trabajar con bases de datos ya que en éstas los campos de tipo entero, booleanos, etc. suelen permitir almacenar valores nulos. Así mismo, también evita tener que definir ciertos valores especiales para los parámetros o el valor de retorno de los métodos con los que expresar dicha semántica (pe, devolver -1 en un método que devuelva la posición donde se haya un cierto elemento en una tabla para indicar que no se ha encontrado en la misma), cosa que además puede implicar desaprovechar parte del rango de representación del tipo valor o incluso no ser posible de aplicar si todos los valores del parámetro o valor de retorno son significativos.

**Sintaxis**

La versión anulable de un tipo valor se representa igual que la normal pero con el sufijo **?**, y se le podrán asignar tanto valores de su **tipo subyacente** (el tipo normal, sin el **?**) como **null**. De hecho, **su valor por defecto será null**. Por ejemplo:

int? x = 1;

x = null;

En realidad el uso de **?** no es más que una sintaxis abreviada con la que instanciar un objeto del nuevo tipo genérico **Nullable<T>** incluido en el espacio de nombres **System** de la BCL con su parámetro genérico concretizado al tipo subyacente. Este tipo tiene un constructor que admite un parámetro del tipo genérico **T**, por lo que en realidad el código del ejemplo anterior es equivalente a:

Nullable<int> x = new Nullable<int>(1); // También valdría Nullable<int> x = new int?(1);

x = null;

El tipo **Nullable** proporciona dos propiedades a todos los tipos anulables: **bool HasValue** para indicar si almacena **null**, y **T Value**, para obtener su valor. Si una variable anulable valiese **null**, leer su propiedad **Value** haría saltar una **InvalidOperationException**. A continuación se muestra un ejemplo del uso de las mismas:

using System;

class Anulables

{

static void Main()

{

int? x = null;

int? y = 123;

MostrarSiNulo(x, "x");

MostrarSiNulo(y, "y");

}

static void MostrarSiNulo(int? x, string nombreVariable)

{

if (!x.HasValue)

Console.WriteLine("{0} es nula", nombreVariable);

else

Console.WriteLine("{0} no es nula. Vale {1}.", nombreVariable, x.Value);

}

}

En él, el método MostrarSiNulo() primero comprueba si la variable vale **null**, para si así simplemente indicarlo y si no indicar cuál su valor. Su salida será:

x es nula

y no es nula. Vale 123.

En realidad nada fuerza a utilizar **HasValue** para determinar si una variable anulable vale **null**, sino que en su lugar se puede usar el habitual operador de igualdad. Del mismo modo, en vez de leer su valor a través de de la propiedad **Value** se puede obtener simplemente accediendo a la variable como si fuese no anulable. Así, el anterior método MostrarSiNulo() podría rescribirse como sigue, con lo que quedará mucho más legible:

static void MostrarSiNulo(int? x, string nombreVariable)

{

if (x==null)

Console.WriteLine("{0} es nula", nombreVariable);

else

Console.WriteLine("{0} no es nula. Vale {1}.", nombreVariable, x);

}

Finalmente, hay que señalar que el tipo subyacente puede ser a su vez un tipo anulable, siendo válidas declaraciones del tipo int??, int???, etc. Sin embargo, no tiene mucho sentido hacerlo ya que al fin y al cabo los tipos resultantes serían equivalentes y aceptarían el mismo rango de valores. Por ejemplo, una instancia del tipo int??? podría crearse de cualquier de estas formas:

int??? x = 1;

x = new int???(1);

x = new int???(new int??(1));

x = new int???(new int??(new int?(1)));

Y leerse como sigue:

Console.WriteLine(x);

Console.WriteLine(x.Value);

Console.WriteLine(x.Value.Value);

Console.WriteLine(x.Value.Value.Value);

**Conversiones**

C# 2.0 es capaz realizar implícitamente conversiones desde un tipo subyacente a su versión anulable, gracias alo que cualquier valor del tipo subyacente de una variable anulable se puede almacenar en la misma. Por ejemplo:

int x = 123;

int? y = x;

Lo que no es posible realizar implícitamente es la conversión recíproca (de un tipo anulable a su tipo subyacente) ya que si una variable anulable almacena el valor **null** este no será válido como valor de su tipo subyacente. Por tanto, estas conversiones han de realizarse explícitamente, tal y como a continuación se muestra:

int z = (int) y;

Lo que sí se permite también es realizar implícitamente entre tipos anulables todas aquellas conversiones que serían válidas entre sus versiones no anulables. Por ejemplo:

double d = z;

double d2 = (double) y; // Se puede hacer la conversión directamente a double

d2 = (int) y; // o indirectamente desde int

z = (int) d;

y = (int?) d2; // Se puede hacer la conversión directamente a int?

y = (int) d2; // o indirectamente desde int

**Operaciones con nulos**

Obviamente, la posibilidad de introducir valores nulos en los tipos valor implica que se tengan que modificar los operadores habitualmente utilizados al trabajar con ellos para que tengan en cuenta el caso en que sus operandos valgan **null**.

Para los operadores relacionales, esto implicaría en principio la introducción de una **lógica trivaluada** (valores **true**, **false** y **null**), como en las bases de datos SQL. Sin embargo, en tanto que ello suele atentar contra la intuitividad y provocar “problemas psicológicos” a los programadores, se ha preferido simplificar el funcionamiento de estos operadores y hacer que simplemente devuelvan **true** si sus dos operadores valen **null** y **false** si solo uno de ellos lo hace, pero jamás devolverán **null**. Por ejemplo:

int? i = 1;

int? j = 2;

int? z = null;

Console.WriteLine(i > j); // Imprime False, al ser el valor de i menor que el de j

Console.WriteLine(i > z); // Imprime False, al ser z null.

Console.WriteLine(i > null); // Imprime False. El compilador incluso avisa de que este

// tipo de comparaciones siempre retornan false por ser uno // de sus operandos null.

Console.WriteLine(null > null); // Imprime False. Ídem al caso anterior.

Sin embargo, para el caso de los operadores lógicos sí que se ha optado por permitir la devolución de **null** por similitud con SQL, quedando sus tablas de verdad definidas como sigue según esta lógica trivaluada:

|  |  |  |  |
| --- | --- | --- | --- |
| **x** | **y** | **x && y** | **x || y** |
| true | true | true | true |
| true | false | false | true |
| true | null | null | true |
| false | false | false | false |
| false | null | false | null |
| null | null | null | null |

**Tabla 20:** Tabla de verdad de los operadores lógicos en lógica trivaluada

Y en el caso de los aritméticos también se permite la devolución de **null**, aunque en este caso su implementación es mucho más intuitiva y simplemente consiste en retornar **null** si algún operador vale **null** y operar normalmente si no (como en SQL) Por ejemplo:

int? i = 1;

int? j = 2;

int? z = null;

Console.WriteLine(i + j); // Imprime 3, que es la suma de los valores de i y j

Console.WriteLine(i + z); // No imprime nada, puesto que i+z devuelve null.

En cualquier caso, debe tenerse en cuenta que **no es necesario preocuparse por cómo se comportarán los operadores redefinidos ante las versiones anulables** de las estructuras, pues su implementación la proporcionará automáticamente el compilador. Por ejemplo, si se ha redefinido el operador + para una estructura, cuando se aplique entre versiones anulables del tipo simplemente se mirará si alguno de los operandos es **null**, devolviéndose **null** si es así y ejecutándose la redefinición del operador si no.

**Operador de fusión (??)**

Para facilitar el trabajo con variables anulables, C# 2.0 proporciona un nuevo **operador de fusión** **??** que retorna su operando izquierdo si este no es nulo y el derecho si lo es. Este operador se puede aplicar tanto entre tipos anulables como entre tipos referencia o entre tipos anulables y tipos no anulables. Ejemplos de su uso serían los siguientes:

int z;

int? enteronulo = null;

int? enterononulo;

string s = null;

z = enteronulo ?? 123; // Válido entre tipo anulable y no anulable. z=123

enterononulo = enteronulo ?? 123; // enterononulo = 123.

z = (int) (enteronulo ?? enterononulo); // Válido entre tipos anulables. z=123

Console.WriteLine(s ?? "s nula"); // Escribe s nula.

Lo que obviamente no se permite es aplicarlo entre tipos no anulables puesto que no tiene sentido en tanto que nunca será posible que alguno de sus operandos valga **null**. Tampoco es aplicable entre tipos referencia y tipos valor ya que el resultado de la expresión podría ser de tipo valor o de tipo referencia dependiendo de los operandos que en concreto se les pase en cada ejecución de la misma, y por tanto no podría almacenarse con seguridad en ningún tipo de variable salvo **object**. Por tanto, todas las siguientes asignaciones son incorrectas (excepto las de las inicializaciones, claro):

int x = 1;

int? y = 1;

int z = 0;

string s = null;

z = 1 ?? 1; // No válido entre tipos valor

z = x ?? 123; // De nuevo, no válido entre tipos valor

z = s ?? x; // No válido entre tipos referencia y tipos valor.

z = s ?? y; // Ni aunque el tipo valor sea anulable.

El operador **??** es asociativo por la derecha, por lo que puede combinarse como sigue:

using System;

class OperadorFusión

{

static void Main()

{

string s = null, t = null;

Console.WriteLine(s ?? t ?? "s y t son cadenas nulas");

t = "Ahora t no es nula";

Console.WriteLine(s ?? t ?? "s y t son cadenas nulas");

s = "Ahora s no es nula";

Console.WriteLine(s ?? t ?? "s y t son cadenas nulas");

}

}

Siendo el resultado de la ejecución del código el siguiente:

s y t son cadenas nulas

Ahora t no es nula

Ahora s no es nula

***Modificadores de visibilidad de bloques get y set***

C# 2.0 permite definir diferentes modificadores de visibilidad para los bloques **get** y **set** de las propiedades e indizadores, de manera que podrán tener propiedades en las que el bloque **get** sea público pero el **set** protegido. Por ejemplo:

class A

{

string miPropiedad;

public string MiPropiedad

{

get { return miPropiedad; }

protected set { miPropiedad = value; }

}

}

Lógicamente, la visibilidad de los bloques **get** y **set** nunca podrá ser superior a los de la propia propiedad o indizador al que pertenezcan. Por ejemplo, una propiedad protegida nunca podrá tener uno de estos bloques público.

Además, aunque de este modo se puede configurar la visibilidad del bloque **get** o del bloque **set** de una cierta propiedad o indizador, no se puede cambiar la de ambos. Si interesase, ¿para qué se dio a la propiedad o indizador ese modificador de visibilidad?

***Clases estáticas***

Para facilitar la creación de clases que no estén destinadas a ser instanciadas o derivadas (**abstract sealed**) sino tan sólo a proporcionar ciertos métodos estáticos (**clases fábrica**,utilizadas para crear ciertos tipos de objetos, **clases utilidad** que ofrezcan acceso a ciertos servicios de manera cómoda, sin tener que instanciar objetos, etc.), C# 2.0 permite configurar dicha semántica en la propia declaración de las mismas incluyendo en ellas el modificador **static**. Así se forzará a que el compilador asegure el seguimiento de dicha semántica. Por ejemplo, el código que a continuación se muestra será válido:

static public class ClaseEstática

{

static public object CrearObjetoTipoA()

{ … }

static public object CrearObjetoTipoB()

{ … }

}

Por el contrario, el siguiente código no compilaría ya que la clase ClaseEstáticaConError se ha definido como estática pero tiene un método no estático llamado MétodoInstancia, se la está intentando instanciar, y se está intentando derivar de ella una clase Hija:

static public class ClaseEstáticaConError

{

static public object CrearObjetoTipoA()

{ … }

static public object CrearObjetoTipoB()

{ … }

public void MétodoInstancia(string texto) // Error: método no estático.

{

Console.WriteLine(“MétodoInstancia({0})”, texto);

}

static void Main()

{

// Error: Se está instanciado la clase estática

ClaseEstáticaConError objeto = new ClaseEstáticaConError();

objeto.MétodoInstancia(“Test”);

}

}

class Hija: ClaseEstáticaConError {} // Error: Se está derivando de clase estática

***Referencias a espacios de nombres***

**Alias global y calificador ::**

En C# 1.1 puede producirse conflictos a la hora de resolver las referencias a ciertas clases cuando en anidaciones de espacios de nombres existan varias clases y/o espacios de nombres homónimos. Por ejemplo, en el siguiente código:

using System;

namespace Josan

{

class A

{

static void Main(string[] args)

{

Método();

}

static void Método()

{

Console.WriteLine("Josan.System.A.Método()");

A.Método();

}

}

}

class A

{

static void Método()

{

Console.WriteLine("A.Método()");

}

}

Resulta imposible llamar desde el método Método() de la clase Josan.A a su homónimo en la clase A del espacio de nombres global, por lo que la llamada A.Método() producirá un bucle recursivo infinito y la salida del programa será del tipo:

Josan.System.A.Método()

Josan.System.A.Método()

Josan.System.A.Método()

...

Para solucionar esto, C# 2.0 introduce la posibilidad de hacer referencia al espacio de nombres global a través de un alias predefinido denominado **global** y un calificador **::** que se usa de la forma <inicio>**::**<referencia> y permite indicar el punto de <inicio> en la jerarquía de espacios de nombres a partir del que se ha de resolver la <referencia> al tipo o espacio de nombres indicada. Estas referencias se podrán usar en cualquier parte en la que se espere un nombre de tipo o espacio de nombres, tal como una sentencia **using**, la creación de un objeto con **new**,... Así, el ejemplo anterior podría resolverse como sigue:

using System;

namespace Josan

{

class A

{

static void Main(string[] args)

{

Método();

}

static void Método()

{

Console.WriteLine("Josan.System.A.Método()");

global::A.Método();

}

}

}

class A

{

public static void Método()

{

Console.WriteLine("A.Método()");

}

}

Y ahora ya sí que se obtendría la salida buscada:

Josan.System.A.Método()

A.Método()

**Alias externos**

C# 2.0 va un paso más allá en lo referente a resolver conflictos de ambigüedades en los nombres de los identificadores respecto a C# 1.X. Ahora no solo se pueden usar clases con el mismo nombre siempre y cuando se hallen en espacios de nombres diferentes sino que también se permite usar clases con el mismo nombre y espacio de nombres que se hallen en diferentes ensamblados. Para ello se usan los denominados **alias externos**.

Antes de las importaciones de espacios de nombres (**using**) se puede incluir líneas con la siguiente sintaxis:

**extern alias** <nombreAlias>**;**

Con esto se estará diciendo al compilador que durante las comprobaciones de sintaxis admita a la izquierda del calificador **::** las referencias al alias de espacio de nombres cuyo nombre se le indica.. Cada una de estas referencias se corresponderán con uno o varios ensamblados externos dentro de cuyos espacios de nombres se intentarán resolver la referencia indicada a la derecha del **::**. La correspondencia entre estos ensamblados y sus alias se indicarán al compilador de C# mediante parámetros que se podrán pasar en la línea de comandos al hacerles referencia mediante la opción **/r** siguiendo la sintaxis <nombreAlias>**=**<rutaEnsamblado> para los valores de la misma; o en el caso de VS.NET 2005, desde la ventana de propiedades de la referencia al ensamblado en la solución.

Por ejemplo, se puede tener un fichero miclase1.cs con el siguiente contenido:

using System;

public class MiClase

{

public void F()

{

Console.WriteLine("F() de mi miclase1.cs");

}

}

Y otro miclase2.cs con una clase homónima a MiClase:

using System;

public class MiClase

{

public void F()

{

Console.WriteLine("F() de mi miclase2.cs");

}

}

Para usar ambas clases a la vez en un fichero extern.cs bastaría escribirlo como sigue:

extern alias X;

extern alias Y;

class Extern

{

static void Main()

{

X::MiClase objeto = new X::MiClase();

objeto.F();

Y::MiClase objeto2 = new Y::MiClase();

objeto2.F();

}

}

Y compilar todo el conjunto con:

csc extern.cs /r:X=miclase1.dll /r:Y=miclase2.dll

Al ejecutarlo podrá comprobarse que la salida demuestra que cada llamada se ha hecho a uno de los diferentes tipos MiClase:

F() de mi miclase1.cs

F() de mi miclase2.cs

Nótese que es perfectamente válido asociar un **mismo alias a varios ensamblados** y **varios alias a un mismo ensamblado**. Lo que no se puede es incluir varias definiciones de alias en una misma opción **/r**, sino que para ello habría que utilizar opciones **/r** diferentes tal como se ha hecho en el ejemplo. Es decir, la siguiente llamada al compilador no sería correcta:

csc extern.cs /r:X=miclase1.dll,Y=miclase2.dll

***Supresión temporal de avisos***

Al conjunto de directivas del preprocesador de C# se ha añadido una nueva en C# 2.0 que permite desactivar la emisión de determinados avisos durante la compilación de determinadas secciones del código fuente así como volverlo a activar. Su sintaxis es:

**#pragma warning** <estado> <códigoAviso>

Donde <códigoAviso> es el código del aviso a desactivar o reactivar, y <estado> valdrá **disable** o **restore** según si lo que se desea es desactivarlo o rehabilitarlo. Por ejemplo, al compilar el siguiente código el compilador sólo informará de que no se usa la variable b, pero no se dirá nada de la variable debido a que se le ha suprimido dicho mensaje de aviso (su código es el 649) a través de la directiva **#pragma warning**:

class ClaseConAvisos

{

# pragma warning disable 649

public int a;

# pragma warning restore 649

public int b;

}

En cualquier caso, hay que señalar que **como normal general no se recomienda hacer uso de esta directiva**,ya que el código final debería siempre escribirse de manera que no genere avisos. Sin embargo, puede venir bien durante la depuración de aplicaciones o la creación de prototipos o estructuras iniciales de código para facilitar el aislamiento de problemas y evitar mensajes de aviso ya conocidos que aparecerán temporalmente.

***Atributos condicionales***

El atributo **Conditional** que en C# 1.X permitía especificar si compilar ciertas llamadas a métodos en función de valores de constantes de preprocesador ha sido ahora ampliado para también poderse aplicar a la utilización de atributos. En este caso, si la utilización del atributo para un determinado fichero no se compila por no estar definida la constante de la que depende, ninguna clase del mismo a la se aplique lo almacenará entre sus metadatos. Así, si tenemos un fichero test.cs con la siguiente definición de atributo:

using System;

using System.Diagnostics;

[Conditional(“DEBUG”)]  
public class TestAttribute : Attribute {}

Y con él compilamos un fichero miclase.cs con el contenido:

#define DEBUG

[Test]   
class MiClase {}

En el ensamblado resultante la clase MiClase incluirá el atributo Test entre sus metadatos por estar definida la constante DEBUG dentro del fichero en que se usa el atributo. Pero por el contrario, si además compilásemos otro fichero miclase2.cs como el siguiente:

#undef DEBUG

[Test]   
class MiClase2 {}

Entonces la MiClase2 del ensamblado resultante no almacenaría el atributo Test entre sus metadatos por no estar definida la constante DEBUG en el fichero donde se declaró.

***Incrustación de tablas en estructuras***

Al interoperar con código nativo puede ser necesario pasar a éste estructuras de un tamaño fijo ya que el código nativo puede haber sido programado para esperar un cierto tamaño concreto de las mismas. Hacer esto con estructuras que tengan tablas como campos no era fácil en C# 1.X ya que al ser éstas objetos de tipo referencia, en realidad sus campos almacenaban referencias a los datos de la tabla y no los propios datos.

C# 2.0 soluciona este problema dando la posibilidad de definir en las estructuras campos de tipo tabla que se almacenará ocupando posiciones de memoria contiguas. Para ello, basta preceder del modificador **fixed** la definición del campo. Por ejemplo:

public struct Persona

{

public unsafe fixed char Nombre[100];

public int Edad;

}

De este modo, los objetos de la estructura Persona siempre ocuparán 104 bytes (100 por la tabla correspondiente al nombre da persona y 4 por los bytes del tipo int de la edad)

No obstante, hay que señalar que este uso del modificador **fixed** sólo funciona en las definiciones de campos que sean **tablas unidimensionales planas** (vectores) **de estructuras en contextos inseguros**, y no en campos de clases, ni en contextos seguros, ni con tablas multidimensionales o dentadas.

***Modificaciones en el compilador***

**Control de la versión del lenguaje**

A partir de la versión 2.0 del .NET Framework, el compilador de C# proporciona una nueva opción **/langversion** que permite restringirle las características del lenguaje que se permitirán usar durante la compilación para solo permitir las de una cierta versión o estándar del lenguaje. Por ahora, los valores que esta opción admite son los siguientes:

|  |  |
| --- | --- |
| **Valor** | **Descripción** |
| **default** | Utilizar las características de la versión más actual del lenguaje para la que el compilador se haya preparado. Es lo que se toma **por defecto** |
| **ISO-1** | Usar las características de la versión 1.X del lenguaje estandarizada por ISO. Por lo tanto, no se permitirá el uso de genéricos, métodos anónimos, etc.[[17]](#footnote-16) |

**Tabla 21:** Identificadores de versiones del lenguaje

Por ejemplo, dado el siguiente fichero version2.cs que usa tipos parciales:

partial class Version2

{

static void Main()

{

}

}

Si lo intentamos compilar como sigue:

csc version2.cs /langversion:iso-1

Obtendremos un mensaje de error indicándonos que el uso de tipos parciales no está permitido en la versión 1.X estándar de C#:

version2.cs(1,1): error CS1644: Feature 'partial types' cannot be used because it is not part of the standardized ISO C# language specification

**Control de la plataforma de destino**

Dado que a partir de la versión 2.0 de Microsoft.NET **se soportan las arquitecturas de 64 bits de Intel y AMD**, el compilador de C# admite una nueva opción **/platform** por medio de la que se le puede indicar el tipo de plataforma hacia la que se desea dirigir el código que se compila. Los valores que admite son los siguientes:

|  |  |
| --- | --- |
| **Valor** | **Significado** |
| **Anycpu** | Compilar para cualquier plataforma. Es lo que **por defecto** se toma |
| **X86** | Compilar para los procesadores de 32 bits compatibles con Intel |
| **X64** | Compilar para los procesadores de 64 bits compatibles con AMD |
| **Itanium** | Compilar para los procesadores de 64 bits Intel Itanium |

**Tabla 22:** Identificadores de plataforma de destino

Gracias a esta opción, si el código se dirige hacia una plataforma de 64 bits y se intenta ejecutar bajo una plataforma de 32 bits saltará un mensaje de error como el siguiente:
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Por el contrario, si se dirige a plataformas de 32 bits y se intenta ejecutar en una de 64 bits, automáticamente Windows simulará la ejecución del mismo en un entorno de 32 bits a través de su funcionalidad WOW (Windows On Windows)

Aunque en principio **lo ideal es realizar el código lo más independiente posible de la plataforma**, se da esta opción porque cuando se opera con código inseguro se pueden tener que realizar suposiciones sobre las características concretas de la plataforma hacia la que se dirige el código, fundamentalmente en lo que respecta al tamaño ocupado en memoria por ciertos tipos de datos que se manipulen mediante aritmética de punteros.

**Envío automático de errores a Microsoft**

A partir de .NET 2.0, el compilador de C# da la opción de enviar automáticamente a Microsoft los errores internos del mismo que durante su uso pudiesen surgir para así facilitar su detección y corrección a Microsoft (errores de **csc.exe** y no del código que se pretenda compilar) Por ejemplo, si se intenta compilar el siguiente código con el compilador de C# 2.0 de la Beta 1 del Microsoft.NET Framework SDK 2.0:

using System;

using System.Collections;

class Error

{

IEnumerator GetEnumerator()

{

try {}

catch { yield break; }

finally {}

}

static void Main()

{}

}

El compilador sufrirá un error interno que impedirá finalizar el proceso de compilación:

error CS0583: Internal Compiler Error (0xc0000005 at address 56D1EEC4): likely culprit is 'TRANSFORM'.

An internal error has occurred in the compiler. To work around this problem, try simplifying or changing the program near the locations listed below. Locations at the top of the list are closer to the point at which the internal error occurred.

error.cs(6,14): error CS0584: Internal Compiler Error: stage 'TRANSFORM' symbol 'Error.GetEnumerator()'

error.cs(6,14): error CS0584: Internal Compiler Error: stage 'BIND' symbol 'Error.GetEnumerator()'

error.cs(6,14): error CS0584: Internal Compiler Error: stage 'COMPILE' symbol 'Error.GetEnumerator()'

error.cs(6,14): error CS0584: Internal Compiler Error: stage 'COMPILE' symbol 'Error.GetEnumerator()'

error.cs(6,14): error CS0584: Internal Compiler Error: stage 'COMPILE' symbol 'Error.GetEnumerator()'

error.cs(4,7): error CS0584: Internal Compiler Error: stage 'COMPILE' symbol 'Error'

error.cs(114297930,1): error CS0584: Internal Compiler Error: stage 'COMPILE' symbol '<global namespace>'

error.cs: error CS0586: Internal Compiler Error: stage 'COMPILE'

error CS0587: Internal Compiler Error: stage 'COMPILE'

error CS0587: Internal Compiler Error: stage 'BEGIN'

Para realizar el envío del error a Microsoft se puede usar la opción **/errorreport** del compilador, la cual admite los siguientes valores:

|  |  |
| --- | --- |
| **Valor** | **Descripción** |
| **None** | No enviar el error a Microsoft. Es lo que se hace **por defecto**. |
| **Prompt** | Preguntar si enviar el error. Esto hará que durante la compilación se muestre al usuario una ventana como la siguiente en la que se le pide permiso para la realización del envío y se le de la opción de inspeccionar la información que se enviará a Microsoft por si desea asegurarse de que no se vayan a enviar datos sensibles sobre el equipo o el código fuente compilado (puede que se les envíe parte del mismo para facilitarles la detección del error): |
| **Send** | Enviar automáticamente la notificación a Microsoft, sin necesidad de tener que confirmarlo a través de la ventana que la opción anterior muestra. |

**Tabla 23:** Opciones para el envío de errores a Microsoft

Lo ideal es **combinar esta opción con la opción /bugreport** ya conocida, para que así el informe del error sea más rico y la detección de sus causas sea más sencilla. Como en este caso la información que se enviará a Microsoft es mayor y por consiguiente puede que se tarde mucho más enviársela a través de Internet (sobre todo si se usa un módem convencional para acceder a la Red), se informará antes al usuario de esta circunstancia y se le preguntará si está seguro de realizar el envío. Si confirma, aparecerá una ventana como la siguiente con información sobre el progreso del envío del informe de error:

![](data:image/png;base64,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)

**Concretización de avisos a tratar como errores**

La opción **/warnaserror** permite ahora que se le concreten los avisos que se desea que se traten como errores. Por ejemplo, para decirle que sólo considere como errores los avisos con código CS0028:

csc test.cs /warnaserror:28

Así mismo, a VS.NET se le ha añadido la posibilidad de configurar los avisos a tratar como errores y los avisos a filtrar a través de la hoja de propiedades del proyecto. En concreto, desde sus controles **Configuration Properties → Build → Treat Warnings as Errors** y **Configuration Properties → Build → Suppress specific warnings**.

**Visibilidad de los recursos**

Las opciones **/linkres** y **/res** permiten ahora especificar la visibilidad de los recursos que se enlazarán o incrustarán en el ensamblado generado, de modo que se pueda configurar no permitir acceder a los mismos desde otros ensamblados. Para ello, tras el identificador del recurso se puede incluir una de estas partículas separada por una coma:

|  |  |
| --- | --- |
| **Valor** | **Descripción** |
| **public** | Podrá accederse a los recursos del ensamblado libremente desde cualquier otro ensamblado. Es lo que se toma **por defecto** |
| **private** | Sólo podrá accederse a los recursos desde el propio ensamblado |

**Tabla 24:** Indicadores de visibilidad de recursos

Por ejemplo:

csc test.cs /linkres:misrecursos.resources,recursos.cs,private

**Firma de ensamblados**

El compilador de C# 2.0 incorpora opciones relacionadas con la firma de ensamblados que hasta ahora venían siendo proporcionada de manera externa al mismo, pues como al fin y al cabo compilar un ensamblado con firma o sin ella no es más que una opción de compilación, la forma más lógica de indicarlo es a través de opciones del compilador.

Para poder instalar un ensamblado en el GAC es necesario que tenga un nombre seguro; es decir, que esté firmado. Este proceso de firma consiste en utilizar una clave privada para cifrar con ella el resultado de aplicar un algoritmo de hashing al contenido del ensamblado, e incluir en su manifiesto la clave pública con la que luego poder descifrar la firma y comprobar que el ensamblado no se ha alterado y procede de quien se espera.

Para generar la pareja de claves pública-privada se puede utilizar la herramienta **sn.exe** (singing tool) del SDK, que se puede usar como sigue para generar aleatoriamente un par de claves y guardarlas en un fichero (por convenio se le suele dar extensión **.snk**):

sn –k misClaves.snk

Luego, la firma del ensamblado se realizará especificando durante la compilación la ruta del fichero en el que se almacenan las claves a utilizar para realizar la firma a través de la nueva opción **/keyfile** incluida en el compilador de C# 2.0 para estos menesteres:

csc test.cs /keyfile:misClaves.snk

En lugar de especificar las claves como fichero, también es posible instalarlas en un **contenedor público** y referenciar al mismo durante la compilación. Para instalarlas en el contenedor se usa de nuevo la herramienta **sn.exe**, indicándole ahora la opción **–i** seguida de la ruta del fichero y el nombre del contenedor donde instalarla. Por ejemplo:

sn –i misClaves.snk contenedorJosan

Y al compilar se referenciaría al contenedor con la opción **/keycontainer** de **csc**:

csc test.cs /keyname:contenedorJosan

El uso de las opciones **/keyfile** y **/keycontainer** son ahora la práctica recomendada por Microsoft para la firma de los ensamblados, en detrimento de los antiguos atributos de ensamblado **AssemblyKeyFile** y **AssemblyKeyName** que antes se usaban para estas labores. De hecho, si se insiste en seguir utilizándolos el compilador emitirá mensajes de aviso informando de la inconveniencia de hacerlo. Lógicamente, en los ensamblados generados utilizando estas opciones ya no estarán presentes dichos atributos.

Las opciones /**keyfile** y **/keycontainer** se pueden combinar con **/delaysign** para conseguir que el proceso de firma no se haga al completo, sino que en vez de calcularse y guardarse la firma del ensamblado entre sus metadatos sólo se reserve en los mismos el espacio necesario para posteriormente incluírsela y se les añada la clave pública con la que se podrán instalar en el GAC para realizarles pruebas. A esto se le conoce como **firma parcial**, y para posteriormente realizar la firma completa al ensamblado se puede utilizar la utilidad **sn.exe** para refirmarlo, ya sea en base a un fichero de claves o a un contenedor público tal y como a continuación se muestra con los siguientes ejemplos:

sn.exe –R test.dll misClaves.snk

sn.exe –Rc test.dll contenedorJosan

Nuevamente, en .NET 1.X la firma retrasada de los ensamblados se realizaba a través de un atributo de ensamblado (**AssemblyDelaySign**), cosa que ahora no se recomienda y que provocará la aparición de mensajes de aviso durante la compilación si se utiliza.

**Documentación de referencia**

***Bibliografía***

La principal y más exhaustiva fuente de información sobre C# es la “C# Language Specification“, originalmente escrita por Anders Hejlsberg, Scott Wiltamuth y Peter Golde. Incluye la especificación completa del lenguaje, y su última versión siempre puede descargarse gratuitamente de <http://www.msdn.microsoft.com/vcsharp/language>.

Sin embargo, si lo que busca son libros que expliquen el lenguaje con algo menos de rigurosidad pero de forma más amena, sencilla de entender y orientada a su aplicación práctica, puede consultar la siguiente bibliografía:

* “A programmer’s introduction to C#” escrito por Eric Gunnerson y publicado por Apress en 2000.
* C# and the .NET Framework”, escrito por Andrew Troelsen y publicado por Apress en 2001
* “C# Essentials”, escrito por Beb Albahari, Peter Drayton y Brand Merril y publicado por O’Reilly en 2000.
* “C# Programming with the Public Beta”, escrito por Burton Harvey, Simon Robinson, Julian Templeman y Karli Watson y publicado por Wrox Press en 2000.
* “Inside C#”, escrito por Tom Archer y publicado por Microsoft en 2000
* “Presenting C#”, escrito por Christoph Wille y publicado por Sams Publishing en 2000.
* “Professional C#”, escrito por Simon Robinson, Burt Harvey, Craig McQueen, Christian Nagel, Morgan Skinner, Jay Glynn, Karli Watson, Ollie Cornes, Jerod Moemeka y publicado por Wrox Press en 2001.
* “Programming C#”, escrito por Jesse Liberty y publicado por O’Reilly en 2001

De entre todos estos libros quizás el principalmente recomendable tras leer esta obra pueda ser “Professional C#”, pues es el más moderno y abarca numerosos conceptos sobre la aplicación de C# para acceder a la BCL.

Por otra parte, en relación con los libros publicados en 2000 hay que señalar que fueron publicados para el compilador de C# incluido en la Beta 1 del SDK, por lo que no tratan los aspectos nuevos introducidos a partir de la Beta 2 y puede que contengan código de ejemplo que haya quedado obsoleto y actualemente no funcione.

***Información en Internet sobre C#***

Aunque la bibliografía publicada sobre C# al escribir estas líneas es relativamente escasa, no ocurre lo mismo con la cantidad de material online disponible, que cada vez va inundando más la Red. En esta sección se recogen los principales portales, grupos de noticias y listas de distribución dedicados al lenguaje. Seguramente cuando lea estas líneas habrán surgido muchos más, puede usar la lista ofrecida para encontrar enlaces a los nuevos a partir de los que aquí se recogen.

***Portales***

Si busca un portal sobre C# escrito en castellano el único que le puedo recomendar es “El Rincón en Español de C#” (<http://tdg.lsi.us.es/~csharp>), que es el primero dedicado a este lenguaje escrito en castellano. Ha sido desarrollado por profesores de la Facultad de Informática y Estadística de Sevilla, y entre los servicios que ofrece cabe destacar sus aplicaciones de ejemplo, FAQ, seminario “on-line” y lista de distribución de correo.

Si no le importa que el portal esté en inglés, entonces es de obligada visita el “.NET Developers Center” (<http://www.msdn.microsoft.com/net>) de Microsoft, ya que al ser los creadores del C# y la plataforma .NET su información sobre los mismos suele ser la más amplia, fiable y actualizada. Entre los servicios que ofrece cabe destacar la posibilidad de descargar gratuitamente el .NET Framework SDK y Visual Studio .NET[[18]](#footnote-17), sus numerosos vídeos y artículos técnicos, y sus ejemplos de desarrollo de software profesional de calidad usando estas tecnologías.

Aparte del portal de Microsoft, otros portales dedicados a C# que pueblan la Red son:

* “C# Corner” (<http://www.c-sharpcorner.com>)
* “C# Help”(<http://www.csharphelp.com>)
* “C# Station” (<http://www.csharp-station.com>)
* “Codehound C#” (<http://www.codehound.com/csharp>)
* “csharpindex.com” (<http://www.csharpindex.com>)
* “Developersdex” (<http://www.developersdex.com/csharp>)
* “.NET Wire” (<http://www.dotnetwire.com>)

***Grupos de noticias y listas de correo***

Microsoft ha puesta a disposición de los desarrolladores numerosos grupos de noticias dedicados a resolver dudas sobre C#, .NET y Visual Studio.NET. Los ofrecidos en castellano son:

* microsoft.public.vsnet
* microsoft.public.es.csharp

Respecto a los proporcionados en inglés, señalar que aunque algunos de ellos se recogen en la opción **Online Community** de la página de inicio de VS.NET, la lista completa día a día crece cada vez más y en el momento de escribir estas líneas era:

* microsoft.public.dotnet.academic
* microsoft.public.dotnet.distributed\_apps
* microsoft.public.dotnet.faqs
* microsoft.public.dotnet.general
* microsoft.public.dotnet.framework
* microsoft.public.dotnet.framework.adonet
* microsoft.public.dotnet.framework.aspnet
* microsoft.public.dotnet.framework.aspnet.mobile
* microsoft.public.dotnet.framework.aspnet.webservices
* microsoft.public.dotnet.framework.clr
* microsoft.public.dotnet.framework.component\_services
* microsoft.public.dotnet.framework.documentation
* microsoft.public.dotnet.framework.interop
* microsoft.public.dotnet.framework.odbcnet
* microsoft.public.dotnet.framework.perfomance
* microsoft.public.dotnet.framework.remoting
* microsoft.public.dotnet.framework.sdk
* microsoft.public.dotnet.framework.setup
* microsoft.public.dotnet.framework.windowsforms
* microsoft.public.dotnet.languages.csharp
* microsoft.public.dotnet.languages.jscript
* microsoft.public.dotnet.languages.vb
* microsoft.public.dotnet.languages.vb.upgrade
* microsoft.public.dotnet.languages.vc
* microsoft.public.dotnet.languages.vc.libraries
* microsoft.public.dotnet.samples
* microsoft.public.dotnet.scripting
* microsoft.public.dotnet.vsa
* microsoft.public.dotnet.xml
* microsoft.public.vsnet.debuggin
* microsoft.public.vsnet.documentation
* microsoft.public.vsnet.enterprise.tools
* microsoft.public.vsnet.faqs
* microsoft.public.vsnet.general
* microsoft.public.vsnet.ide
* microsoft.public.vsnet.samples
* microsoft.public.vsnet.servicepacks
* microsoft.public.vsnet.setup
* microsoft.public.vsnet.visual\_studio\_modeler
* microsoft.public.vsnet.vsa
* microsoft.public.vsnet.vsip
* microsoft.public.vsnet.vss

En realidad, de entre todos estos grupos de noticias sólo están exclusivamente dedicados a C# **microsoft.public.es** y **csharp microsoft.public.dotnet.languages.csharp**, pero a medida que vaya adentrandose en el lenguaje descubrirá que los dedicados a los diferentes aspectos de .NET y VS.NET también le resultarán de incalculable utililidad.

En lo referente a listas de correo, si busca una lista en castellano la más recomendable es la del “Rincón en Español de C#” (<http://tdg.lsi.us.es/csharp>) antes mencionada; mientras que si no le importa que estén en inglés, entonces puede consultar las ofrecidas por “DevelopMentor” (<http://www.discuss.develop.com>)

1. No se preocupe si no entiende aún algunos de los conceptos nuevos introducido en las descripciones de las tablas de metadatos, pues más adelante se irán explicando detalladamente. [↑](#footnote-ref-0)
2. Los números de línea no forman parte del código sino que sólo se incluyen para facilitar su posterior explicación. [↑](#footnote-ref-1)
3. El nombre que se dé al fichero puede ser cualquiera, aunque se recomienda darle la extensión **.cs** ya que es la utilizada por convenio [↑](#footnote-ref-2)
4. En realidad, en C# se realiza a la vez que el análisis léxico del código fuente; pero para simplificar la explicación consideraremos que se realiza antes que éste, en una etapa previa independiente. [↑](#footnote-ref-3)
5. Generalmente, en estas máquinas **++** se convierte en una instrucción INC y **--** en una instrucción DEC [↑](#footnote-ref-4)
6. Esta afirmación no es del todo cierta, pues como veremos más adelante hay elementos del lenguaje que no están asociados a ningún objeto en concreto. Sin embargo, para simplificar podemos considerarlo por ahora como tal. [↑](#footnote-ref-5)
7. En realidad hay otras formas de definir las características de un tipo de objetos, como son las estructuras y las enumeraciones. Por tanto, el tipo de dato de un objeto no tiene porqué ser una clase, aunque a efectos de simplificación por ahora consideraremos que siempre lo es. [↑](#footnote-ref-6)
8. Si la expresión vale **null** se devolverá **false**, pues este valor no está asociado a ningún tipo en concreto. [↑](#footnote-ref-7)
9. No se recomienda usar el sufijo **l**, pues se parece mucho al número uno. De hecho, el compilador produce un mensaje de aviso si se usa y puede que en versiones futuras genere un error. [↑](#footnote-ref-8)
10. **Length** es en realidad una propiedad, pero por ahora podemos considerar que es campo. [↑](#footnote-ref-9)
11. En realidad todos los “campos” descritos en este apartado no son en realidad campos, sino propiedades. Aunque son conceptos diferentes, por ahora puede considerarlos como iguales. [↑](#footnote-ref-10)
12. O sea, cero para los campos de tipos numéricos, ‘\u0000’ para los de tipo **char**, **false** para los de tipo **bool** y **null** para los de tipos referencia. [↑](#footnote-ref-11)
13. Recuérdese que para obtener el **System.Type** de un tipo de dato basta usar el operador **typeof** pasándole como parámetros el nombre del tipo cuyo **System.Type** se desea obtener. Por ejemplo, typeof(int) [↑](#footnote-ref-12)
14. En general la sintaxis que se sigue es <índiceInferior>**:***<índiceSuperior>*, pero en C# se genera siempre **0:** porque las tablas sólo pueden indizarse desde 0 y su límite superior es variable, [↑](#footnote-ref-13)
15. **XPath** es un lenguaje que se utiliza para especificar rutas en ficheros XML que permitan seleccionar ciertas etiquetas de los mismos. Si no lo conoce puede encontrar su especificación en [XPath] [↑](#footnote-ref-14)
16. El nombre de la carpeta v2.0.40607 según la versión del SDK que utilice. En concreto, el valor que aquí se indica corresponde a la de la Beta 1 del .NET Framework SDK 2.0. [↑](#footnote-ref-15)
17. En la Beta 1 del .NET Framework 2.0 no se detecta el uso de tipos anulables. [↑](#footnote-ref-16)
18. El último sólo para subscriptores MSDN Universal, aunque los no subcriptores pueden pedirlo en este portal gratuitamente y Microsoft se lo enviará por correo ordinario. [↑](#footnote-ref-17)